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Abstract

Modern services typically consist of interconnected components, e.g., microservices in a service
mesh, Virtual Network Functions (VNFs) in a network service, or machine learning functions
in a pipeline. Examples for service components are video optimizers or web servers for video
streaming or management functions for telecommunication. As these service components are
implemented in software, they can be started, stopped, and scaled on demand on available
compute nodes in the network. This increased flexibility allows reducing costs while improving
service quality. At the same time, it comes with new challenges, requiring dynamic service
scaling and placement as well as flow scheduling and routing. Such dynamic network and
service coordination is a key challenge in Network Function Virtualization (NFV), edge and
cloud computing, and 5G and beyond.

This PhD thesis motivates and precisely states the problem of network and service coordination
and discusses relevant real-world use cases. Such coordination is challenging due to the many
influencing factors, the frequent changes (e.g., in demand), the interdependencies between
different coordination decisions, and the trade-offs between multiple optimization objectives.
The main contributions of this PhD thesis are therefore several coordination approaches,
which solve the problem by coordinating networks and services autonomously. Specifically,
Part I presents three conventional approaches for network and service coordination. Such
conventional approaches are ideal for well-understood scenarios as they build on expert
knowledge and follow hand-crafted algorithms or solve predefined Mixed-Integer Linear
Programs (MILPs). Part II proposes four approaches based on machine learning, either supporting
existing conventional coordination approaches or replacing them entirely with self-learning
using Deep Reinforcement Learning (DRL). These machine learning approaches rely less on a
priori or expert knowledge and instead leverage available data to learn network and service
coordination, self-adapting to unknown and changing scenarios. The proposed approaches
in Parts I and II optimize multiple, even opposing objectives and use varying optimization
techniques. They range from centralized to distributed architectures and focus on different
aspects of network and service coordination, complementing each other. Overall, the proposed
approaches enable automated and highly optimized network and service coordination for
higher service quality and efficiency, leading to better user experience, lower costs, and reduced
resource consumption.






Zusammenfassung

Moderne Dienste bestehen in der Regel aus miteinander verbundenen Komponenten, z.B. aus
untereinander verkniipften Microservices oder Virtual Network Functions (VNFs). Beispiele
fiir solche Komponenten sind Video-Optimierer oder Webserver fiir Videostreaming, Manage-
mentfunktionen fiir Telekommunikation oder Funktionen fiir maschinelles Lernen. Da diese
Komponenten tiblicherweise in Software implementiert sind, konnen sie je nach Bedarf auf
verfiigbaren Rechenknoten im Netzwerk gestartet, gestoppt und skaliert werden. Durch diese
erhohte Flexibilitidt konnen die Kosten gesenkt und trotzdem die Dienstqualitit verbessert
werden. Gleichzeitig birgt diese Flexibilitit neue Herausforderungen und erfordert eine dy-
namische Skalierung und Platzierung von Diensten im Netzwerk sowie eine Zuweisung von
Anfragen in Echtzeit. Eine solche dynamische Netz- und Dienstkoordination ist eine zentrale
Herausforderung in Network Function Virtualization (NFV), Edge- und Cloud-Computing, 5G
und auch in zukiinftigen Anwendungen (z.B. 6G).

In dieser Dissertation wird das Problem der Netz- und Dienstkoordination motiviert und
prézise beschrieben sowie relevante Anwendungsfélle aus der Praxis diskutiert. Das Koordi-
nationsproblem ist komplex und herausfordernd aufgrund der vielen Einflussfaktoren, der
haufigen Anderungen (z.B. der Nachfrage), der Abhingigkeiten zwischen verschiedenen Koor-
dinierungsentscheidungen und der Abwégung zwischen mehreren Optimierungszielen. Als
Hauptbeitrag prasentiert diese Dissertation daher verschiedene Koordinationsansétze, die
das geschilderte Problem durch die autonome Koordination von Netzen und Diensten 16sen.
Im Einzelnen stellt Teil I drei konventionelle Ansétze fiir die Netz- und Dienstkoordination
vor. Solche konventionellen Ansitze sind ideal fiir bekannte und genau analysierte Szenar-
ien, da sie auf Expertenwissen aufbauen und manuell definierten Algorithmen folgen oder
vordefinierte Mixed-Integer Linear Programs (MILPs) l6sen. Teil II présentiert vier weitere Koor-
dinationsansitze, die auf maschinellem Lernen basieren. Diese Ansitze unterstiitzen entweder
bestehende konventionelle Koordinationsanséitze oder ersetzen diese vollstandig durch selb-
ststindiges Lernen auf Basis von Deep Reinforcement Learning (DRL). Dank maschinellen
Lernens stiitzen sich die Ansdtze weniger auf detailliertes Expertenwissen, sondern nutzen
stattdessen verfiigbare Daten, um Netz- und Dienstkoordination zu lernen und sich selbst
an unbekannte und stindig wechselnde Szenarien anzupassen. Die in den Teilen I und II
vorgeschlagenen Ansitze optimieren mehrere, sogar gegensatzliche Ziele und verwenden
unterschiedliche Optimierungstechniken. Sie reichen von zentralisierten bis zu verteilten Ar-
chitekturen, konzentrieren sich auf verschiedene Aspekte der Netz- und Dienstkoordination
und ergdnzen sich gegenseitig. Insgesamt ermoglichen die vorgeschlagenen Ansétze eine au-
tomatisierte und hochgradig optimierte Netz- und Dienstkoordination. Dies fiihrt zu hoherer
Dienstqualitdt und Effizienz und damit zu besseren Nutzererfahrungen, niedrigeren Kosten
und geringerem Ressourcenverbrauch.
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1. Introduction

Modern services often consist of multiple chained components, each with its own functionality.
Such services are relevant in several practical contexts. For example, network services in
Network Function Virtualization (NFV) consist of chained Virtual Network Functions (VNFs),
e.g., firewalls or Intrusion Detection Systems (IDSs) [103, 102]. In cloud or edge computing,
multiple microservices (e.g., web servers or video optimizers) may form a service mesh [150,
114]. Components for data cleaning, augmentation, processing, or training could be parts of a
machine learning pipeline [120]. Nowadays, such components are typically implemented in
software and can run on standard industry servers, which are available at various locations in
the network.

Such softwarization has numerous benefits compared to deployment of physical hardware com-
ponents. For example, in NFV, software-based VNFs replace traditional hardware middleboxes,
which allows easier and faster development, deployment, and maintenance as well as reduced
time-to-market and personnel costs [103, 178, 268]. In contrast to static and expensive mid-
dleboxes running on specialized hardware, softwarized components can be deployed flexibly
on demand, running on standard servers. This is not only cheaper, reducing Capital Expen-
diture (CapEx) and Operational Expenditure (OpEx), but also enables completely new services.
For example, delay-sensitive services (e.g., for vehicular networking [245], cloud gaming [232,
278], smart manufacturing [128, 151], or 5G and beyond [6, 245]) can be realized by flexibly
deploying service components at the edge, i.e., close to user locations, minimizing path delay
and ensuring good Quality of Service (QoS) [192, 51]. To support delay-sensitive services with
hardware middleboxes, they would need to be dimensioned to handle possible peak loads and
installed at all possible edge locations. Since user locations and demand change over time, this
would be a significant waste of resources and far too expensive. Hence, supporting such highly
responsive, delay-sensitive services is only realistically possible with modern services consisting
of softwarized components.

These potential benefits and opportunities of modern, softwarized services in NFV but also in
other use cases come with new challenges regarding network and service coordination [103,
178, 275, 159]. To provide such services to users (or machines), all components of a service need
to be instantiated in the network at compute nodes with sufficient resources. Compute nodes
are distributed geographically and topologically in the network and may represent, for example,
small edge servers at a cell tower or large cloud data centers in the network core. Generally,
compute resources are limited at these nodes and the available data rate on links between nodes
is also restricted. Moreover, propagation delay on these links is non-negligible. These capacities
and delays have to be considered when steering traffic from users through deployed instances
of all service components. In doing so, load needs to be balanced between instances on different
compute nodes and routing paths. As user demand changes over time, instances may need to
be started or stopped and load balancing needs to be adjusted. Deploying sufficient instances
and allocating enough resources is important to satisfy user demand and ensure good service
quality. In turn, running too many instances or allocating too many resources leads to wasted
resources and energy and unnecessary costs. Additional factors or requirements, e.g., short
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delays for Qos or licensing costs for deployed instances, may lead to complex trade-offs and
make coordination even more challenging.

Network and service coordination concerns all online management decisions to ensure services
are available to all users with good quality and low costs. This is crucial for use cases in
NFV, cloud and edge computing, distributed machine learning, and 5G and beyond [110, 255,
120, 8, 148]. In this thesis, I particularly consider four main aspects of network and service
coordination: 1. Service scaling, i.e., how many instances to deploy per component (horizontal
scaling) and how many resources to allocate to them (vertical scaling)? 2. Service placement, i.e.,
at which compute nodes to deploy (or place) these instances? 3. Flow scheduling, i.e., at which
of the placed instances to process incoming flows? 4. Routing, i.e., once a flow is scheduled
for processing at a destination instance, over which links to route the flow for reaching the
instance? Due to interdependencies and trade-offs between these four aspects, it is important to
optimize them jointly together [203, 61]. Solving them sequentially and separately would make
each coordination aspect simpler due to the reduced decision space but possibly also lead to
much worse solutions [131, 61]. Furthermore, such coordination decisions depend on a variety
of influencing factors, which can change frequently over time. Because of this complexity and
fast changes, manual coordination by humans leads to suboptimal results at best or may even
be completely infeasible and break service availability (e.g., if resources are over-subscribed or
delay requirements are exceeded).

To this end, I present several approaches for automated and optimized network and service co-
ordination in this thesis. The proposed approaches automatically ensure services are scaled and
placed properly and traffic is balanced among instances, compute nodes, and paths adequately.
By automating network and service coordination, service scaling and placement as well as flow
scheduling and routing are constantly adjusted to changing demands, avoiding manual errors
and continuously optimizing desired coordination objectives. Most of my approaches support
optimization of multiple, even opposing optimization objectives such as high throughput vs.
short delays. While I have worked on technical aspects of network and service coordination
(see my papers in Section 1.1.1), my approaches presented in this thesis focus on the conceptual
and algorithmic challenges of optimizing network and service coordination.

I group and present my approaches in two parts for conventional and machine learning ap-
proaches. Conventional approaches include Mixed-Integer Linear Programs (MILPs) or heuristic
algorithms, which are based on detailed models of the network and involved services, designed
by human experts. In contrast, machine learning approaches automatically derive useful coordi-
nation policies from previous data or own coordination experience when interacting with the
network environment. Conventional coordination approaches are better understood and consti-
tute the large majority of current state-of-the-art approaches. Machine learning approaches are
often more flexible and, with the raise of deep learning, have recently gained more recognition
and often outperform conventional approaches [162, 273]. Generally, the presented approaches
have different strengths and weaknesses, but all allow automated and highly optimized network
and service coordination.

1.1. Contributions

I designed and developed the approaches presented in this thesis as well as other related work
in the time between May 2017 and November 2021. In this time, I authored or co-authored
over 25 publications in international conferences and journals (Section 1.1.1). I received two
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awards for these publications and was invited to speak about one of them at the 110-th meeting
of the Internet Engineering Task Force (IETF)', indicating recognition of my work both inside
and outside of academia. I have been involved in the Internet Research Task Force (IRTF)
NMRG, discussing and documenting challenges of applying artificial intelligence for network
management (intended as Internet draft).> Furthermore, I was involved in three projects and
was responsible for securing a grant and leading one of them (Section 1.1.2).

The following chapters and approaches in Part I and II are directly based on some of these
publications and include verbatim copies. To ease the flow of reading, these verbatim copies of
my own previous work are not quoted explicitly but are clearly mentioned at the beginning
of each chapter. With exception of the approach in Chapter 4, which is included mostly as
background and related work, I am the main author of all presented approaches. For ease of
reading, I consistently write in the singular form of first person (“I” rather than “we”). I further
clarify my contributions in Section 1.2 and at the beginning of each chapter in Part I and II.

1.1.1. Publications

I list my (co-)authored publications grouped into conventional and machine learning coordi-
nation approaches, which are the focus of this thesis. Additional publications, which are not
in the direct scope of this thesis, are grouped into tools and concepts supporting coordination
and more practical aspects on softwarized services for a smart manufacturing use case. Within
each group, the papers are listed in chronological order. The list also contains papers submitted
for publication that are still under review, which is indicated accordingly for these papers.
All source code belonging to these papers is published as open source and referenced inside
the papers and corresponding chapters. To better distinguish my work from work by others,
references to papers or code that I authored or co-authored are prefixed with “S” and listed
separately in the bibliography. Other references do not have any prefix.

Conventional Coordination Approaches

[S2] Sevil Draxler, Stefan Schneider, and Holger Karl. “Scaling and Placing Bidirectional
Services with Stateful Virtual and Physical Network Functions.” In: IEEE Conference on
Network Softwarization (NetSoft). IEEE. 2018, pp. 123-131

[S24] Stefan Schneider, Lars Dietrich Klenner, and Holger Karl. “Every Node for Itself: Fully
Distributed Service Coordination.” In: IFIP/IEEE Conference on Network and Service Man-
agement (CNSM). IFIP/IEEE. 2020

[S18] Stefan Schneider, Mirko Jiirgens, and Holger Karl. “Divide and Conquer: Hierarchical
Network and Service Coordination.” In: IFIP/IEEE International Symposium on Integrated
Network Management (IM). IFIP /IEEE. 2021

TAgenda of the Network Management Research Group (NMRG) session at the IETF 110 meeting;:
https://datatracker.ietf.org/doc/agenda-110-nmrg/ (accessed June 30, 2021)

2Relevant NMRG meeting minutes: https://datatracker.ietf.org/doc/
minutes-interim-2021-nmrg-03-202106221400/ (accessed June 30, 2021)
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Machine Learning Coordination Approaches

[S35] Stefan Schneider et al. “Machine Learning for Dynamic Resource Allocation in Network
Function Virtualization.” In: IEEE Conference on Network Softwarization (NetSoft). IEEE.
2020, pp. 122-130

[S21] Stefan Schneider et al. “Self-Driving Network and Service Coordination Using Deep Rein-
forcement Learning.” In: IFIP/IEEE Conference on Network and Service Management (CNSM).
¥ Best Student Paper Award % Invited Talk at the IETF 110 Meeting. IFIP/IEEE. 2020

[S34] Stefan Schneider, Haydar Qarawlus, and Holger Karl. “Distributed Online Service Co-
ordination Using Deep Reinforcement Learning.” In: IEEE International Conference on
Distributed Computing Systems (ICDCS). IEEE. 2021

[S19] Stefan Schneider et al. “DeepCoMP: Coordinated Multipoint Using Multi-Agent Deep
Reinforcement Learning.” In: IEEE Transactions on Network and Service Management (TNSM)
(2022). @ Under Review %& Invited Talk at Ray Summit 2021

[S22] Stefan Schneider et al. “Self-Learning Multi-Objective Service Coordination Using Deep
Reinforcement Learning.” In: IEEE Transactions on Network and Service Management (TNSM)
18.3 (2021), pp. 3829-3842

[S38] Stefan Werner, Stefan Schneider, and Holger Karl. “Use What You Know: Network and
Service Coordination Beyond Certainty.” In: IEEE/IFIP Network Operations and Management
Symposium (NOMS). @ Under Review. IEEE /IFIP. 2022

Tools and Concepts Supporting Coordination

[S40] Mengxuan Zhao et al. “Verification and Validation Framework for 5G Network Services
and Apps.” In: IEEE Conference on Network Function Virtualization and Software Defined
Networks (NFV-SDN). 2017, pp. 321-326

[S16] Stefan Schneider, Sevil Dréaxler, and Holger Karl. “Trade-Offs in Dynamic Resource
Allocation in Network Function Virtualization.” In: IEEE Global Communications Conference
(GLOBECOM) Workshops. IEEE. 2018, pp. 1-3
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Software Defined Networks (NFV-SDN). IEEE. 2018, pp. 1-5
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1.1.2. Projects

My work was produced and used in the scope of three projects in collaboration with academic
and industry partners. From 2017 to 2020, I was involved in the European 5GPPP H2020 project
5GTANGO [3], where I worked on conventional coordination approaches (Part I) as well as
tools and concepts supporting coordination. I also developed cloud-native softwarized services
and designed architectures for smart manufacturing in the context of 5G and NFv.

From 2018 to 2021, I led my own research project, RealVNF [S20]. For the project, I secured
funding from the German Ministry for Education and Research through the Software Campus
program [237], recruited student assistants, and collaborated with researchers from Huawei
Germany. The project initiated my research on machine learning coordination approaches
(Part II) but also drove further work on conventional coordination approaches.



1. Introduction

From 2020 to 2021, I was involved in a follow-up research project with Huawei Germany,
focusing on self-learning coordination for 5G and beyond.

All code written for these three projects is available publicly as open source. I have been actively
participating in the open-source community, particularly in the context the popular Deep
Reinforcement Learning (DRL) framework Ray RLIib [153, 48], where I serve as maintainer of the
open-source library and spoke at the Ray Summit 2021 with over 10 0oo registered attendees3.

1.2. Thesis Structure and Overview

Following this introduction, I present general background about NFV, cloud and edge computing,
and mobile networks in Chapter 2. All these practical scenarios have structural similarities that
I point out in the chapter and explain how my approaches could be applied for automated and
optimized coordination in these use cases. A more detailed discussion of work related to my
coordination approaches is introduced in each corresponding chapter.

Chapter 3 defines the network and service coordination problem in more detail. It also intro-
duces a common notation for problem parameters and decision variables that is used throughout
the thesis. To address the network and service coordination problem, Part I presents conven-
tional coordination approaches and Part II machine learning coordination approaches. Both
parts start with typical centralized approaches, which assume global knowledge and control
of network and services, and end with highly scalable distributed approaches. In line with
related work [30], I consider an intuitive scalability definition where an approach is scalable
if it performs gracefully with increasing input size, e.g., in terms of load or network size.
I intentionally keep the introduction and problem sections within these chapters brief and
specific to each chapter rather than including and frequently repeating the general introduction,
background, and problem statement, which are detailed in Chapters 1—3. Finally, Chapter 11
discusses potential future work and concludes this thesis.

The following outline provides a brief overview of the approaches presented in Parts I and II. It
also indicates the corresponding publications and the contributions by others, e.g., by students
who I advised for their bachelor’s or master’s theses. The contributions for each approach are
detailed again at the beginning of the corresponding chapters.

Part I: Conventional Coordination Approaches

Chapter 4: Centralized Coordination

Chapter 4 presents the Bidirectional Scaling and Placement Coordination Approach (BSP). BSP is
an example for a typical centralized, conventional approach, which is still a very common (if
not the most common) kind of coordination approaches in the current state of the art. Lever-
aging central knowledge and control of the network and services, BSP finds highly optimized
coordination solutions.

3My talk at Ray Summit 2021: https://www.anyscale.com/ray-summit-2021/agenda/
deepcomp-multi-agent-reinforcement-learning-for-multi-cell-selection-in-5g (accessed
June 30, 2021)


https://www.anyscale.com/ray-summit-2021/agenda/deepcomp-multi-agent-reinforcement-learning-for-multi-cell-selection-in-5g
https://www.anyscale.com/ray-summit-2021/agenda/deepcomp-multi-agent-reinforcement-learning-for-multi-cell-selection-in-5g

1.2. Thesis Structure and Overview

Unlike the following chapters, which are new contributions produced during my PhD, this
chapter is mostly previous, related work based on my master’s thesis [S15]. During my PhD, 1
extended the BSP approach and evaluation and published it together with my colleague Sevil
Dréxler [S2]. Still, the main idea, model, and approach are based on my master’s thesis and are
thus not a contribution of this PhD thesis. I nevertheless present the BSP heuristic algorithm at a
high level in Chapter 4 because it was the starting point of all following research during my
PhD and represents an example of typical state-of-the-art coordination approaches. As I use
BSP as a comparison case for several of the following approaches, its description in a separate
chapter seemed appropriate in addition to the usual discussion of related work within each of
the following chapters.

Chapter 5: Hierarchical Coordination

The centralized BSP approach finds good coordination solutions but requires central knowledge
and control of network and services. In practical, large networks, detailed, up-to-date informa-
tion may not be available centrally. Furthermore, central coordination may be too inefficient to
make frequent coordination decisions at a large network scale. Instead, this chapter proposes
a novel hierarchical coordination approach that splits the network into separate, hierarchical
domains and works in two phases. It aggregates and hides details from lower hierarchical levels
such that higher-level coordinators can efficiently make coarse-grained decisions that are then
refined by lower-level coordinators on each domain (by solving an MILP). This approach reaches
solution quality similar to an equivalent centralized approach but makes faster coordination
decisions based on aggregated information.

This chapter is based on my paper [S18]. The paper relies on concepts, code, and evaluation
results created by Mirko Jiirgens for his master’s thesis [124]. I proposed the initial topic and
idea and advised his thesis, providing feedback in weekly discussions to structure and develop
ideas for approaching the problem. Based on the convincing outcome of the thesis, I also
compiled the results and wrote the published paper.

Chapter 6: Fully Distributed Coordination

Compared to Chapter 5, Chapter 6 goes even further and proposes two fully distributed
coordination approaches. The presented heuristic algorithms are fast and simple and are
executed on each network node in a distributed fashion. Each node only has knowledge of
its neighbors and only controls coordination locally. This architecture for fully distributed,
parallelized coordination makes the approaches highly scalable and suitable for large networks.
Evaluation results show that the approaches even reach comparable coordination quality as a
centralized approach but are much faster.

This chapter is based on my paper [S24]. This paper relies on concepts, code, and evaluation
results created by Lars Klenner for his bachelor’s thesis [141]. Again, I proposed the initial
topic and idea and advised his thesis through weekly discussions and written feedback to
help structure and develop possible ideas. I also compiled the results, performed additional
evaluation experiments, and wrote the published paper.
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Part 1l: Machine Learning Coordination Approaches

Chapter 7: Machine Learning for Dynamic Resource Allocation

Most conventional coordination approaches such as the ones in Part I assume a given model for
the resource requirements of service components. These resource requirements are typically
modeled as a (often linear) function of the load a component instance has to handle. In
practice, the exact function is likely unknown and may even be non-linear. To this end, this
chapter proposes to train machine learning models on available real-world benchmarking data
to learn the true (often non-linear) relationship between required resources and load. The
trained machine learning models can then be integrated into existing conventional coordination
approaches for more precise dynamic resource allocation, leading to good service quality with
fewer wasted resources.

This chapter is based on my paper [S35], for which I developed the ideas and approaches, wrote
code, and produced all experiment results. Some of the work done by Narayanan Puthenpurayil
Satheeschandran for his master’s thesis [222] has contributed to the paper as well. I designed
the topic and work plan of his thesis and advised it closely, providing the main ideas and
strongly guiding the development of solution approaches as well as their evaluation.

Chapter 8: Self-Learning Coordination

This chapter proposes a self-learning network and service coordination approach using DRL.
Unlike the conventional approaches in previous chapters, which follow predefined rules or
algorithms developed by human experts, this model-free DRL approach learns coordination
directly from its own experience through feedback when interacting with the network envi-
ronment. It only has very few built-in assumptions and uses realistically available partial and
delayed information about the network state. It self-adapts to various scenarios with different
traffic patterns, network topologies, or optimization objectives without human intervention.
The proposed approach uses a centralized DRL agent controlling and periodically updating
distributed coordination rules that are deployed and applied locally at each network node.

This chapter is based on my papers [S21, S22], which rely on outcomes of the RealVNF
project [S20]. In the project, student assistants helped with developing prototypes and collecting
evaluation results. I led the Real VNF project over two years, proposed the initial ideas and
strongly guided and contributed to their development, advised the student assistants, discussed
my ideas with the project partners, and wrote the papers.

Chapter 9: Self-Learning Distributed Coordination

This chapter combines ideas from Chapters 6 and 8, proposing DRL for self-learning fully
distributed network and service coordination. After centralized training, separate DRL agents
can be deployed at each node in the network with only local observations and control. The fully
distributed architecture allows fast, local coordination decisions and more fine-grained control
than the centralized DRL approach in Chapter 8. Still, the self-learning coordination using DRL
allows flexible adaptation to varying scenarios without human intervention, unlike the heuristic
algorithms in Chapter 6.



1.2. Thesis Structure and Overview

This chapter is based on my paper [S34]. The paper relies on concepts, code, and evaluation
results created by Haydar Qarawlus for his master’s thesis [207] and later extended in the
Real VNF project [S20]. I proposed the initial topic and idea of his thesis, advised it through
weekly discussions and feedback to develop and improve the ideas, led the Real VNF project,
and wrote the paper.

Chapter 10: Self-Learning Coordination for Mobile Networks

While Chapters 4-9 focus on network and service coordination in wired networks, this chapter
focuses on coordination in wireless mobile networks. I propose three different DRL variants, con-
trolling which users are connected to which cells, allowing multiple connections for Coordinated
Multipoint (CoMP) in 5G and beyond. Again, a challenge is to ensure good connection quality
with limited (radio) resources and adapting to different scenarios and system configurations
with only partial observations. The three proposed DRL variants differ in how training and
inference is performed: The first variant uses centralized training and inference. The second
trains multiple DRL agents centrally but performs inference in a distributed fashion. The third
variant uses multi-agent DRL for both distributed training and inference.

This chapter is based on my paper [S19]. I developed the idea and concepts, discussed them
with project partners, implemented and evaluated prototypes, and wrote the paper.






2. Background

My proposed coordination approaches in Parts I and II are useful for a variety of practical
use cases and scenarios. This chapter introduces relevant background on use cases in network
softwarization (Section 2.1), cloud and edge computing (Section 2.2), and mobile networks
(Section 2.3). In each section, I provide a general, high-level overview of relevant concepts
and how my coordination approaches can be applied in the corresponding use case. Finally, I
highlight structural similarities and common challenges of these and potential future use cases.
On the basis of these similarities, I define the network and service coordination problem in
Chapter 3 and then present my approaches for solving it in Parts I and II. Related work specific
to each coordination approach is detailed in the corresponding chapters.

2.1. Network Softwarization

Network softwarization mainly builds on two independent but highly complementary concepts:
Network Function Virtualization (NFV) and Software-Defined Networking (SDN). As the name
suggests, the general idea of NFV is to virtualize network functions that were traditionally
deployed as hardware middleboxes in the network (e.g., firewalls, Intrusion Detection Systems
(1DSs), or Deep Packet Inspections (DPIs)) [70, 103]. The resulting Virtual Network Functions
(VNFs) are software components that can be executed on commodity servers, typically running on
virtualized resources as illustrated in Figure 2.1. Since VNFs are software, they can be scaled and
deployed flexibly on compute nodes across the network, i.e., starting one or multiple instances
of a VNF according to current demand. Multiple VNFs can be chained together to form network
services (also called Service Function Chainings (SFCs) [102]), e.g., for telecommunication or
video streaming. Overall, this virtualization enables cheaper, faster, easier, and more flexible
development, deployment, and maintenance of network services [70, 103]. The concept of
NFV was originally introduced in a white paper by European Telecommunications Standards
Institute (ETSI) [7o] but has also been adopted and extended by Internet Engineering Task
Force (IETF) [26]. In recent years, NFV has attracted significant amounts of research [103, 178,
152, 110, 268].

Complementary to NFV, SDN facilitates network softwarization and programmability by splitting
the control and data plan of network switches into a (logically) centralized, programmable
control plane and a simple, distributed data plane [143]. A core idea of SDN is the open,
vendor-independent interface of the centralized SDN controller. It enables applications on the
management plane to program the SDN controller via its north-bound Application Programming
Interface (API) (Figure 2.2). Compared to traditional, individually controlled switches, the global
view and control of the SDN control plane allows easier, more flexible and powerful network
control, e.g., for improved traffic engineering. The SDN management and control plane can be
implemented in software and run on commodity servers. At the same time, SDN switches are
simplified to plain data forwarding elements, instructed by the SDN controller via its south-
bound API (typically using the OpenFlow protocol [170]). The abstraction and flexibility provided
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by SDN has considerably affected research on traffic engineering and network coordination [143,
260, 136].

VNF VNF VNF VNF VNF
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Figure 2.1.: Virtualization layers in NFV (figure adapted from [152]; © 2015 IEEE).
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Figure 2.2.: Management, control, and data plane in SDN (figure adapted from [231]; © 2019 Wiley).

In combination, NFV and SDN enable network softwarization with more dynamic and pro-
grammable traffic processing (NFV) and steering (SDN) within the network (Figure 2.3). This
allows powerful network optimization and flexible adaptation to fluctuating demand but also
comes with additional challenges. Available compute resources should be utilized but not
over-subscribed, link capacities and delays need to be considered, distributed and changing
user demand as well as additional requirements (e.g., for Quality of Service (QoS)) must be
satisfied. To ensure good service quality without wasting resources, network and services need
to be coordinated properly.

Regarding coordination in NFV, VNFs are typically instantiated, scaled, monitored, and ter-
minated on demand by Management and Orchestration (MANO) systems like Open Source
MANO (0SM) [74], Open Network Automation Platform (ONAP) [156], or 5GTANGO [3]. Service
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Figure 2.3.: Network softwarization with VNFs for traffic processing and SDN for traffic steering (figure
adapted from [165]).

providers pass descriptors of their network services and involved VNFs to the MANO system
when onboarding new services [86] and then request deployment through the MANO system
(Figure 2.1). If not done manually, coordination approaches inside the MANO system may decide
how to scale each involved VNF and choose suitable compute nodes for deployment (called
placement). Here, my proposed coordination approaches (Parts I and II) come into play and
can be leveraged inside NFV MANO systems for improved and automated scaling and placement
of network services. Similarly, control of flow scheduling and routing paths is programmable
inside the SDN controller (e.g., OpenDaylight [157] or Ryu [218]). Again, my proposed coordina-
tion approaches could be executed on the SDN controller via the SDN management plane for
optimized scheduling and routing of flows between users and instantiated VNFs. NFV MANO
systems often provide interfaces to control not only VNF scaling and placement but also traffic
steering in SDN networks (e.g., through 0sM’s Wide Area Network (WAN) Infrastructure Man-
agers [73]). Executing my coordination approaches on such MANO systems would allow them
to jointly control and optimize both service scaling and placement as well as flow scheduling
and routing.

2.2. Cloud and Edge Computing

The rise of cloud computing has preceded and facilitated the advance of network softwariza-
tion [233]. The main idea of cloud computing is to run compute jobs on pooled and virtualized
compute resources in the network rather than on local and physical on-premise devices [172,
158]. The traditional approach of on-premise computing requires considerable Capital Ex-
penditure (CapEx) to purchase compute hardware and ongoing overhead and Operational
Expenditure (OpEx) for configuration, maintenance, and energy. Furthermore, dimensioning
on-premise hardware is difficult. Since the demand in compute resources typically fluctuates
over time, there are likely either too many or too few compute resources available at a time.
If the purchased compute hardware is underutilized, it signifies waste of unused resources
and thus unnecessary costs. If the on-premise compute hardware is overutilized, compute jobs
take longer to complete and may even fail completely if there are too many jobs or they are
particularly compute-intensive.
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In contrast to on-premise computing, cloud data centers typically have vast amounts of compute
resources that are virtualized and shared by multiple users, e.g., using virtual machines,
Docker [174], or Linux containers [34]. In common public clouds, e.g., Amazon Web Services
(aws) [13], Google Cloud Platform (GCP) [96], and Microsoft Azure [176], these centralized
and virtualized cloud resources are available publicly to any customer as opposed to private
clouds with access limited to individual organizations. These large cloud data centers profit
from the economy of scale and are often located at remote locations with cheap cooling and
energy (e.g., on Iceland) [117]. By multiplexing compute demands from multiple users and
offering cheap preemptive compute units (in addition to more expensive non-preemptive
units), cloud providers can efficiently utilize their compute resources. For customers, cloud
computing is often simpler, cheaper, more flexible, and offers better availability than on-premise
computing [18]. With the typical “pay-as-you-go” pricing model, there is no CapEx, and OpEx
directly corresponds to the actual compute demand. Thus, there are almost no costs during low
demand. For compute-intensive jobs, cloud computing allows flexible scaling to many resources
to accelerate job completion. In addition to compute resources, cloud data centers also offer
all kinds of other resources for processing, short-term memory, or long-term storage [13, 96,
176].

While large, cost-efficient cloud compute centers at the network core or at remote locations
have their benefits, there are also disadvantages. Besides potential privacy issues with data
being stored outside an organization’s premise [262], transmitting all data between users and
remote cloud locations may lead to prohibitive end-to-end delays. Even with high-capacity fiber
connections at the data center, mere propagation delay along long distances and multiple hops
easily adds up to over 100 ms end-to-end delay, which is too much for delay-sensitive applica-
tions like online gaming, Augmented Reality (AR)/Virtual Reality (VR), smart manufacturing,
or vehicular networks [264]. To this end, edge computing proposes the use of small compute
nodes at the network edge, i.e., close to users [234] (Figure 2.4). For example, edge compute
nodes could be servers that are co-located with mobile base stations to allow ultra low delays of
under 1ms (cf. Multi-Access Edge Computing (MEC)) [5]. Following the cloud paradigm, edge
resources may also be virtualized and shared by multiple users. In contrast to remote cloud
data centers, edge compute nodes enable shorter delays but only have very limited compute
resources and are often more expensive since they benefit less from the economy of scale.

aa
(a) Cloud computing (b) Edge computing

Figure 2.4.: Illustration of cloud vs. edge computing.
In cloud and edge computing, compute jobs or services are often built of interconnected

microservices forming a service mesh [150]. Orchestrators like Kubernetes [45], KubeEdge [43],
or Rancher [213] automate resource allocation and coordination of such microservices within
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and across cloud and edge compute nodes. Again, my coordination approaches could interface
or be applied inside such orchestrators (e.g., as custom Kubernetes scheduler [44]) to improve
coordination of cloud/edge services and optimize the balance between short delays and low cost.
My approaches do not strictly distinguish between tiers like cloud and edge but model network
and compute resources in a generic way such that they can be applied to any scenario.

2.3. Mobile Networks

Network softwarization and cloud and edge computing are also important for mobile networks,
particularly for 5G and beyond. 5G builds on flexible softwarized networks and virtualized
compute resources to scale and deploy required network services for telecommunication and
other vertical industries (e.g., health or manufacturing) according to fluctuating demand [271,
10]. In addition, modern mobile networks need to coordinate radio resources and cell selection
across multiple users and cells. As users move around and connect to different cells, they
compete with other connected users for limited radio resources, e.g., in the form of Physical
Resource Blocks (PRBs) in Long-Term Evolution (LTE) networks. Depending on the required
data rate and the channel quality, users may need considerable radio resources to ensure good
Quality of Experience (QoE). This problem is particularly exacerbated for users at the edge
between multiple cells, where received signals are strongly attenuated, reducing the received
data rate.

Figure 2.5.: Joint transmission from multiple serving cells using CoMP (figure adapted from [212]).

Coordinated Multipoint (CoMP) is one approach to handle increasing demand in mobile data rate,
particularly at the cell edge. CoMP leverages macrodiversity by enabling joint transmissions from
multiple serving cells to individual users, increasing their received data rate [119] (Figure 2.5).
While CoMP was introduced in LTE Release 11 for 4G [1], it will play an increasingly important
role in 5G and beyond where many small, densely deployed cells partially overlap [50, 69]. A
challenge in CoMP is to dynamically select how many and which cells should serve which users
in order to balance competition for limited radio resources and achieve high data rates for all
users. Typically, automated coordination approaches such as the ones presented in this thesis
are used to continuously optimize multi-cell selection in mobile networks. These approaches
could run in the network or even on user terminals for either network-initiated or user-initiated
cell selection.

The presented practical use cases in Sections 2.1-2.3 differ in many aspects but also share
structural similarities. In all cases, users request services in the form of either chained VNFs or
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microservices, compute jobs consisting of consecutive tasks, or for mobile telecommunication.
Providing these services requires resources (compute, radio, or other) that are limited and
distributed to different locations in the network. User demand for these services varies over
time and location. Therefore, all use cases require continuous coordination and optimization of
how resources are allocated to these services. Coordination approaches need to respect limited
resources, adapt to changing demands, and navigate trade-offs between different objectives,
e.g., good service quality vs. low costs.

My proposed approaches solve the underlying generic problem of network and service coordi-
nation, which is relevant in all discussed real-world use cases due to their structural similarities.
Future paradigms will likely also present similar challenges and may therefore profit from
my proposed coordination approaches. For practical application, my approaches clearly need
to focus on details of the corresponding use case. While I have worked on use case-specific
technical aspects [S33, S30, S31], this thesis focuses on the underlying conceptual and algo-
rithmic challenges of optimizing network and service coordination. Most of my approaches
(Chapters 4—9) focus on coordination in wired networks as described in Sections 2.1 and 2.2.
Therefore, the problem description in Chapter 3 also focuses on these use cases. Nevertheless,
in Chapter 10, I also present a problem definition and approaches for coordination in wireless
mobile networks as described in Section 2.3.
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Following the motivation and background in Chapters 1 and 2, in this chapter, I define the
network and service coordination problem in more detail. In Parts I and II following this chapter,
I present my approaches for solving the problem, each focusing on varying aspects and with
different strengths and weaknesses. This chapter introduces relevant assumptions regarding
problem parameters (Section 3.1), decision variables (Section 3.2), and possible optimization
objectives (Section 3.3). It also establishes a common notation that I use throughout the following
chapters. My intention here is to precisely define the problem; it is not the goal to provide a
full mathematical formalization, e.g., as Mixed-Integer Linear Program (MILP) for feeding into
a solver. I present a possible formalization as MILP as part of my coordination approach in
Chapter 5.

While there are structural similarities between many relevant use cases (Chapter 2), the precise
problem statement varies for coordination in wired vs. wireless networks (e.g., due to differences
in user mobility). Hence, I consider coordination in wired and wireless networks separately,
generally focusing more on coordination in wired networks. Specifically, the problem statement
in this chapter and the following approaches in Chapters 4—9 focus on network and service
coordination in wired networks, e.g., in the context of network softwarization or cloud and
edge computing (Sections 2.1 and 2.2). In Chapter 10, I consider coordination in wireless
mobile networks as motivated in Section 2.3. The following problem statement is based on my
papers [S18, S33, S21, 522, S34] and contains verbatim copies (© 2021 IEEE).

3.1. Problem Parameters

The network and service coordination problem has three main parameters: The underlying net-
work of nodes and links (Section 3.1.1), the services to be deployed in the network (Section 3.1.2),
and the incoming traffic from users or machines requesting these services (Section 3.1.3). Ta-
ble 3.1 provides an overview of all problem parameters and their notation, which I describe in
more detail next.

3.1.1. Network

I model the network as undirected graph G = (V, L) with topologically and geographically
distributed nodes V and links L. For example, Figure 3.1 shows the real-world Abilene network
topology that connects nodes across 11 cities in the United States [142]. Nodes may represent
anything from large data centers to small edge nodes or even nodes without any capacity. I
denote the total capacity of anode v € V as cap, € R>( in terms of a generic (compute) resource,
e.g., Central Processing Units (CPUs). This could easily be extended to a vector cap, € R%,
for modeling n different types of node resources, e.g., memory, storage, Graphics Processing
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Table 3.1.: Problem parameters

Symbol Definition

G=(V,L)  Network with nodes V and links L
Vin, Ve& C V  Ingress and egress nodes

Vo, Ly Neighboring nodes and adjoining links of node v
cap, Compute capacity of node v
cap, Maximum data rate of link /
d; Propagation delay along link /
S,C Set of all services and of all components
VSin C yin Subset of ingress nodes for service s
V8 C Ves Possibly empty subset of egress nodes for service s
re(A) Required resources of an instance of ¢ receiving data rate A
ASUE(A) Outgoing data rate of an instance of ¢ receiving data rate A
de Processing delay of instances of ¢
O QoS requirements of service s
F Set of all flows
Sf Service requested by flow f
in €8
vy, o Ingress and egress node of f
i Data rate of f

t}n, of Arrival time and duration of f

Units (GPUs), or Tensor Processing Units (TPUs). A link /| € L connects two nodes v and
v’ bidirectionally, i.e., (v,v') and (v/,v) refer to the same undirected link /. The maximum
data rate cap; € RR.g is shared in both directions over link [. Traversing link [ incurs a
propagation delay d; € R, which typically depends on the distance between v and v'. I
assume communication within a node to be unrestricted in terms of data rate and to have
negligible delay.

I define V" C V as set of all ingress nodes where traffic arrives in the network. Similarly,
Ve C V denotes the set of egress nodes where traffic departs. As I elaborate further in
Section 3.1.2, different services may use different ingress and egress nodes. Depending on the
service, egress nodes may be different from or identical to the ingress nodes or there may be
no egress nodes at all. In general, ingress and egress nodes may be located anywhere in the
network, not just at its borders. Furthermore, set V, C V contains all direct neighbors of node v,
which can be reached via a hop over a single link. The corresponding set of links connected to
v is denoted as L, = {l = (v,v') € L|Vv' € V} C L.

3.1.2. Services

I define services abstractly as acyclic, linear chain of components that each provide some
functionality. This definition is in line with the definition by Internet Engineering Task Force
(IETF) for Service Function Chaining (SFC) [102] and therefore seems most relevant in practice.
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Abilens

Figure 3.1.: The Abilene network topology (figure from Topology Zoo [142]).

Other, more general graph-based service structures can raise considerable questions and issues
(e.g., ambiguous semantics), which I discuss in my paper [S36]. Hence, I define the components
of a service s € S as ordered chain Cs = (¢, ¢, ...) of arbitrary but fixed length. Set S contains
all services and C = |Js;¢g Cs denotes the set of all components over all services.

A component ¢ provides certain functionality and may constitute, for example, Virtual Network
Functions (VNFs) in Network Function Virtualization (NFV), microservices in a service mesh, or
machine learning functions in a pipeline [103, 150, 120]. Each component can be instantiated
zero, one, or multiple times and deployed across different nodes in the network, depending on
the current demand. All instances of ¢ are functionally equivalent but independent of each other.
In line with the current serverless trend [21], I do not explicitly consider intra-node coordination.
Instead, my approaches focus on inter-node network and service coordination, e.g., deciding at
which nodes to instantiate a component c. If my approaches decide to instantiate c at a node v,
internally within v, there may be one or multiple instances of component ¢, depending on the
demand and the resources at the node (e.g., large data center vs. single server). I assume these
intra-node coordination decisions to be handled independently and transparently by the node’s
operating system or systems like Kubernetes [45].

Ve

Firewall VLY
ewa Optimizer
C1 s1 Co
1 Parental
Firewall | Antivirus Control
C1 . CG7 ) Cs
52

Figure 3.2.: Example services s; and s, share the same component ¢y, here a firewall.
Components may be reused and shared across multiple services, e.g., Cs;, = (c1,¢2) and

Cs, = (c1,¢17,¢5). In the example shown in Figure 3.2, component c; refers to a firewall that is
used in both services s1 and s;. Instances of c; may handle traffic belonging to both s; and s,. If
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this is not desired, then using a different identifier, e.g., ¢; in 57 and c’1 in s, enforces separate
instances and avoids reuse and sharing across services. The same holds for components that
are used multiple times within a single service. For example, in Cs, = (c1, ¢4, 1, ¢6), a single
instance of component c; could be deployed and used twice in s3. Using distinct identifiers c;
and ¢ to distinguish the component at the two different positions within the service chain, i.e.,
Csy = (c1, 4, C/1/ ce), enforces separate coordination and instances for ¢; and c/l.

When traffic traverses an instance of component c, it incurs a processing delay d. € R>g during
which the instance requires resources as defined by function re(A) € R>p, e.g., to meet a
predefined Service-Level Agreement (SLA). Function r.(A) is monotonically increasing with
the current data rate A of incoming traffic. I discuss options for modeling r.(A) based on
real-world data in Chapter 7. For simplicity, I assume that processing delay d. is a fixed or
randomly distributed value independent of the current load or allocated resources. Furthermore,
instances may modify traversing traffic, affecting its data rate, e.g., through compression or
data augmentation [164]. I therefore define the outgoing data rate as function A2"(1) € R+
for an instance of component ¢ with currently incoming data rate A. Finally, services may
have additional requirements for Qos, which are specified in ®;. For example, ®; = (ds) may
optionally specify a maximally acceptable end-to-end delay ds € R~ U {@} for traffic traversing
service s. If multiple flows traverse s, the delay bound d; applies to all flows. Similarly, when
multiple flows traverse instances of a component c in parallel, they each incur a processing
delay d,, require resources according to function r.(A) for processing, and leave ¢ with a
modified data rate according to function A2"(A). I provide further details and examples in
Section 3.1.3.

Finally, each service s defines its own set of ingress nodes V" and egress nodes Vs ?, where
V' = Jseg Vi and V8 = ;g Ve®. As mentioned in Section 3.1.1, both ingress and egress
nodes may be arbitrary nodes in the network. This allows modeling different kinds of services
and scenarios easily. For example, in telecommunications, ingress and egress may ‘corresgond
to different nodes based on the location of the caller and callee, respectively, i.e., V;" # V; & In
other scenarios, e.g., online gaming, traffic returns to its source after traversing the requested
service, i.e.,, VI" = V. Finally, it is also possible to model traffic that is just processed by
service s but does not have a specific egress. In this case, Vi ® = @ such that traffic traverses the
requested service and ends at the last service component, e.g., for processing and collecting
measurement data in Internet of Things (IoT) scenarios.

3.1.3. Traffic

Traffic arrives in the form of flows at the network’s ingress nodes V" over time steps t =
1,2,..., T. Flows are unsplittable and represent traffic, for example, from users, machines, or
sensors using some service. A flow f = (sf, v}“, v;g, Af, tlf“, (5f) € F is characterized by its
requested service sy € S, its ingress node v}“ € Vsl;‘ and egress node v;g € V;}g U {@}, its
data rate A fr its time of arrival t‘;‘, and its duration (Sf. It holds that Vi* = J fer vi]%‘ and

Ve = User Ujig \ {@}. Figure 3.3 illustrates these flow attributes, which I further discuss in the
following.

I model traffic on the abstraction level of flows as a continuous stream and do not consider
individual packets or bits (cf. fluid approximation [38]). When flows reach an instance of a
component ¢, I assume processing to start directly for each incoming flow, incurring processing

20



3.1. Problem Parameters

Figure 3.3.: Visualization of flow f with data rate Ay and duration 6y arriving at ingress v}“ (at time t}n),

traversing its requested service sy, and departing at egress ”(J;g .

delay d, rather than waiting for the entire flow to arrive completely before processing. The
end-to-end delay dy of a flow f is the time from its arrival t? to time tj’[ut when it starts its

departure, i.e., when reaching U;g or an instance of the last component in Cs, if v = @.1f the
requested service s¢ has QoS requirements O, in form of a maximally acceptable end-to-end

ie, dp =t —fp < d

delay d, (Section 3.1.2), then f must reach its egress within d or it

expires.

Sf/ Sf/

I assume a flow f to have a required (average) data rate A 7 (e.g., in byte/s), which stays fixed
for the entire flow duration J5 (e.g., in seconds) but may be modified by traversed components
according to AUt(A ) as described in Section 3.1.2. This model requires a given data rate and
duration per flow and does not allow to specify traffic only in terms of total volume, e.g., to
transmit data as quickly as possible. Still, flow data rate A and duration 6 (and all other flow
attributes) can be chosen arbitrarily to model a wide variety of traffic scenarios. As this model
is very generic and flexible, it is useful to consider two relevant edge cases of possible traffic
scenarios more closely: Few, long flows (Case I) vs. many, short flows (Case II). In the following,
I discuss these two cases and their implications for network and service coordination in more
detail.

Case I: Few, Long Flows

change occurs
. - new coordination decision
tll’l

fi
> t
£ N
JT | few, long flows
£ »
T2 » \7/—/
£
T3

network is static

Figure 3.4.: Case I: Few, long flows with significant time intervals in between flow arrivals or departures,
during which the network is static.

In Case I, I consider scenarios where traffic arrives in the form of few but long flows, e.g.,
representing long video streams, large backups, or aggregated traffic from multiple smaller but
semantically related connections. As illustrated in Figure 3.4, the time between flow arrivals
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and departures is relatively long, leading to considerable time intervals in which the load is
basically static, i.e., no flow arrives or departs.

viJ? v; v‘}g
B _Hd.
1\ j_ d(vlfn Vs ) tout
— f leaves
0 o
t C2 5
\
v | f left

Figure 3.5.: In Case I, flow f is long and continuously utilizes instances and links along its entire path.
Processing and propagation delays are virtually negligible compared to long flow duration 4.

In these static time intervals, traffic continuously flows from ingress to egress and utilizes
resources on all links on the path as well as at instances of all requested service components.
This is visualized in Figure 3.5, showing processing and propagation times of a single long
flow f arriving at its ingress at time t}n and continuously traversing example service s; with
Cs, = (c1,c2) from Figure 3.2. Figure 3.5 shows the total processing times of f at instances
of c1 and c; as yellow boxes. These total processing times depend on flow length §; and
the components’ processing delays d., and d,,, respectively. In Case I, the short processing
delays d., and d, are virtually negligible compared to the long flow duration ;. Similarly,
link delay d

v; to the egress are rather insignificant compared to long flow duration ¢ in Case I. During
processing (shown as yellow boxes in Figure 3.5), instances require compute resources of r¢, (Af)
and r¢,(As) as described in Section 3.1.2. Here, c; may change f’s data rate Ay according to

function A2 (As) before reaching c,, where it may change again according to AZ"(A).

o) for propagation from ingress vi]%‘ to cp at node v; and link delay 4 (0% from

Due the few and long flows and the resulting long time intervals without relevant changes,
coordination decisions are only required infrequently in Case I, i.e., whenever a flow arrives or
departs (shown as yellow lines in Figure 3.4). Hence, in such situations, compute-intensive and
time-intensive coordination approaches are viable, e.g., centralized algorithms or approaches
based on MILPs.
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Case Il: Many, Short Flows

rapid coordination periodic updates of
decisions coordination rules

> 1 > 1
——> — > —> —> —> —_> > >
— —» — —>
many, short flows many, short flows
=> network is highly dynamic => network is highly dynamic
(a) Frequent coordination decisions (b) Periodic coordination decisions

Figure 3.6.: Case II: Many, short flows arrive, traverse, and depart the network rapidly, making the scenario
highly dynamic. There are different options for coordination in such fast-paced, dynamic
scenarios, e.g., a) rapid decisions at flow arrival and during traversal or b) coordination rules
that are updated periodically.

In contrast to Case I, Case II concerns traffic scenarios with many, small flows that arrive rapidly
in the network. Thus, the two cases represent opposite sides in the spectrum of possible traffic
scenarios. The many, small flows in Case II may, for example, indicate a more fine-grained view
of individual, small Transmission Control Protocol (TCP) connections or represent short-lived
traffic, e.g., for web services. Figure 3.6 illustrates that, in this case, flows arrive and depart
frequently, leading to a highly dynamic scenario. Different coordination options are conceivable
in such a scenario: For example, a coordination approach could make rapid coordination
decisions whenever a flow arrives and again as it traverses the network, e.g., at every hop
(shown as yellow lines in Figure 3.6a). This requires fine-grained, up-to-date information about
the individual flows and fast coordination decisions. Alternatively, a coordination approach
could define coordination rules that are applied to all flows at runtime and are updated in
periodic coordination decisions, independent of flow arrival or departure (Figure 3.6b). In
addition to these two examples, other options for coordination are also conceivable. How and
when coordination decisions are taken depends on the specific coordination approach.

Unlike the long flows in Case I, flow duration in Case II is short compared to propagation
and processing delays, such that a single flow typically does not utilize the entire routing
path and instances of all components at once. Instead, short flows traverse the network and
only occupy some links and instances on their path at a time. This is visualized in Figure 3.7,
showing processing and propagation times of a single short flow f traversing example service s;
(Figure 3.2). Here, flow duration J¢ is rather short compared to processing delays d., and d,,
as well as link propagation delays d (v0,) and d (0,05 Consequently, processing f at c; barely
overlaps with processing at c,. Similarly, f only occupies the links from v}“ to v; and from v; to
v;g for short, only briefly overlapping time intervals. Hence, node and link resource utilization
is highly volatile in Case II, making the scenario very dynamic. Consequently, making per-flow
decisions in Case II (as shown in Figure 3.6a) requires frequent and fine-grained coordination
with highly efficient coordination approaches, e.g., fast heuristics or distributed algorithms.

My approaches in Parts I and II are not strictly limited to either Case I or Case II but support
both. Still, the approaches in Chapters 4 and 5 are comparably compute-intensive and time-
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Figure 3.7.: Illustration of times and durations for arrival, processing, propagation, and departure of a
short flow f in Case II. (Figure adapted from [S34]; © 2021 IEEE.)

intensive and thus more suitable when considering few and long flows (Case I). The approaches
in Chapters 6-9 focus more on efficient coordination of many short flows (Case II).

3.2. Decision Variables

The purpose of network and service coordination is to ensure that services are deployed
and provided to their users in good quality and without wasting resources or costs. To this
end, I focus on four main aspects of network and service coordination, which I describe in
the following sections: 1. Service scaling, 2. service placement (both in Section 3.2.1), 3. flow
scheduling (Section 3.2.2), and 4. routing (Section 3.2.3). My coordination approaches optimize
multiple (often all) of these four aspects jointly together. Such joint optimization is important due
to interdependencies and trade-offs between the coordination aspects [203, 61]. Solving them
sequentially and separately would make each coordination aspect simpler due to the reduced
decision space but possibly also lead to much worse solutions [131, 61]. I use separate decision
variables to clearly distinguish service scaling and placement, flow scheduling, and routing. Still,
due to the interdependencies between these aspects, the setting of the corresponding decision
variables can often be derived from each other. I explain the four coordination aspects, their
interdependencies, and the corresponding decision variables in the following, using Figure 3.8
as running example. Table 3.2 provides an overview of the main decision variables and their
notation.

3.2.1. Service Scaling and Placement

Service scaling determines how often to instantiate each service component and service place-
ment controls where to deploy (or place) these instances in the network. Since I focus on
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Figure 3.8.: Illustration of decision variables for service scaling and placement (xc,(t)), flow scheduling
(¥£,.(t)), and routing (zf,(t)). For simplicity, the figure only shows some but not all variable
settings and omits parametrization with time ¢. (Figure adapted from [S34]; © 2021 IEEE.)

inter-node not intra-node coordination (Section 3.1.2), service scaling and placement only
concerns whether or not a component ¢ is instantiated and placed at a node v. This scaling
and placement decision can be jointly controlled via binary decision variable x.,(t) € {0,1},
which is 1 if ¢ is placed at v at time ¢ and 0 otherwise. Internally within v, I assume the node’s
operating system or systems like Kubernetes [45] to handle the deployment of ¢ independently
and transparently if x.,(t) = 1. In this case, there may be one or multiple instances of ¢
deployed within v, depending on the load as well as the type and resources of the node (e.g.,
large data center vs. small single-core server). In the example of Figure 3.8, flows f; and f>
traverse example service s; (Figure 3.2) with Cs; = (c1,¢2). At time ¢ shown in the figure, com-
ponent c; is scaled and placed at two nodes v; and v,, and c; is only placed at v3. Accordingly,
Xey,00 (1) = Xey 0, (F) = X¢y,0,(t) = 1. For all other components ¢ and nodes v, x¢,(t) = 0.

Coordinating service scaling and placement is important since deploying all components on

Table 3.2.: Decision variables

Symbol Domain  Definition

xeo(t)  {0,1} Scaling and placement: Whether or not an instance of compo-
nent ¢ is placed at node v at time ¢

Yre(t)  VU{@} Flow scheduling: At which node (if any) to process flow f
requesting an instance of c¢ at time ¢

zfo(t)  Vo,U{@} Routing: To which neighbor (if any) to route flow f, whose
head is currently at node v at time ¢
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all nodes permanently is typically not feasible or desirable. Unused idle instances may still
consume resources, i.e., r.(0) > 0. Even if idle instances only require negligible compute
resources (e.g., lightweight containers, unikernels, or simple processes), they often have non-
negligible memory requirements [Sg]. Deployment also requires an up-to-date image of the
component (e.g., a Docker or virtual machine image) to be available at the node. With many
different components and versions in the network, their combined images likely require
considerable storage space, which is limited for small edge nodes. Even if feasible, deploying
all components at all nodes generally tends to waste resources and may also incur extensive
licensing or other costs. Therefore, it is typically desirable to actively and dynamically control
service scaling and placement according to the current demand. Indeed, I show that flexibly
adjusting scaling and placement to the demand is crucial for good service quality and sensible
resource utilization [S16].

3.2.2. Flow Scheduling

Flow scheduling concerns where to process incoming flows. Particularly, the question is at which
instance of a component ¢ to process a flow f, where ¢ € C;, is a component of the requested
service s¢. As I focus on inter-node scaling and placement of instances, I only consider instances
of c that are distributed across different nodes. Hence, the scheduling decision selects the
node of a suitable instance for processing. Specifically, decision variable y¢.(t) = v € VU {2}
indicates that f should be processed at an instance of ¢ at node v and time t. Note that node v
may be any node in the network, not just neighbors of f’s previously traversed node. If f is not
scheduled for processing at c at time ¢, y¢(t) = &. In the example of Figure 3.8, flow f; and
f2 both arrive at ingress vy and request service s; with Cs; = (c1,c2). Here, fj is scheduled for
processing c; at v1, and f; is scheduled to node vy, i.e., yf, , (t) = v1 and yy, ., (t) = va.

Clearly, there is an interdependency between service scaling and placement and flow scheduling.
Processing f at an instance of c at v is only possible if a corresponding instance is available,
ie., yr(t) = v requires x.,(t) = 1. Depending on x4 (), component ¢ may not be available at
node v when a flow arrives to be processed there. At this point, fetching, installing, and starting
an instance of ¢ on demand could take considerable time, in which the flow may already expire
and get dropped. Hence, jointly coordinating service scaling and placement as well as flow
scheduling is important to avoid expired and dropped flows.

Proper flow scheduling allows to balance load across different instances and nodes according to
the current demand and available compute resources. As described in Section 3.1.2, instances of c
require resources 7. () relative to their handled data rate A. The total resource requirements 7 ()
at a node v at time t add up over all deployed instances and must be within the node’s
capacity:
ro(t) =), xc,v(t)rc(fz Ly, (n=o}Af) < cap, (3.1)
€F

ceC

where 1y, £e()=0} is an indicator variable that is 1 if y;.(f) = v and 0 otherwise. Hence,

optimized flow scheduling ensures that load is distributed across nodes to avoid exceeding
node capacities and resulting dropped flows. At the same time, scheduling flows to instances
close by can reduce the length of routing paths and resulting end-to-end delay, thus improving
QoS.
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3.2.3. Routing

Finally, I consider routing as the fourth main aspect of network and service coordination.
Routing a flow f requires deciding its path from its ingress v'f', through the deployed instances

belonging to service s¢, and to its egress v;g (if any). While I consider flow scheduling and

routing as distinct coordination aspects, there is clearly an interdependency between the two:
Flow scheduling determines at which instances to process flow f, and routing decides the path
to and in between these instances.

The routing path is defined as a series of hops starting at v}n. Each hop goes from a node v

to a direct neighbor v € V, via a single link (v,v') € L,. The corresponding decision vari-
able z¢,(t) = v’ € V, U {@} indicates that flow f should be routed from node v to neighbor v’
at time f. Again, z¢,(t) = @ indicates that f is not routed to any neighbor at time ¢. To ensure
that routing decisions are well defined, they always refer to the head to the flow. The remainder
of the flow, which may span across multiple nodes and links (particularly long flows in Case I),
follows the routing path taken by the flow head. In the example of Figure 3.8, flow f; is
processed locally at ingress v1 at component c1, but f, is scheduled to v; (i.e., yf,, (t) = v2).
Consequently, f, is routed along the shortest path via the direct link (v, v;) to neighbor vy, i.e.,
zf, 0, (t) = v2. In principle, f, could also be routed along another path, e.g., from v; via v3 to v;.
This may be helpful if link (v1,v;) is already fully utilized.

Routing f from v to v’ occupies data rate A on the corresponding link I = (v,v') € L.
Consequently, total allocated data rate r;(t) is summed up over all flows routed via I and must
be within the link’s capacity:

l’l(i’) = Z ]l{Zf,v(t):U’}Af < capl (32)
feF

where 1, (=0} is an indicator variable that is 1 if z¢,(t) = ¢’ and 0 otherwise. I assume

flows cannot traverse a link if they were to exceed the link’s capacity. Instead, these flows would
need to be routed via a different link or are dropped. Therefore, similar to how flow scheduling
balances load across compute nodes, optimized routing is important to balance load across
different paths to avoid exceeding link capacities and resulting dropped flows. Still, routing via
shorter paths or links with short delay d; helps reduce end-to-end delay and improve Qos.

3.3. Optimization Objectives

There are many reasonable objectives for network and service coordination, depending on
the use case and the individual goals of an operator or service provider. A core objective is
providing the requested services with acceptable quality to as many users (or machines) as
possible. All of my coordination approaches therefore aim at successfully processing as many
flows as possible without exceeding the network’s limited node and link capacities.

In addition, there are often other desirable objectives, for example,

* minimization of end-to-end delay, which is important for Qos,
* minimization of the number of placed instances in order to reduce costs (e.g., for licens-

ing),
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* minimization of used compute nodes, where completely unused nodes may be turned
off to save energy and costs (e.g., at the network edge).

A challenge with multiple objectives is that these objectives are often competing. For example,
distributing load across nodes and links in the entire network may allow processing more flows
without exceeding capacities, but it also leads to higher end-to-end delays and worse QoS. Vice
versa, processing all flows close to their ingress may reduce end-to-end delay but increases load
at and around the ingress, thus potentially exceeding capacities and dropping more flows.

As optimizing one objective can easily deteriorate another, my coordination approaches allow
to actively optimize multiple desired objectives and to navigate the trade-off between these
objectives. I provide the exact formulation of optimization objectives for each approach in the
corresponding chapters.
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4. Centralized Coordination

As discussed in Chapters 1-3, network and service coordination is crucial for many real-world
use cases and requires joint scaling, placement, scheduling, and routing. The large majority of
existing work proposes conventional centralized coordination approaches [110]. Examples are
Mixed-Integer Linear Programs (MILPs) or heuristic algorithms designed by experts that require
global knowledge and control of the network and involved services. In this chapter, I present
such a conventional centralized coordination approach that I refer to as Bidirectional Scaling
and Placement Coordination Approach (BSP).

BSP is mostly previous work based on my master’s thesis [S15], where I developed the main
idea, model, and approach of BSP. I further built on this work during my PhD together with
my colleague Sevil Dréxler to publish it as conference paper [Sz]. Unlike the master’s thesis,
the paper includes the notion of individual flows as defined in Section 3.1.3, an adjusted MILP
formulation to properly distinguish these flows, a proof of NP-hardness, and an updated and
extended evaluation. The MILP approach and NP proof are mostly Sevil Draxler’s contribution,
whereas the heuristic algorithm is mostly my contribution. Since the main idea and approach
were already developed during my master’s thesis [S15] and are also presented in Sevil Dréxler’s
PhD thesis [59], this chapter is mostly intended as background and related work, not as a contribution as
part of my PhD. 1 still provide a high-level overview of the BSP heuristic in this chapter because I
repeatedly compare against it in following chapters. I omit other parts of this work, e.g., the
NP-hardness proof and the MILP formulation, which are not relevant for the remainder of this
thesis but can be found in the corresponding paper [S2]. This chapter contains verbatim copies
of the following paper [S2]: Sevil Dréxler, Stefan Schneider, and Holger Karl. “Scaling and
Placing Bidirectional Services with Stateful Virtual and Physical Network Functions.” In: IEEE
Conference on Network Softwarization (NetSoft). IEEE. 2018, pp. 123-131, © 2018 IEEE. In this
chapter and throughout my dissertation, I consistently write in the first-person singular form
(“I” rather than “we”) for ease of reading. The source code corresponding to this chapter is
publicly available on GitHub [S12].

4.1. Introduction

In this chapter, I present BSP, which is a conventional centralized approach for solving the
network and service coordination problem described in Chapter 3. More specifically, I propose
two approaches for joint scaling, placement, scheduling, and routing: First, an MILP that can
be solved to find optimal solutions but is, in practice, limited to small scenarios. Second,
a heuristic that finds close-to-optimal solutions much faster than the MILP approach and is
thus useful for larger, practical scenarios. Both approaches optimize multiple objectives and
support dynamic reuse of shared instances within a single service or across different services
as discussed in Section 3.1.2. They also support coordination of bidirectional services by
distinguishing upstream and downstream traversal of each component to ensure correct use of
stateful components in such bidirectional services. Since this thesis focuses on more common
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unidirectional services, I omit details about coordination of bidirectional services in this chapter
and refer interested readers to the paper [S2]. Here, I focus on the BSP heuristic (Section 4.2)
and its evaluation, comparing it against the MILP (Section 4.3).

4.2. BSP Heuristic Approach

BSP requires detailed global information of the network (including capacities and delays),
services (including components, resource requirements, etc.), and current traffic (including
information of all active flows and their attributes) as defined in Section 3.1. Given this
information, BSP calculates embeddings that define how to scale and place involved service
components and how to schedule and route incoming flows in the entire network. As it requires
global knowledge of all flows, BSP is most suitable for scenarios with few and long flows as
described in Section 3.1.3, Case I, where it is called to adjust network and service coordination
whenever a flow arrives or departs. It supports dynamic online coordination, taking previous
embeddings into account and adjusting them to the current situation. In general, BSP tries to
accept and serve all incoming flows while optimizing four objectives with decreasing priority:
1. Avoid (or minimize) over-subscription of node and link capacities. 2. Minimize changes
when adjusting an existing embedding in terms of added or removed instances to minimize
overhead and licensing costs. 3. Minimize the total resource consumption of all deployed
services. 4. Minimize the total delay of flows traversing the deployed services. By default, BSP
optimizes a lexicographical combination of these four objectives with the given priorities.

Algorithm 1 provides an overview of the BSP heuristic algorithm, which I simply refer to as BSP.
The algorithm consists of three parts: After an initialization phase (Section 4.2.1), the heuristic’s
embedding procedure (Section 4.2.2) is executed repeatedly, following a destroy-and-repair
approach using tabu search [94] to iteratively improve the solution (Section 4.2.3). In the
following, I describe the algorithm and the three parts in more detail.

4.2.1. Initialization

During initialization, the heuristic computes the shortest paths between all pairs of nodes
in the substrate network based on the Floyd-Warshall algorithm [82] (line 1 in Algorithm 1).
These precomputed paths are stored and can then be accessed in constant time throughout the
heuristic algorithm. To favor paths with high capacity and low delay, each link [ is given a weight

w; = —L that is used for path computation, where I assume cap, and d; to be centrally

cap;+ -
known, statlic, and positive. If these link capacities or delays were to change, the paths would
need to be recomputed and updated accordingly. While the assigned weights favor paths with
high capacity, routing via precomputed paths is generally prone to exceeding link capacities
if these capacities are very tight. To this end, the iterative improvement phase repeatedly
tests alternative placements and paths to overcome and avoid potential over-subscription
(Section 4.2.3).

In the initialization phase, BSP removes embeddings from any old services that are no longer
used, i.e., removing any placed instances or allocated resources for these services (line 2). For
the services that are in use, it computes an ordered set Sqoreq containing all active services in
decreasing order of estimated resource requirements (line 3). BSP estimates the total required
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Algorithm 1 BSP Heuristic Algorithm

1: Precompute and store all-pairs shortest paths [82] > Initialization
2: Remove embeddings of old, expired services s ¢ S

3: Ssorted <— sort S with decreasing resource requirements

4 tabu < <

5: Init best, incumb, and curr solutions

6: while consecutive non-improving iterations < max. iterations do

7: for all service s € Sqorieq dO > Embedding Procedure
8: curr < place dummy instances of ci, at VSin and of ceg at Ve

9: for all instance i in component order (cin, ¢ € Cs) do
10: if i is tabu or not used then
11: curr < remove i and continue with the next instance
12: curr < map flows to paths; add required instances; avoid tabu
13: tabu < random instance from curr > Iterative Improvement
14: if curr is better than before then
15: Update incumb and best solution
16: else if curr is just slightly worse than before then
17: Update incumb with certain probability
18: curr <— incumb

19: return best

compute resources for deploying each service by taking information about incoming flows
and all service components into account. This sorting helps in the embedding procedure by
embedding resource-heavy services first when there are still enough resources, i.e., before
embedding more light-weight services. Finally, BSP initializes tabu and three initially empty
solutions curr, incumb, and best (line 4 and 5), which are used during iterative improvement
(Section 4.2.3).

4.2.2. Embedding Procedure

After initialization, BSP creates an initial solution curr. Particularly, BSP embeds all active services
in the predefined order Sy, eq, starting with the services that have the highest estimated resource
requirements (line 7). BSP introduces auxiliary ingress and egress components, ci, and ceg, and
places dummy instances of these auxiliary components at all ingress and egress nodes, Vi" and
V8, for each service s (line 8). These auxiliary dummy instances do not consume any compute
resources but enable a more consistent embedding procedure later on. The heuristic then starts
embedding the current service s by iterating through any already existing instances, starting
at the instances of cj, and following with instances according to the order of components in
Cs (line 9). As traffic changes over time, some of the previously existing instances may have
become unused, i.e., have no more incoming flows, and are therefore removed by BSP (lines 10
and 11). Similarly, BSP removes the current instance i if its placement is declared tabu (i.e., i is
tabu), which happens later in the iterative improvement phase.

For active instances with incoming flows, BSP computes the flows” outgoing data rates based
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on A2U(A), which needs to be known for each component c. It uses these calculated data rates
to adjust the scheduling of outgoing flows to instances of the next component ¢’ (according to
Cs) and for mapping them to suitable paths (routing). It deallocates resources for any departed
flows that no longer exist and allocates resources for any new flows (line 12). In the special case

of ¢/ = ceg, BSP schedules and routes each flow f to its egress node U;g . Otherwise, it tries to

schedule new flows to already existing instances of ¢/, routing them via the precomputed paths.
For each new flow f, it considers all available instances of ¢’ that have enough free resources to
process f, taking flow data rate A¢ and resource requirements /(1) into account. Out of these
candidate instances, BSP selects the closest instance in terms of path delay and schedules f to be
processed there. If there are no existing instances of ¢’ or they do not have enough resources to
process f, BSP places a new instance of ¢’ at another node. Again, it selects this node based on
its remaining resources and path delay. In doing so, it avoids selecting nodes that are declared
tabu. Once all flows leaving current instance i are scheduled and routed to instances of the next
component ¢/, BSP repeats the same procedure for the next instance (line 9).

4.2.3. lterative Improvement

While the embedding procedure ensures correct embeddings of all services s € S and tries to
optimize the embedding in terms of the aforementioned objectives, its sequential and somewhat
greedy approach can still lead to suboptimal results. Therefore, BSP modifies the current solution
(curr) iteratively based on tabu search [94] by picking a random instance in curr, excluding
dummy instances of ci, and ceg, and declaring it as tabu (line 13). The curr solution is then
reset and recreated using the embedding procedure again but disallowing to place the tabu
instance at the same location as before (cf. destroy-and-repair principle of large neighborhood
search [202]). This leads to a different distribution of instances and scheduling of flows, possibly
decreasing or avoiding over-subscription and improving the desired objectives.

The heuristic modifies the embeddings of all services in multiple iterations while maintaining
three different solutions, which are updated in lines 14-18: The current solution curr, which is
modified during the embedding procedure, the incumbent solution incumb, which is used to
reset curr after each iteration (line 18), and best, which is the overall best solution found so
far. After each iteration, BSP discards unsuccessful modifications but also enables exploration of
slightly worse solutions without losing the best found solution (lines 16 and 17). Hence, the
tabu-based improvement scheme allows to overcome local optima while reusing the efficient
embedding procedure iteratively. The iterative improvement phase ends when the incumbent
solution (incumb) could not be improved for a predefined number of consecutive iterations
(line 6). At this point, BSP terminates and returns the best solution for scaling and placing all
services and for scheduling and routing all active flows (line 19).

4.3. Evaluation

In this section, I evaluate the previously described BSP heuristic in terms of the four optimization
objectives and compare it against the MILP approach, which is described in the paper [Sz2].
Generally, the MILP approach finds optimal solutions but requires excessive runtimes, whereas
the heuristic is much faster and produces suboptimal yet good solutions. Section 4.3.1 describes
the evaluation setup, Section 4.3.2 compares the BSP heuristic against the optimal MILP approach
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in a small scenario, and Section 4.3.3 evaluates its scalability and online coordination capabilities
in a much larger scenario.

4.3.1. Evaluation Setup

I implemented BSP in Python 3.5 and performed all simulations on machines with an Intel
Xeon E5-2695 v3 CPU running at 2.30 GHz, using GNU Parallel [244] for parallelization across
CPU cores. For reproducibility and reuse, all code is publicly available on GitHub [S12]. For
the evaluation, I consider a typical video streaming service consisting of three components,
particularly, a cache, a server, and a video optimizer [72]. Furthermore, I use two real-world
network topologies from the SNDIib library [194] with link propagation delays d; calculated
based on the distances between the geographical locations of the nodes. For comparison against
the MILP approach in Section 4.3.2, I use a very small network with few flows due to the high
complexity and long runtime of the MILP approach. Specifically, I use the western half of the
Abilene network with 6 nodes and 14 directed links and simulate traffic with 1-6 flows arriving
at random ingress nodes. In contrast, I evaluate the scalability and online coordination of the
heuristic in Section 4.3.3 using up to 30 flows arriving randomly at 10 ingress nodes on the
largest network topology from SNDIib, the “Brain” network, with 161 nodes and 664 directed
links. In both networks, flows arrive with unit data rate (A = 1) and node and link capacities
are set uniformly to cap, = 4, cap; = 4 in the Abilene network and cap, = 10, cap; = 10 in the
Brain network. Based on preliminary experiments, I set the hyperparameters of the BSP heuristic
as follows: 1. Maximum number of consecutive non-improving iterations before terminating the
algorithm (line 6 in Algorithm 1): 30. 2. Threshold for considering a solution as just “slightly
worse” and as candidate for the new incumb solution in line 16: 110 % compared to objective
score of the current incumb solution. 3. Probability for accepting such slightly worse solutions
as new incumb solution (line 17): 50 %.
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Figure 4.1.: Comparison between the BSP heuristic and MILP in terms of a) maximum over-subscription
over all nodes and b) number of added instances.
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Figure 4.2.: Comparison between the BSP heuristic and MILP in terms of a) total allocated data rate and
b) total delay over all links.

4.3.2. Comparison Against the MILP Approach

I first compare the BSP heuristic against the MILP approach in the small Abilene west network
with 1-6 flows simulating increasing load. Figures 4.1 and 4.2 compare the two approaches
in terms of the four optimization objectives stated in Section 4.2, showing the mean and
95 % confidence interval over 300 repetitions. The objective with highest priority is avoiding
or minimizing over-subscription of available resources (both at nodes and links). While link
capacities are never over-subscribed in the scenario here, Figure 4.1a shows the maximum over-
subscription of nodes’ compute resources with increasing load. Both approaches completely
avoid over-subscription for 1 to 3 flows by distributing the load over different instances and
nodes. With 4 or more flows, the available resources no longer suffice and are over-subscribed
relative to the number of flows. The figure shows that the heuristic matches the optimal results
by the MILP for 1—3 and 6 flows. For 4 and 5 flows, it is slightly worse and finds solutions with
higher over-subscription (up to 67 %).

These observations are similar for the other three objectives: The heuristic finds good solutions
that closely approximate the optimal results of the MILP with similar numbers of deployed
instances (Figure 4.1b), allocated link data rate (Figure 4.2a), and total delay (Figure 4.2b).
However, with 6 flows a special case occurs where the heuristic even outperforms the MILP in
terms of total allocated data rate and total delay (Figure 4.2). Here, the heuristic uses additional
instances compared to the MILP (Figure 4.1b), but places these extra instances closer to the
ingress nodes and routes the flows via shorter paths, allocating less data rate in total and
reducing total delay.
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Figure 4.3.: During online coordination with the BSP heuristic, the allocated node resources closely follow
the current load.

4.3.3. Scalability and Online Coordination

Where the MILP needs minutes to hours, the heuristic finds solutions in milliseconds to seconds.
As an example, the worst case runtimes in the small scenario of Section 4.3.2 with 4 flows
were 137.1 hours for the MILP approach compared to 6.7 s for the heuristic. In this section, I
further evaluate the scalability and online coordination capabilities of the heuristic on the largest
network of the SNDIib library (called “Brain” network) with 161 nodes and 664 directed links.
Here, I apply the BSP heuristic in an initially empty network where the load first increases and
then decreases again, triggering 60 coordination events for each flow arrival or departure.

Figures 4.3 and 4.4 show the results of the BSP heuristic in this large-scale scenario. As shown
in Figure 4.3a, the load first increases and then decreases again over the course of 60 events.
At the same time, the heuristic adapts to the changing load by scaling the involved service
components and allocating resources accordingly. The total compute resources allocated over
all nodes (Figure 4.3b) closely follow the changes in load, indicating that BSP handles changing
load well and accurately adapts its resource allocation.

Figure 4.4 shows an important consequence of the objectives’ prioritization (Section 4.2). With
increasing load, the number of deployed instances and the total delay also increase because
BSP has to distribute the traffic across more nodes to avoid over-subscription, resulting in
longer paths and higher delays. However, the total number of instances and the total delay stay
high even after the load starts decreasing around event 40. This is because, here, minimizing
the number of added or removed instances has a higher priority than minimizing the total
delay to limit overhead of migrating instances. Adhering to this prioritization, the existing
instances (possibly placed farther from the ingress nodes) are still used with reduced load
rather than removing or migrating them closer to the ingress nodes. Intermediate drops in total
delay (Figure 4.4b) are due to BSP optimizing routing paths, adjusting to changed load. This
indicates that the BSP heuristic successfully optimizes the given optimization objectives and
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Figure 4.4.: With fluctuating load (Figure 4.3a), the BSP heuristic dynamically adds new instances, leading
to increasing total delay.

respects their prioritization. Even in this large-scale scenario, it coordinates network and services
successfully, dynamically adapting service scaling and placement as well as flow scheduling
and routing. The average runtime per event in this large scenario was 42.3 s, which is acceptable
in scenarios with few but long flows that arrive and depart sporadically (Section 3.1.3, Case I).
If required, the runtime can be reduced by terminating after fewer non-improving iterations
(see hyperparameter settings in Section 4.3.1). However, a shorter iterative improvement phase
would likely also lead to reduced service quality.

4.4. Conclusion

BSP is my first approach for solving the network and service coordination problem of Chapter 3
by jointly optimizing scaling, placement, scheduling, and routing. As centralized coordination
approach, BSP requires detailed, global knowledge of network, services, and traffic to successfully
control network and service coordination. It leverages its central view and control to find optimal
solutions with the MILP approach or close-to-optimal solutions with the heuristic algorithm.
While the heuristic is much faster than the MILP approach, it still requires detailed, global
knowledge of all active flows in the network. Hence, it is more suitable for few, long flows
(Case I in Section 3.1.3) than for many, short flows (Case II). Furthermore, its complexity grows
with increasing network size. This is a conceptual issue of centralized coordination approaches,
which is particularly true for the MILP approach but also holds for the heuristic (e.g., more
paths to precompute and more candidate nodes to select from). As a consequence, coordination
runtimes of centralized approaches increase with growing network size, possibly limiting their
practical applicability in large networks. How to overcome this inherent scalability issue of
centralized approaches? The following Chapter 5 tries to answer this question by proposing an
alternative coordination approach that does not require global knowledge and control.
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Network and service coordination is commonly addressed through centralized approaches,
where a single coordinator knows everything and coordinates the entire network globally (like
the Bidirectional Scaling and Placement Coordination Approach (BsP) in Chapter 4). While
such centralized approaches can reach global optima, they do not scale well to large, realistic
networks. In contrast, distributed approaches scale well, but easily sacrifice solution quality
due to their limited scope of knowledge and coordination decisions. To this end, I propose a
hierarchical coordination approach in this chapter that combines benefits from both centralized
and distributed approaches and tries to find intermediate solutions with good solution quality
and good scalability. In doing so, the approach considers a network that is divided into
multiple hierarchical domains and optimizes coordination in a top-down manner. I compare
this hierarchical approach with a centralized approach in an extensive evaluation on a real-world
network topology. My results indicate that hierarchical coordination can find close-to-optimal
solutions in a fraction of the runtime of centralized approaches. Similar to BSP in Chapter 4,
this hierarchical approach is conventional in that it relies on a detailed procedure designed by
human experts, here including the formulation of a Mixed-Integer Linear Program (MILP).

This chapter is based on my paper [S18], which relies on concepts, code, and evaluation
results created by Mirko Jiirgens for his master’s thesis [124]. I proposed the initial topic and
idea and advised his thesis, providing feedback and discussing ideas in weekly meetings
to structure and develop these ideas for defining and approaching the problem as well as
steering the work into the desired direction. Based on the convincing outcome of the thesis,
I also compiled the results and wrote the published paper. This chapter contains verbatim
copies of the following paper [S18]: Stefan Schneider, Mirko Jiirgens, and Holger Karl. “Divide
and Conquer: Hierarchical Network and Service Coordination.” In: IFIP/IEEE International
Symposium on Integrated Network Management (IM). IFIP /IEEE. 2021, © 2021 IEEE. In this chapter
and throughout my dissertation, I consistently write in the first-person singular form (“I” rather
than “we”) for ease of reading. The source code corresponding to this chapter is publicly
available on GitHub [S17].

5.1. Introduction

Network and service coordination is relevant for a variety of real-world use cases (Chapter 2) yet
challenging due to many influencing factors (Chapter 3). Taking just some of these factors into
account already leads to optimization problems that are NP-hard [61, S2]. Even with heuristic,
non-optimal approaches, practical scalability of centralized coordination approaches is usually
limited to small or medium-sized networks. A natural approach is hence to split large networks
into smaller domains, which are then coordinated independently in a distributed fashion. While
this provides reasonable results within shorter runtimes, solution quality may be sacrificed due
to lack of global knowledge and necessarily suboptimal inter-domain coordination.
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To address these issues, I propose a novel hierarchical coordination approach that combines
benefits of both centralized and distributed approaches. The approach follows a divide-and-
conquer strategy where the network can be divided into arbitrary levels of hierarchy. First, in a
bottom-up phase, lower hierarchical levels aggregate and advertise information to the higher
levels (cf. “one big switch” abstraction in Software-Defined Networking (SDN) [129]). In the
following top-down phase, high-level coordinators make inter-domain coordination decisions
based on the advertised information. All child coordinators then refine the coarse-grained
decisions of their parents in parallel.

A challenge here is that node and link capacity constraints must be respected on all hierarchical
levels. Decisions of higher-level coordinators should guide child coordinators by reducing their
decision space but must not keep them from finding a valid solution if any feasible solution
exists. If no feasible solution exists for embedding a flow, e.g., because resources are already
highly utilized, this should be noticed at the top of the hierarchical levels to quickly reject the
corresponding flow without the unnecessary overhead of recursing to lower hierarchical levels.
The information advertised from lower hierarchical levels, e.g., about available resources, needs
to be detailed and relevant enough to enable meaningful decisions at higher hierarchical levels.
Still, it should be aggregated and abstract enough to reduce coordination complexity on higher
levels.

To navigate this trade-off, I define a suitable information advertisement scheme. I then formalize
the hierarchical coordination approach as MILP and optimize it numerically. In the extensive
evaluation on a real-world network topology, I compare the hierarchical approach with an
equivalent centralized approach, using the same MILP formulation for a flat, single-level hierar-
chy. I find that the hierarchical approach achieves comparable solution quality but is more than
10x faster on average than the centralized approach. Overall, the contributions of this chapter
are:

* Section 5.4 proposes a generic, hierarchical coordination approach that works with any
given hierarchical structure.

e Section 5.5 formalizes an MILP that is solved numerically by coordinators on each hierar-
chical level.

* In Section 5.6, I evaluate the approach on a real-world network topology, comparing it
against a centralized approach.

¢ To facilitate reproduction and reuse, the implementation is open source [S17].

5.2. Related Work

Most authors propose centralized approaches to make global decisions for coordinating services
in the entire network [182, 22, 28, 9, 144, S2, 161]. These approaches typically only work in
small networks and do not scale to practical, large-scale networks [28]. For example, Moens and
De Turck [182] propose a centralized optimization approach for placing Virtual Network
Function (VNF) instances in a hybrid setting, coexisting with physical network functions.
Unlike the approach proposed here, the authors do not consider dynamic scaling of services
or traffic routing between component instances. Similarly, other proposed approaches [23,
22, 28, 9, 144] focus on placement of instances and/or traffic routing but disregard flexible
scaling of services according to the current demand. Furthermore, such centralized numerical
optimization approaches are severely limited by their complexity and typically only work
in small networks [28]. Thus, authors typically propose heuristic algorithms that trade off
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reduced solution quality with faster runtime. I argue that centralized heuristic algorithms are
still inherently limited by their centralized view and decisions when scaling to practical, large
networks. Houidi et al. [115] propose a distributed approach, splitting the network into separate
domains, in which services are coordinated independently in parallel. While this approach
eliminates the scalability issues of centralized approaches, it is also prone to coordinating
services suboptimally since each domain coordinator’s knowledge and decisions are limited
to its own domain. To the best of my knowledge, I propose the first hierarchical approach for
network and service coordination, which solves these inherent limitations. By dividing the
network into hierarchical levels it can be optimized in a scalable and distributed, yet coordinated
fashion.

Nevertheless, authors have proposed hierarchical approaches in related areas [78, 175]. In
particular, Virtual Network Embedding (VNE) is well-studied [79] and closely related to my
problem. Samuel et al. [221] propose a distributed and hierarchical approach that greedily
solves the VNE problem while different domains hide as much information from each other
as possible because they belong to competitors. While this perspective is interesting, I assume
domains to cooperate and share relevant topology information to improve coordination. Due to
limited information sharing and its greedy nature, the approach by Samuel et al. easily gets
stuck at suboptimal solutions or fails to find any feasible solution. In the latter case, embedding
steps are repeatedly reverted and applied differently to find a feasible solution. In my approach,
I ensure that any solution suggested by the top hierarchical level can be refined into a feasible
embedding.

In line with this chapter, Ghazar et al. [9o] assume that domains cooperate. However, the authors
do not aggregate or abstract any information such that computations on high hierarchical levels
become very expensive, comparable to centralized approaches. Hence, the authors skip higher
levels and directly select an intermediate hierarchical level to embed an incoming flow in one
of its sub-domains. If this is not possible because the domains are too small, the process is
repeated on the next higher level. This leads to considerable overhead for large embeddings,
e.g., where ingress and egress are far apart. Their approach is very sensitive to the selection of
the initial hierarchical level in which a flow is handled. Selecting a hierarchical level that is too
low or too high leads to considerable additional overhead, worse solutions, or unnecessarily
rejected flows. If it is too low, its sub-domains are very small and might not be able to embed
the request, leading to many costly, unsuccessful embedding attempts until a sufficiently high
hierarchical level is reached. If the initial hierarchical level is too high, its sub-domains cover
large parts of the substrate network increasing embedding complexity. In contrast, my approach
always starts at the top level and efficiently coordinates across domains by aggregating and
simplifying information of lower hierarchical levels.

In general, the network and service coordination problem addressed here (Section 5.3) is
considerably more complex than VNE. Unlike typical VNE approaches, I consider routing from
ingress to egress but also dynamic reuse of components across (or within) services and dynamic
scaling, i.e., flexible number of instances and resources per instance. Such joint coordination
is important to successfully balance trade-offs [203, 61, S16]. Overall, there is a stronger
interdependence between decisions of different hierarchical levels and domains, making the
problem more challenging than VNE.

Finally, hierarchical approaches are common in traffic engineering, which is a subproblem of
network and service coordination. For example, Multiprotocol Label Switching (MPLS) uses a
Path Computation Element (PCE) to find shortest paths across different hierarchical domains
(called autonomous systems in this context) [137, 55, 58]. Similar to my approach, topology
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information from these different domains can be abstracted and aggregated through topology
aggregation mechanisms [36]. Related to the aggregation approach proposed in this chapter,
Secci et al. [229] propose a full mesh aggregation containing the most relevant topology
information. Still, the authors assume that advertised intra-domain paths do not overlap,
i.e., do not share links. In contrast, the approach in this chapter supports overlapping intra-
domain paths and explicitly advertises constraints to avoid overloading shared links. Hence,
my approach allows more paths to be advertised such that better embeddings can be found.

5.3. Problem Statement

I address the network and service coordination problem where users request services consisting
of chained components in a network of distributed nodes as described in Chapter 3. In this
chapter, I assume that flows can be split over multiple paths from ingress to egress, which is
possible in many modern SDN architectures [272]. Alternatively, additional constraints could
be added to the MILP formulation to ensure unsplittable flows [140]. With splittable flows,
the problem of flow scheduling, where each flow is processed by exactly one instance per
component (Section 3.2.2), is turned into a load balancing problem, where a single flow can
be split and processed by multiple instances in parallel. The coordination approach needs to
decide how to split each flow into different portions, which portions of the flow to assign
to which instances, and how to route these flow portions through the network. Hence, the
coordination problem here entails joint scaling, placement, load balancing, and routing. Overall,
the problem and approach of this chapter focuses on scenarios with few and long flows (Case I
in Section 3.1.3) but is not strictly limited to such scenarios.

As discussed in Section 3.1.2, services consist of chained components, which may be reused
across different services or even within a single service. While the proposed hierarchical
coordination approach (Section 5.4) does not require full global knowledge of the entire
network, it does require detailed knowledge of the involved service components, including
their resource requirements and outgoing data rate in terms of functions r.(A) and ASUt(A).
To ensure that the MILP formulation (Section 5.5) indeed only contains linear constraints and
remains solvable, 7.(A) and AS"t(A) must be linear functions. To model the relationship between
traversing data rate and resource requirements or outgoing data rate even more accurately, the
approach could easily be extended to use piece-wise linear functions [60].

The optimization goal in this chapter is to coordinate network and services such that all incoming
flows are processed successfully while minimizing, first, the number of placed instances and,
second, the total delay. This is challenging because processing many flows successfully may
require distributing load across many nodes and instances, also leading longer routing paths
and higher delay. Still, placing fewer instances can be important to reduce costs for licensing
or resources and shorter delays can improve service quality. If a flow cannot be processed
successfully with the given resources, it has to be rejected and is dropped. I formalize this
objective in Section 5.5.1.
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5.4. Hierarchical Coordination Approach

In this section, I describe the hierarchical coordination approach, first, providing a high-level
overview of the overall design, and then going into detail in Sections 5.4.1-5.4.3. The main idea of
the approach is to divide the network into smaller domains and coordinate them in a hierarchical
manner. Each domain is a part of the network that may recursively consist of sub-domains,
forming a hierarchy. This hierarchical approach allows both efficient parallel coordination of
different domains yet enables coordination between domains for highly optimized results. I
assume that dividing the network into domains and sub-domains may depend on business or
legal aspects (or other aspects like node locality) and is therefore out of scope and happens
before coordination starts. Hence, it is not possible to rely on two levels of hierarchy (or any
other fixed number) when designing the hierarchical coordination approach. Since the approach
cannot rely on a specific number of hierarchical levels, it cannot assign fixed predefined tasks
to specific hierarchical levels, e.g., coarse-grained scaling and load balancing on the higher
level and detailed placement and routing on the lower level. Instead, it is important that the
approach is not tied to any structure but works with any given domains and hierarchical
levels. This also means that each domain may recursively consist of an arbitrary number of
sub-domains, possibly spanning large parts of the substrate network. Hence, aggregating and
hiding unnecessary information of lower-level sub-domains is crucial to reduce the problem
and decision space and keep coordination tractable. The design of the hierarchical approach
ensures a generic coordination procedure that can be applied to any hierarchical level in a
unified way, i.e., without special, hard-coded tasks for individual levels, and focuses on hiding
unnecessary details of lower hierarchical levels. The approach makes no assumptions about
the size or structure of the hierarchy and supports arbitrary numbers of hierarchical levels and
domains per level.

Given a specific hierarchy, the approach consists of two phases: First, domains aggregate
and advertise relevant information to their coordinators in a bottom-up manner (detailed
in Section 5.4.2). Second, based on this information, the coordinators make coordination
decisions in a top-down manner (Section 5.4.3). I choose top-down coordination to allow
high-level coordinators to optimize inter-domain decisions and guide lower-level coordinators.
Higher-level coordinators can leverage their coarse-grained yet wider view of multiple lower-
level domains to distribute load between different domains accordingly. Starting coordination
directly at a lower level can easily lead to worse solutions if coordinators of lower-level domains
coordinate incoming flows independently without guidance from higher-level coordinators
and without being aware of surrounding domains. For example, coordinating a flow with an
egress node in another domain is difficult without knowing about available resources, data
rates, and path delays in the other domain. Should a lower-level coordinator ensure that the
flow is processed completely by processing it in its own domain even if the domain is already
highly loaded and may become over-subscribed with more flows? Or should the coordinator
simply forward the flow to another domain and rely on this domain to process the flow, hoping
that there are sufficient resources? Both decisions are risky without knowledge of the other
domain or guidance from a higher-level coordinator, which is exactly a limitation of common
distributed coordination approaches. Similar questions also arise in terms of available link data
rate and path delays when balancing load and routing flows between different domains.

In contrast, the proposed hierarchical coordination approach facilitates lower-level coordination
decisions through coarse-grained guidance from higher-level coordinators. I ensure that each
high-level coordination decision can be further refined into a feasible solution or directly
reject requests at the top level. There is a general trade-off between accepting vs. rejecting
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incoming flows at the top level if it is unsure whether they can be embedded successfully.
Accepting and trying to embed all flows ensures that no flows are rejected unnecessarily but
may incur high overhead: It requires recursing to lower hierarchical levels even for flows that
are infeasible to embed, possibly even jumping up and down between levels to backtrack and
try to fix infeasible embeddings until they are eventually rejected (comparable to type II errors
in statistical hypothesis testing). Instead, only accepting flows at the top level that can surly be
embedded successfully avoids this overhead but risks rejecting some flows that could potentially
be accepted after all (comparable to type I errors). For the proposed hierarchical coordination
approach, I chose the latter design option to avoid frequent and significant overhead of recursing
to lower hierarchical levels for infeasible flows. I still try to avoid type I errors and to accept as
many flows as possible by providing relevant information to top-level coordinators, enabling
them to estimate available resources accurately and make informed coordination decisions. To
enable effective top-down coordination in phase 2, a main challenge is therefore to advertise
enough and relevant yet reduced and aggregated information from lower levels in phase 1.

After introducing the notation for domains and hierarchies in Section 5.4.1, I describe phase 1
in Section 5.4.2 and detail which information is advertised. Section 5.4.3 explains phase 2 in
more detail. Algorithm 2 shows the overall algorithm including both phases.

Algorithm 2 Hierarchical Coordination Algorithm

© fork=1uptok—1do > Phase 1
2 fori € {1,..,n,_1} in parallel do
3: Aggregate sub-domain information as fo’l
4 Advertise D}‘ = {DI"1|Vi} to coordinator j on level k + 1
. for k = k down to 1 do > Phase 2

for j € {1,..., nx} in parallel do
Embed flow f;‘ into D;.‘_l by solving the MILP (Section 5.5)

® N @

Split flow f]k into fik_1 for all coordinators i on k — 1

5.4.1. Domains and Hierarchies

I denote the total number of hierarchical levels as k and a specific level as k < k € Ny, where
k = 0 is the substrate network G = G°. Each domain at a hierarchical level k is coordinated
by a coordinator on the next higher level k + 1. In a typical flat, centralized approach with

k = 1, the entire network forms a single domain at k = 0, which is coordinated by a single
coordinator at k = 1. There are no coordinators at k = 0. This hierarchical approach supports

arbitrarily deep hierarchies with k > 1. In the example of Figure 5.1, the substrate network
G% = (VY,L°) on k = 0 is split into ny = 3 separate domains D?, D9, D§ with DY = (V?,L?).
Each domain DY on k = 0 is coordinated separately by its coordinator on k = 1, in parallel with
the other domains D?. At level k = 1, nodes are grouped again into domains that are handled

by coordinators on k = 2 (a single domain D} in Figure 5.1). This definition recursively extends
to an arbitrary number of k hierarchies.

While T assume that all nodes V* on level k belong to some domain Df.‘ (ie., VK = U?i 1 Vl.k),
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Figure 5.1.: Example with k = 2 hierarchical levels. Ingress and egress nodes are shown in blue and border
nodes in orange. (Figure from [S18]; © 2021 IEEE.)

not all links L* are part of some domain. In particular, I distinguish between intra-domain and
inter-domain links. Intra-domain links Li-‘ connect nodes within a single domain Df (lighter
in Figure 5.1). Inter-domain links do not belong to any domain but connect nodes across two
different domains (thicker in Figure 5.1). I define border nodes Bf-‘ C Vik as the subset of nodes

that have an inter-domain link to another domain (orange in Figure 5.1). Specifically, Bff]. C VK
are the border nodes of domain Df-‘ with links to domain D;‘. Set Bff = U;Z 1 Bik, j contains all
border nodes of Df‘ with inter-domain links to any other domain (where Bf."i = ). For example
in Figure 5.1, Bg = {vs,vg,v7}.

5.4.2. Bottom-Up Information Advertisement (Phase 1)

Each domain’s coordinator scales and places services as well as routes traffic inside the domain.
It needs to know about available compute capacity, data rate limitations, and delays within
the domain. A domain on level k may comprise multiple levels of sub-domains and cover
large parts of the network. Thus, it is crucial to hide unnecessary information of lower levels
from higher-level coordinators to reduce the problem space and ensure scalability. In line with
related work [30], I consider an intuitive scalability definition where an approach is scalable
if it performs gracefully with increasing input size, e.g., in terms of load or network size. To
ensure that the decision space of higher-level coordinators stays manageable even in large-
scale networks with many hierarchical levels or large domains, domains aggregate relevant
information of their sub-domains and advertise it to their coordinators as follows (lines 1— in
Algorithm 2).

Advertised Information
For a sub-domain Df.‘ domain information fo = (V}‘, Ef, Plk, <I>f) is advertised to the coordinator.

The key idea is to advertise a reduced set of nodes V¥ and replace hidden nodes and corre-
sponding links with paths 7311‘ that are annotated with aggregated information about compute
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Figure 5.2.: Domain information D% advertised to the coordinator on k = 2 in Figure 5.1. (Figure from [S18];
© 2021 IEEE.)

resources of the hidden nodes as well as data rate and delay information of the hidden links. In
doing so, the advertised network topology of Df-‘ is significantly smaller and simpler than the
original, full topology of D;‘ . The simplified topology allows faster computation of coordination
decisions, yet the annotation of paths with aggregated information ensures that coordinators
know about the domain’s compute resources, data rate limitations, and path delays. This infor-
mation is important to determine whether a flow can be accepted and embedded successfully
and enables meaningful coordination decisions that can be refined into valid embeddings. As a
small example, Figure 5.2 illustrates the advertised domain information D! to the coordinator
on k = 2, containing aggregated information about sub-domains D9-DY from Figure 5.1.

Generally, advertised information Df»‘ includes a subset Vik - Vik of the domain’s nodes. Subset
VE={vin N VF} U {Ve N VF} U BF includes all ingress and egress nodes within V¥ as well as
the domain’s border nodes but no intermediate nodes. I selected these nodes to be advertised
because they are most relevant for routing flows from their ingress via different domains
(through the corresponding border nodes) to their egress. The advertised network in Figure 5.2
includes ingress v, and egress v11 as well as border nodes v3—vg but not intermediate nodes
v, 09, and vy, which are not as relevant for routing. In this small example, the majority of
nodes is advertised to the coordinator. However, in larger networks with more intermediate
nodes and additional levels of sub-domains, more nodes would be hidden and excluded
from V¥, simplifying the resulting network topology. To indicate how different domains are
interconnected, domain fo advertises all inter-domain links Ef, which connect a border node
of Df»‘ with a border node of another domain.

Finally and crucially, domain D¥ also advertises annotated intra-domain paths P¥, which replace
hidden nodes and corresponding links within the domain. These annotated intra-domain paths
are complemented by additional restrictions CIDi-‘, which are necessary for overlapping paths
and are discussed later on. For example in Figure 5.2, v can reach v3 via intermediate, hidden
node v, and thus has a path p; to v3. However, to keep the number of advertised intra-domain
paths small, domains do not advertise all possible paths between any two nodes in Vik, eg.,
based on reachability. Instead, it is most relevant for coordinators to know how to forward
and process flows on their way from their ingress to their egress, potentially via intermediate
domains. Hence, for a domain D;‘, I am interested in three kinds of paths inside domain Df-‘ :

1. Paths from an ingress node in D¥ to a neighboring domain D;-‘. For example, for do-

main DY, from ingress v; in DY to neighboring domain DY (via border node v3 or vy) in
Figure 5.1.
2. Paths from a neighboring domain D;-‘ to an egress node in Dl-‘. For example, for domain Dg ,

from Dg (via border node vg) to egress v17 in Dg.
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3. Paths from a neighboring domain D;‘ traversing fo and going to another neighboring
domain D;.‘/. For example, for domain DY, from D? via Dg to Dg, i.e., paths from border
nodes v5 and vg to vy.

Intra-Domain Path Selection

To find such paths with maximal data rate, the approach solves the corresponding maximum
flow problem using Edmonds-Karp path selection [65] for each of the three described cases,
i.e., using ingress, egress, and border nodes as sources and sinks. Note that the maximum
flow problem, which requires a single source and sink, is applied individually to each ingress
and egress node but not to each border node. When looking for paths to/from a neighboring
domain D;.{, all corresponding border nodes Bff j are grouped together and connected to a single,

auxiliary source/sink node since traffic can be routed via any border node. In contrast, ingress
and egress nodes cannot be grouped together but have to be treated individually since each
flow requests a specific ingress and egress, and the coordination approach cannot freely choose
an ingress and egress node.

Auxiliary L Auxiliary
source A sink

Figure 5.3.: Maximum flow problem for path selection in domain Dg of Figure 5.1 from auxiliary source D?
to auxiliary sink D3, which connect to the corresponding border nodes.

For example, in Figure 5.1, the maximum flow problem is only solved once for domain DY to
find intra-domain paths when routing flows from neighboring domain DY via DY to DY. In
doing so, border nodes v5 and vg are connected to an auxiliary source node and v7 to a sink as
shown in Figure 5.3. The maximum flow problem is then solved once with the auxiliary source
and sink rather than separately for each border node, resulting in two paths p3 and p4 shown in
Figure 5.2. The selected paths can also be reused for the reverse direction from DJ via DY to DY
since all links and paths are symmetric and bidirectional. By default, the approach advertises
all paths selected by the Edmonds-Karp algorithm, but I also consider restricting the number of
advertised paths and evaluate the resulting solution quality and runtime in Section 5.6.4.

By replacing intermediate nodes and links with intra-domain paths, higher-level coordinators
can leverage a smaller and simplified view of the network topology. Solving the maximum flow
problem, intra-domain paths are selected such that coordinators can route traffic from ingress
to egress nodes via intermediate domains with maximal data rate. Furthermore, Edmonds-Karp
path selection [65] favors short paths by using Breadth-First Search (BFS) instead of Depth-First
Search (DFs), which is used by other variants of the Ford-Fulkerson algorithm [83], leading
to paths with fewer links and likely also shorter delay. To support coordination and ensure
coordinators find valid solutions, the selected intra-domain paths p € Plk are annotated with
further information about available compute capacity, data rate limitations, and delay along
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each path. All three are necessary for coordinators to decide where to place instances and how
to balance and route traffic within the domain without exceeding capacities and with short
delay.

Specifically, an intra-domain path p is annotated with the maximally allowed data rate caprLJ
along the path obtained from solving the maximum flow problem. The path’s delay d, corre-
spond to the sum of link delays along the path. I do not consider queuing delays, but they
could be added based on the current load along the path. Similarly, compute resources are
advertised as properties of a path rather than of individual nodes since intermediate nodes of
sub-domains are hidden from the coordinator. The compute capacity of path p is denoted as
cap]‘; and represents the sum of compute capacities of all nodes along the path, including the
source and destination node. For domains at level k > 2, the approach works similarly based
on the properties of advertised paths from the domains at k — 1.

Overlapping Intra-Domain Paths

Lastly, domains advertise additional restrictions CD;‘, which are necessary for ensuring valid
embeddings with overlapping intra-domain paths. Intra-domain paths may overlap and share
underlying nodes or links, e.g., paths p; and p; in Figure 5.4 both share nodes v; and v,
and corresponding link [; 1. The previously described, aggregated information about compute
resources and data rates includes resources of shared nodes and links multiple times, once for
each path. For example, both p; and p, are annotated with the total compute capacity along the
path, counting v; and v, twice. With just this information, higher-level coordinators are prone to
overestimating the available resources in the sub-domain, which easily leads to invalid solutions
with overloaded resources. Since, I want to ensure that any suggested, higher-level solution is
indeed valid and does not exceed any capacities (to avoid overhead of backtracking and fixing
invalid solutions), I introduce additional restrictions ® = (®",®!) to consider shared node
and link resources of overlapping paths as follows.

v
\

Figure 5.4.: Intra-domain paths p; and p; of domain D(l] in Figure 5.1 overlap and share nodes v; and v,
as well as link [; ;.

Lest partially overlapping paths overload shared compute resources, domains advertise compute
restrictions ¢” € ®" for each segment of shared compute resources. Such segments resemble
groups of shared nodes for domains on k = 0 or groups of shared sub-domain paths for
domains on k > 0. A restriction ¢ = (cap(‘;, P(;)/ ) indicates the total compute resources capg
of the segment as well as the set of overlapping paths P())/ that share these resources. In the
example of Figure 5.4, intra-domain paths p; and p; overlap and share the compute resources at
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nodes v1 and v,. Hence, a restriction ¢ = (cap};l, P(",/1 ) is advertised with cap ¢ = Cap,, +cap,,

and P(I‘)/1 = {p1, p2}. When advertising the aggregated domain information D! (Figure 5.2), the
annotated paths together with this compute restriction ensure that higher-level coordinators
can make informed decisions without overestimating compute resources. For convenience, I
define @) = {¢p" € ®V[p € Pq‘)/ } C @V as subset of compute restrictions concerning path p

and CDXk ={¢pV € CDXWP € P¥} C @V as subset of compute restrictions concerning paths in

domain Df. Overall, the total compute resources cap;]/ of a path p can thus be represented by
partly exclusive and partly shared compute resources:

cap:: :cap;"d+ ) cap(‘; (5.1)
pedy

In the example of Figure 5.4, path p; uses v3 exclusively but shares v; and v, with path py, i.e.,

1_ v v o_
cap}© = cap, and cap; = cap,, +cap,, such thatcap, = cap, +cap, +cap, .

Similar to shared nodes, overlapping paths may also share underlying links. Solving the
maximum flow problem ensures that the selected paths do not exceed the available link data
rate. For example, paths p; and p; in Figure 5.4 result from solving the maximum flow problem
from ingress v; to neighboring domain DY (via border nodes v3 and v4) and are calculated such
that they do not overload shared link /1 ;. However, if a domain has multiple ingress or egress
nodes or multiple pairs of neighboring domains, the maximum flow problem is solved multiple
times independently for the different source-sink pairs. The intra-domain paths resulting from
these different, independent maximum flow problems may also overlap and are not guaranteed
to respect link capacities. Indeed, overlapping paths resulting from different maximum flow
problems may exceed the available link capacities. To avoid violating link capacities and to
ensure valid solutions, I introduce routing restrictions &L similar to compute restrictions PV,
which are advertised with the advertised domain information. Whenever multiple paths that
resulted from different maximum flow problems overlap, a routing restriction ¢* € @ is
advertised for the overlapping routing segment. Again, the segment may consist of consecutive
substrate links for domains on k = 0 or of consecutive sub-domain paths for domains on k > 0.
A routing restriction ¢l = (Capé, qu) defines the bottleneck data rate cap(Lp on the segment,

which is shared by all paths in set P(/%. As before, CI)]% ={¢pt edtpe P(/E} C @ is the subset

of routing restrictions concerning path p and dDiL/ = {¢t € @%Np € 7711‘ } C ®! is the subset
of routing restrictions concerning paths in domain Df . Note that no routing restrictions need
to be advertised for overlapping paths that resulted from the same maximum flow problem,
e.g., paths p; and p; in Figure 5.4. Choosing the Edmonds-Karp algorithm for path selection
is also useful here because it favors paths with fewer links (by using BFS instead of DFs),
resulting in fewer overlapping routing segments and thus in fewer routing restrictions. Overall,
o = (CIDXk, <I>£k) are the compute and routing restrictions advertised for domain D¥.

Design Options

As discussed at the beginning of Section 5.4, a key design decision for the hierarchical coordina-
tion approach is to favor rejecting possibly infeasible flows early (at the top hierarchical level)
rather than recursing to lower hierarchical levels, producing potentially invalid embeddings.
This design decision aims at avoiding unnecessary coordination overhead for infeasible flows
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that comes from recursing to lower hierarchical levels and potential attempts to fix invalid em-
beddings (e.g., through backtracking) until eventually rejecting the flow (comparable to type 1I
errors). This decision comes at the cost of possibly rejecting flows that could be embedded
successfully after all (cf. type I errors). The presented information advertisement scheme is
designed to both ensure that all embeddings are always valid (or the flow is rejected) but also
accept as many flows as possible.

Other design options for the information advertisement scheme come with different advantages
and disadvantages. Generally, information about compute resources, available data rate, and link
delays is crucial for coordinating scaling and placement as well as load balancing and routing.
The chosen information advertisement scheme is rather expressive, i.e., including ingress,
egress, and border nodes as well as annotated paths and restrictions, to provide detailed enough
information to accept as many flows as possible. Advertising even more information, e.g., also
intermediate nodes and corresponding paths, would mean that the advertised network topology
is almost identical to the true topology without any significant aggregation and simplification,
thus compromising scalability and defying the purpose of phase 1.

But why not simply advertise the aggregated compute resources, data rate, and delay for an
entire domain rather than the proposed sophisticated scheme with annotated paths? Such
a strong aggregation would completely hide the domain-internal topology and significantly
simplify the advertised information and improve scalability. However, to ensure that computed
embeddings are valid, the information needs to be aggregated and advertised in a very
conservative way such that higher-level coordinators do not overestimate and overload the
available resources. For example, this could mean advertising the minimal link data rate within
the entire domain, the maximal path delay, and only the compute resources that are reachable
within this delay. Consequently, coordinators could only rely on routing flows through the
domain that do not exceed the minimal link data rate. Other flows with higher data rates
would be rejected, even though there might be paths with higher data rates (i.e., without the
bottleneck link) that could support these flows but that the coordinators are not aware of due
to the strongly aggregated information. Overall, such a strong aggregation either violates the
original design decision of ensuring valid embeddings (e.g., when advertising the average link
data rate) or is very conservative (e.g., advertising the minimal link data rate), possibly leading
to many unnecessarily rejected flows.

The information advertisement scheme proposed in this section does ensure valid embeddings,
avoiding unnecessary overhead for infeasible flows, but also strikes a good balance between pro-
viding enough information to coordinate flows successfully and still reducing and simplifying
the original network topology for scalability. In Section 5.6.4, I further explore this trade-off and
evaluate solution quality and runtime of the approach when varying the amount of advertised
information.

5.4.3. Top-Down Coordination Decisions (Phase 2)

In phase 2 (lines 5-8 in Algorithm 2), the advertised information from phase 1 is used for
coordination as described in the following. Phase 2 starts at the highest hierarchical level k and
works top-down, where each coordinator optimizes coordination in its own domain using the
MILP formulation in Section 5.5. Inside the MILP formulation, the advertised information is used
in constraints to ensure that solutions of the MILP are indeed valid embeddings that do not
exceed any node or link capacities. The hierarchical coordination approach is generally not tied
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to this MILP formulation. Alternatively, any other functionally equivalent optimization algorithm,
e.g., a heuristic, could be used by the coordinators without affecting the general hierarchical
coordination framework. Independent of the specific optimization method, a coordinator on
level k + 1 only knows the advertised information Df‘ = (V}‘, Ei-‘, Pl-k, dDi-‘ ). Hence, the coordinator
scales and places services and routes traffic on the advertised paths rather than directly on
substrate nodes or links.

For example, assume the top-level coordinator on k = 2 in Figure 5.1 needs to handle an
incoming flow for a service s consisting of two components Cs = (c1, cp) with ingress v; and
egress v11. The coordinator only knows the advertised domain D! shown in Figure 5.2. Based
on this information, it may decide to place an instance of c; on path p; close to the ingress and
an instance of ¢ on ps close to the egress. It could then route the traffic from v; in DY through
Dg to v11 in Dg along p1, 11, p3, 13, p5 (Figure 5.2).

Refining Coarse-Grained Coordination Decisions

This coordination decision on k = 2 then needs to be refined by coordinators on k = 1. These
child coordinators decide the specific scaling, placement, load balancing, and routing within
each domain (DY, DY, DY in the example), again by solving the MILP. Using the advertised
information, including the compute and routing restrictions, as input for the MILP, the parent
coordinator ensures that its decisions are feasible and can lead to valid solutions. To build on
and refine the decisions of the parent coordinator, the original flow f]k handled on level k is

adjusted and split into logically separate flows fl-k ~! for all child coordinators on k — 1. In the
aforementioned example, ¢; was placed on p; and traffic routed from ingress vy via p1,v3, [
to domain Dg. Hence, the child coordinator of D(l) on k = 1 would receive a flow for a service
consisting just of Cs = (c;) with ingress node v; and egress v3. Similarly, the coordinator of DJ
would receive a flow that just needs to be routed from vs to v; (without any placement) and the
coordinator of DJ would receive a flow just requesting ¢, with ingress vg and egress v1;.

To support flows that just require routing but no processing by instances of service com-
ponents, I augment all services with auxiliary ingress and egress components ciy, ceg € C.
These components are added at the front and end of a service chain, respectively, and nei-
ther consume resources (r.(A) = 0) nor alter traversing traffic (A%**(1) = A). Hence, a flow f
that purely requests routing would formally require a service sy with an empty component
chain G, = (Cin, Ceg)-

Coordination on the Lowest Hierarchical Level

Coordinators on k = 1 are directly responsible for coordination of parts of the substrate network
on k = 0 and therefore constitute a special case since there are no further sub-domains. To enable
the same consistent coordination workflow with the same MILP used for k > 1, I automatically
generate advertised domains DY for substrate-level domains D! as follows. For each substrate
node v; € V0, 1 advertise a separate sub-domain D]S-“b containing v, an additional dummy
/
j/
on Figure 5.1 would be advertised as D! to its coordinator on k = 1. Intra-domain path pjis
annotated with compute capacity equal to the substrate node’s capacity capy, - Both paths p;

node v}, and intra-domain paths p;, p; between the two nodes. Figure 5.5 shows how domain D
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Figure 5.5.: D(l) advertised to the coordinator on k = 1 in Figure 5.1. (Figure from [S18]; © 2021 IEEE.)

and p;- have unlimited data rate and zero delay. In doing so, coordinators on k = 1 can scale,
place, and route on these advertised paths, similar to coordinators on k > 1. Coordination
decisions on k = 1 are then transparently and automatically mapped to placement solutions
on the real substrate network, where any instances placed on paths p;, p;- are mapped to and
deployed on corresponding substrate node v;.

Following this top-down coordination approach, decisions by high-level coordinators are
further refined by child coordinators. Child coordinators solve the MILP (Section 5.5) in parallel,
improving response time, while the parent coordinator’s decisions ensure proper coordination
between domains. Finally, for actual deployment, instances are deployed in the substrate
network as decided by coordinators on k = 1 and the solution is returned to the higher-level
coordinators, which can install routing rules between the different instances (possibly spanning
multiple domains).

5.5. Mixed-Integer Linear Program (MILP)

I formalize the MILP that coordinators on each level k solve for each domain Df‘ based on
advertised information Df-‘ = (V}‘, q‘, Pl-k, be‘) Tables 5.1 and 5.2 summarize the notation, where
Table 5.1 complements and extends the previously introduced problem parameters in Table 3.1.
The scaling and placement-related variables in the first part of Table 5.2 are 0 if no instance of
component c is placed at path p. Similarly, the routing-related variables in the second part of
the table are only defined for components ¢, ¢’ where ¢’ is a direct successor of ¢ in the service
function chain G, requested in f. Otherwise, the corresponding variable is 0. Compared to
typical MILPs, I here need additional constraints for approximating and bounding resources
and data rates and for routing based on the abstract, advertised paths Plk and corresponding
compute and routing restrictions ®¥ = ((D},/k’ <I>Z-L,k). The MILP formulation uses this information
to ensure that node or link capacities are not exceeded, even if multiple paths overlap, such
that any solution to the MILP can be refined into a valid embedding.

5.5.1. Objective

The objective in Equation 5.2 minimizes the number of placed instances, weighted by w;, and
the total delay for processing all flows, weighted by wy. This corresponds to lower costs, e.g.,
for licenses or resources, and better service quality. In the evaluation, I choose a lexicographical
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Table 5.1.: Additional parameters

Symbol Definition

0<k< k Hierarchical level k and top level k

DF = (VF, L) Domain i on hierarchical level k

Df‘ = (Vk, Ef, Pk, k) Advertised information about domain D¥

dp Delay of advertised path p € PF

capt Allowed data rate of path p

capi/ Total compute capacity of path p

Pf = (D}, Ph) Compute and routing restrictions for domain D¥

PV = (cap(‘;, P(;/ ) € @Xk Overlapping paths in P(},/ share compute resources with
capacity capq‘;

Pt = (capé, P(é) € @}, Overlapping paths in P(IE share links with bottleneck data
rate capé

order, prioritizing the number of instances over total delay. Other objectives can easily be
implemented by choosing suitable weights and possibly including additional decision variables
from Table 5.2.

minw; - Y Xeptwr- ) d}"tal (5.2)
ceC,pePk feF

5.5.2. Constraints

I minimize the objective in Equation 5.2 subject to the following constraints.

Ingress Traffic and Chaining

Equation 5.3 states that the total traffic leaving ingress component cj, placed at path pi, (at
the ingress) to any other instance equals the flow’s data rate A;. Equation 5.4 ensures flow
conservation between chained instances. In particular, all outgoing traffic of ¢’ at p’ corresponds
to all incoming traffic modified by function AS*(A).

total _
Y Ay =N VfEE (53)
/' eCpePk
out total _ total
A Y oA Fee oy | = ) O 1
ceC,pePk c"eC,p" ePk
k
Vf eF,c € C\{cin ceg} P € P; (5.4)
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Table 5.2.: Decision variables

Symbol Domain Definition

Xep {0,1} Is an instance of component ¢ placed on path p?

Acp R>o Total incoming data rate for an instance of c at p

ALY R>o Total outgoing data rate of an instance of c at p

Tep R>o Resource requirements of an instance of c at p

" ppV R>o Path p’s portion of the shared compute resources constrained
by restriction ¢V € q)},/k

y}‘jgf,,p,p,,p,, {0,1} Is traffic of flow f routed via path p” from an instance of ¢
at path p to an instance of ¢’ at p'?

y}“ﬁecr,p P {0,1} Is traffic of f routed via inter-domain link / from an instance
of c at p to an instance of ¢’ at p'?

Aiﬁgf,/p,p,/p,, R>o Data rate of f that is routed via path p” from an instance of
c at p to an instance of ¢’ at p’

Aiﬁzfg,/p/p,/l R>o Data rate of f that is routed via inter-domain link ! from an
instance of ¢ at p to an instance of ¢’ at p’

A}‘f;?cl,,p/p, R>o Total data rate of f from instance ¢ at p to ¢’ at p’

Afecp R>o Data rate of f traversing instances of ¢ or ¢’ on p

AL R>o Data rate upper bound for all traffic of f on p

A R>o Data rate upper bound for all traffic on path p

d}"tal R>o Total delay for processing and routing flow f

Scaling and Placement

Whenever traffic is sent between two instances, Equations 5.5 and 5.6 ensure that both instances
indeed exist and are placed accordingly. Using the Big M method, M is a large constant that
ensures binary variable x. , is set to 1 if any traffic traverses the instance. Since I minimize the
number of instances in the objective (Equation 5.2), the solver sets x,, = 0 if the instance is not
traversed by any traffic.

A}?fcl’,lbp/ <M-xcp VfeFdeCpyp' e Pl‘k (55)
)\tf?fcl’,np/ SM- Xy VfeFcdeCpp e Pik (56)

Equation 5.7 sets variable A, to the total data rate of incoming traffic for an instance of ¢" at p’.
Equations 5.8 and 5.9 set resource requirements and outgoing data rate for the instance accord-
ingly. Equation 5.10 ensures that the shared compute resources constraint by restriction ¢ with
capacity capg are not overloaded by the overlapping paths in P(/‘,/ . Based on this, Equation 5.11

guarantees that the overall compute capacity of path p, consisting of partly exclusive and partly
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shared resources, is not overloaded by the total resource requirements of instances at p.

Aoy =¥ ARE ve' e Cp' e Pf (57)
fEF.ceCpePk

Tep = Te(Aep) VeeCpe P’k (5:8)

/\?};,t _ )\?ut(/\c,p) VeeC,pe€ 'Plk (5.9)

Y. 7pev < capy VoY € @) (5.10)

peP(/‘,/

Y rep < CaP(;Xd + Y Thev p € Pf (5-11)
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Routing

Equations 5.12 and 5.13 ensure that the data rate routed via intra-domain paths or inter-domain
links does not exceed the total data rate between two instances.

A o S A VfeFcd eCpyp,p €Pf (5.12)
i 1 k k
Ao o1 S ALEe VfeFd eCpp ePflel; (5.13)
Equations 5.14 and 5.15 set binary routing variables y}nzr?, P! " and y}“ﬁecr, b, USING the Big M
method, similar to Equations 5.5 and 5.6.
AP o < MCYRES VfeF,cdeCpp, pePf (5.14)
At <My VfeF,cc €Cpyp ePhlech (5.15)

While Equation 5.4 ensures flow is conserved between instances of the whole service chain,
Equation 5.16 ensures flow conservation on intermediate nodes during routing. Particularly,
I consider routing via a node v from an instance of component c at path p to an instance of
¢’ at p/, where the total traffic has data rate )\}O(t:acl, Pl I denote vy as source node and vg4s; as
destination node as illustrated in Figure 5.6.
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Figure 5.6.: Flow conservation for routing traffic from an instance of component ¢ placed at path p with
data rate At through node v € V}‘ to an instance of ¢’ at p’. (Figure from [S18]; © 2021

fec pp'
IEEE.)

Link Capacities and Delay

Equation 5.17 ensures that the total traffic on inter-domain links does not exceed their capacity.

int P
/\E‘I}c,ecl;,p,p’,l < cap, Vi e ﬁi (5-17)
feFcc eCpp'ePk

The corresponding restriction for intra-domain paths is more complex and thus split into
multiple constraints (Equations 5.18-5.21). Similar to Equation 5.10 for compute resources,
Equation 5.18 ensures that shared routing segments constrained by routing restriction ¢* with
bottleneck data rate Cap(Lp are not overloaded by overlapping paths in Pqe. The compute and
routing restrictions are calculated in phase 1 (Section 5.4.2) and passed as input to the MILP in
phase 2 (Section 5.4.3). Equation 5.19 defines an upper bound for the total data rate on path p
based on traffic routed through p (first part) and traffic being processed by instances on p, which
may modify the data rate of traversing traffic (second part). The latter data rate can be bounded
by considering the maximum data rate on p between any two chained components ¢, ¢’ € C
placed on p (Equation 5.20). In turn, this data rate is calculated in Equation 5.21 based on three
overlapping parts of traffic: Traffic from an instance of ¢ on another path p’ going to ¢’ on p,
traffic within p from ¢, ¢’ instances on p, traffic from c on p to an instance of ¢’ on another
path p’. These bounds slightly over-approximate the actual data rate on intra-domain path p,
which depends on the refined coordination decisions from child coordinators. However, the key
point is that they ensure that link capacities are not exceeded and routing decisions by parent
coordinators can be refined into feasible solutions.

Y, AP < capy vl € ol (5.18)
peP(P
i k
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Finally, Equation 5.22 calculates the total delay based on all traversed instances, intra-domain
paths, and inter-domain links, which is minimized in the objective (Equation 5.2). It is also

possible to bound and minimize the end-to-end delay rather than the total delay using additional
variables and constraints. However, preliminary tests showed that it considerably increases
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complexity and yields similar results as minimizing the total delay. Hence, I focus here on
minimizing the total delay rather than the end-to-end delay.

total int; int

A= )\ Xepdet DL Vil pp iy X Vo ppidt | VEF (5.22)
cc'eC, p"ePk leck
p.p' €Pk

5.6. Evaluation

I evaluate the approach based on a prototype implementation with Python 3.6 and Gurobi 8 [193].
The code is publicly available on GitHub [S17] to encourage reproduction and reuse.

5.6.1. Evaluation Setup

I evaluate the approach on the real-world network topology Janos [194], which is a US network
with 39 nodes and 122 links. I set link delays according to the distance and propagation
delay between nodes and chose node and link capacities uniformly at random with cap, €
[8,64],cap; € [20,40]. Furthermore, I consider two services s1,s, consisting of a firewall and
a Deep Packet Inspection (DPI) with Cs; = (cpw, cppr) and Cs, = (cppr). I generate flows for
these services based on a randomly selected subset of 10 ingress and egress nodes and data
rate A¢ € [1,5] GB/s chosen uniformly at random. As evaluation parameter, I increase load by
increasing the number of active flows from 1 to 5.

On these scenarios, I compare the following approaches:

k=1: A typical flat approach with a single centralized coordinator, finding globally optimal
solutions (for comparison).

k = 2: The hierarchical approach with two hierarchies: One coordinator on k = 2 and two on
k=1

k = 3: The hierarchical approach with an additional hierarchy: One coordinator on k = 3, two
onk =2, and four on k = 1.

The centralized approach with k = 1 consists of a single, flat domain containing the entire
substrate network. For the hierarchical approach with k = 2 and k = 3, I selected domains within
a hierarchical level based on node locality, i.e., Global Positioning System (GPS) coordinates,
using the k-means clustering algorithm [121]. Given a desired number of domains, the k-means
algorithm assigns substrate nodes to these domains such that nodes within a domain have
similar (close) GPS coordinates. The top hierarchical level k always consists of a single top-level
domain. For k = 2, 1 configured two sub-domains on the lower hierarchical level. For k=3,
I extended the hierarchy of k = 2 with another hierarchical level below that contains four
sub-domains in total.

I executed the evaluation on machines with an Intel Xeon E5-2670 CPU, allocating 8 cores at
2.6 GHz and 128 GB RAM per experiment run. The results show the mean and 95 % confidence
interval over 25 independent repetitions.
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5.6.2. Solution Quality

First, I compare the solution quality of the hierarchical approach (k = 2 and k = 3) with the
centralized approach (k = 1) in terms of number of placed instances and total delay, which are
both minimized in the objective (Section 5.5.1). The centralized approach finds globally optimal
solutions and thus constitutes a lower bound regarding both metrics.
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Figure 5.7.: Comparison of solution quality in terms of placed instances and total delay for increasing
load. The hierarchical approach finds solutions with quality that is close to that of the optimal,
centralized approach. (Figure adapted from [S18]; © 2021 IEEE.)

Figure 5.7a shows the number of placed instances with increasing load for the different
approaches. The hierarchical approach finds close-to-optimal solutions with few additional
instances compared to the optimal, centralized approach. As expected, the hierarchical approach
with k =2 is slightly closer to the optimum (3.7 % on average) than the one with k=3 (8.1 %).
This is because the latter has an additional layer of abstraction where more information is
aggregated and hidden from the top-level coordinator.

Figure 5.7b shows similar results for the total delay. To improve comparability, I here set the
same fixed number of instances (derived from k = 3 in Figure 5.7a) for all three approaches and
only minimize total delay. Hence, k = 1 now has the same number of instances as k = 2 and
k = 3 but represents the optimal lower bound regarding total delay for the given number of
instances. The hierarchical approach achieves short total delay for both k = 2 (within 13 % on
average from optimum) and k=3@17%).

5.6.3. Runtime Analysis

While the solution quality of the hierarchical approach is slightly worse than the optimum,
its reduced complexity and improved scalability enable much faster execution. Figure 5.8a
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shows the total wall-clock runtimes for each approach on a logarithmic scale when executing
all coordinators within one hierarchical level in parallel. Hence, the runtime in the hierarchical
approach corresponds to the maximum coordination time of any domain per hierarchical
level, added up over all levels. While numerical optimization with MILPs is generally slow, the
hierarchical approach is much faster than the centralized approach. The additional level of k = 3
leads to even shorter runtimes than k = 2 since it hides more complexity from the top-level
coordinator. On average, k = 2 is 88 % and k = 3 is 470 % faster than k = 1.
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Figure 5.8.: Comparison of wall-clock runtime (logarithmic scale) with increasing load. a) The hierarchical
approach is significantly faster than the centralized approach. b) Advertising fewer paths
improves scalability considerably. (Figure adapted from [S18]; © 2021 IEEE.)

While the runtime grows with more flows for both the centralized and the hierarchical approach,
the growth in runtime is stronger for the hierarchical approach than the centralized approach.
With more flows, more ingress/egress nodes are included in advertised set Vlk and, consequently,
more intra-domain paths are advertised in 73}‘ and corresponding restrictions in d:{.‘. Hence,
the problem input size and resulting complexity grows in two ways (flows and advertised
information) for the hierarchical approach. Next, I further explore the impact of advertised
information.

5.6.4. Impact of Advertised Information

In Sections 5.6.2 and 5.6.3, domains advertise all paths found by solving the maximum flow
problem (Section 5.4.2), often multiple paths per source-destination pair. With more nodes V{‘,
this drastically increases the number of advertised paths 77}‘ . In this section, I limit the number
of advertised paths per source-destination pair and evaluate the impact on solution quality and
runtime. In particular, I compare k = 3 with all, two, or one advertised paths, denoted as full,
2p, and 1p in the figures, respectively.
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Figure 5.9.: Solution quality with varying amounts of advertised information. Advertising fewer paths
only leads to minor reductions in solution quality. (Figure adapted from [S18]; © 2021 IEEE.)

Figure 5.9 shows that, even with fewer advertised paths, k = 3 still finds close-to-optimal
solutions. Fewer advertised paths lead to slightly lower solution quality, i.e., more instances
(1.4 % on average with one vs. all paths) or higher delay (2.8 %), since coordinators lack some
information. At the same time, Figure 5.8b shows that advertising fewer paths considerably
reduces complexity and improves runtime. With just one advertised path per source-destination
pair, k=3ison average 3.4x faster than with full advertised paths and 10.7x faster than k=1.
Moreover, runtime grows slower with more flows when advertising fewer paths, indicating
better scalability.

5.7. Conclusion

The hierarchical coordination approach of this chapter mitigates the scalability issues of typical
centralized approaches such as BSP in Chapter 4 but still finds close-to-optimal solutions. Instead
of complete global knowledge and control of the entire network, all services, and all flows, each
coordinator in the hierarchical approach only observes and controls those parts of the network,
services, and flows that belong to its own domain. To control the trade-off between optimal
solution quality and fast runtime, operators can adjust the number of hierarchical levels and the
amount of information advertised from lower to higher levels. While this hierarchical approach
greatly improves scalability compared to centralized approaches, its sophisticated 2-phase
procedure and solving the MILP is still rather compute-intensive and slow. Hence, this approach
is most suitable for scenarios with comparably few and long flows, where coordination decisions
are required infrequently (Case I in Section 3.1.3). To complement this approach, the following
Chapter 6 proposes approaches with dramatically reduced complexity and runtime for frequent
coordination decisions in scenarios with many, short flows (Case II).
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Typical centralized approaches for network and service coordination (e.g., Bidirectional Scaling
and Placement Coordination Approach (BsP) in Chapter 4) require up-to-date global knowledge,
which may be unavailable in large networks. In large networks with many, frequently arriving,
short flows, coordination decisions are required rapidly and even hierarchical coordination
(Chapter 5) may be too slow. To this end, this chapter proposes two fully distributed coordination
approaches. These algorithms are designed to be simple and fast, to run individually at each
node in parallel, and to require only very limited global knowledge. I evaluate and compare both
algorithms against the centralized BSP approach in extensive simulations on a large, real-world
network topology. My results indicate that the two distributed algorithms can compete with
centralized approaches in terms of solution quality but require less global knowledge and are
magnitudes faster (more than 100x). Similar to the other approaches in Part I, the approaches
in this chapter are conventional as they follow predefined and manually designed heuristic
algorithms.

This chapter is based on my paper [S24], which relies on concepts, code, and evaluation
results created by Lars Klenner for his bachelor’s thesis [141]. I proposed the initial topic
and idea and advised his thesis in weekly discussions and written feedback to structure and
develop the approaches. I also compiled and extended the results through additional evaluation
experiments and wrote the published paper. This chapter contains verbatim copies of the
following paper [S24]: Stefan Schneider, Lars Dietrich Klenner, and Holger Karl. “Every Node
for Itself: Fully Distributed Service Coordination.” In: IFIP/IEEE Conference on Network and
Service Management (CNSM). IFIP /1IEEE. 2020, © 2020 IEEE. In this chapter and throughout
my dissertation, I consistently write in the first-person singular form (“I” rather than “we”
for ease of reading. The source code corresponding to this chapter is publicly available on
GitHub [S23].

6.1. Introduction

Current approaches for network and service coordination mostly coordinate services globally,
i.e., they centrally decide service scaling and placement as well as flow scheduling and routing
for all flows in the entire network and rely on global knowledge [22, 9, 144, S2]. Since service
demands of incoming flows and resource utilization can change frequently, up-to-date global
knowledge is often not realistic and would require prohibitive overhead. In many practical
scenarios with large networks and rapidly arriving or departing flows (Case II in Section 3.1.3),
centralized decisions and even hierarchical coordination are too slow. Existing distributed
coordination approaches typically split the network into clusters and still require central
information and coordination within each cluster (Section 6.2).

To address these issues, I go one step further and propose two fully distributed approaches for
online network and service coordination. These approaches can be executed individually by
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each node in the network, are simple and fast, and only require very limited knowledge. As
there is no single coordinator that could fail or become disconnected, they are more robust to
failures than existing centralized approaches. These properties make them ideal for practical
large-scale networks with many flows.

One of the proposed algorithms is greedy in that nodes process incoming flows locally if
possible and forward them along the shortest path to their egress nodes. The other algorithm
leverages more available knowledge, e.g., utilization of neighboring nodes, to identify suitable
nodes for processing incoming flows. Rather than processing all flows on the shortest path
from ingress to egress, it distributes load to avoid congestion. Overall, the contributions of this
chapter are:

® Section 6.4 proposes the two novel, fully distributed approaches for network and service
coordination with many, short flows (Case II). The algorithms can be executed individually
by each node in the network, are simple and fast, and only require limited global
knowledge.

® The evaluation based on a large, real-world network topology shows that the proposed
fully distributed algorithms can compete with BSP, a state-of-the-art centralized coor-
dination approach presented in Chapter 4, but require less global knowledge and are
magnitudes faster (Section 6.5).

¢ The code is publicly available on GitHub [S23] to encourage reproduction and reuse.

6.2. Related Work

Most related work proposes centralized approaches that require global knowledge and make
global decisions, using optimization solvers and/or heuristic algorithms [182, 22, 28, 9, 144, S2,
161, 149, 106, 139]. For example, Luizelli et al. [161] propose an efficient heuristic for large-scale
networks using a variable neighborhood search metaheuristic. Nevertheless, the authors still
rely on centralized knowledge and coordinate services offline, i.e., requiring all problem inputs
ahead of time. These limitations make their heuristic unsuitable for practical scenarios with
large networks and constantly fluctuating load, which require fast coordination decisions. In
contrast, my fully distributed approaches do not have these limitations and are suitable for fast,
online network and service coordination.

Virtual Network Embedding (VNE) is a well researched problem related to network and service
coordination [79], where authors have proposed distributed approaches [76, 115, 235, 239, 24].
Feng et al. [76] combine central coordination with a distributed mapping procedure. Houidi et
al. [115] split the network into different clusters. Similar to the approaches presented in this
chapter, they process multiple incoming flows in parallel. However, they rely on excessive mes-
sage flooding of coordination messages to construct global state. Similarly, Shi et al. [235] split
the network into clusters but aggregate network information centrally. A novel distributed VNE
approach using particle swarm optimization also splits the network into clusters with separate
coordination nodes [239]. Likewise, Beck et al. [24] split the network into different clusters that
are coordinated in parallel by separate coordinators. The aforementioned approaches distribute
and parallelize coordination into clusters, but each cluster is still coordinated centrally. In
contrast, my approaches fully distribute coordination decisions to each node in the network
without any centralized coordinating entity. This allows even more parallelization and faster
processing of flows. It also requires less knowledge and is more robust since there is no single
coordinator that could fail. Moreover, the most common VNE variants only focus on placement
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of already scaled and chained services but disregard scaling and online flow scheduling [79],
which are an important part of network and service coordination (Chapter 3).

Fully distributed approaches have been considered in networking areas such as routing, where
each router makes routing decisions locally in a distributed manner. Indeed, the approaches
proposed in this chapter are related to link-state routing protocols, e.g., Open Shortest Path
First (OsPF) [184], as they also use knowledge about the topology for calculating shortest
paths using Dijkstra’s algorithm. However, in addition to routing, I also consider joint scaling,
placement, and flow scheduling. These additional interdependent tasks make the problem
considerably more challenging.

6.3. Problem Statement

The approaches proposed in this chapter solve the network and service coordination problem
as defined in Chapter 3. They rely mostly on local information of a node v and adjacent links L,
as detailed in Section 6.4. Such local up-to-date information is realistically available, containing
currently utilized resources of node v with r, () < cap, and of link I with 7;(¢) < cap, at time f.
Similarly, each node observes and controls incoming flows locally. For an incoming flow f at
time t, c¢(t) € Cs; U {@} denotes the currently requested component, indicating the flow’s
current processing state inside component chain Cs, (cf. network service header [210]). Once the
flow traversed instances of all components in the requested service, ¢ f(t) = ¢, which implies
that the flow finished processing and needs to be forwarded to its egress node. Furthermore, m¢
denotes metadata of flow f, which the proposed approaches use for coordination, e.g., to define
the next target node for processing f (again, detailed in Section 6.4). Overall, the approaches in
this chapter focus on fast coordination decisions for scenarios with many, short flows (Case II)
but are not limited to such scenarios.

The coordination goal in this chapter is to set decision variables x¢,(t), ¥, (t), and zf(t)
(Section 3.2) such that incoming flows are processed successfully and with short end-to-end
delay. I formalize this high-level goal as primary objective oy and secondary objective 0,:

| Fsuce|
maxof = ~———= 6.1
f |Fsucc‘+‘Fdrop| ( )
minoy; = ﬁ Z dc + Z ]l{zfﬂ,(t):v/}dl (6.2)
SUCCl feFuee ceCs; (v,0')=I€L,

te{1,.., T}

Maximizing objective 0; means to successfully process as many flows (Fsucc) as possible, avoid-
ing dropped flows (Fgyop), thus maximizing the percentage of successful flows (Equation 6.1).
To avoid dropping flows due to lack of available node or link capacities, load should be bal-
anced across multiple nodes and links according to their capacities. The secondary goal is to
minimize 04, which is the end-to-end delay averaged over all successful flows (Equation 6.2).
The end-to-end delay of a flow f consists of two parts. First, the fixed service-specific sum of
processing delays d. of components ¢ whose instance f traversed. And second, the sum of link
delays d, that f experienced during routing.
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Note that the two objectives 0 and o; may be conflicting. For example, distributing flows
over more nodes and links to balance the load helps with processing more flows successfully
(improves o) but also leads to longer paths and higher end-to-end delays (degrades o,). In
this chapter, I approach this trade-off by optimizing oy and o, in lexicographical order, i.e.,
prioritizing or but still trying to optimize 0, as far as possible.

6.4. Fully Distributed Coordination Approaches

To solve the network and service coordination problem of Section 6.3, I propose two fully
distributed algorithms. In both cases, the algorithm is executed independently in parallel
on each node in the network, where nodes directly decide how to treat incoming flows.
Both algorithms require knowledge of the network topology including link delays, which I
assume to be rather static and globally available. Neither algorithm, however, relies on full,
up-to-date, global knowledge of fast changing information such as the current utilization
of all nodes or links in the network. Instead, Greedy Coordination with Adaptive Shortest
Paths (GCASP) (Section 6.4.1) does not require any further global information and Score-Based
Coordination (SBC) (Section 6.4.2) can be configured to leverage any available useful information.
In practice, these approaches could be deployed using mechanisms for local control such as
dynamic flow rules in Software-Defined Networking (SDN) [257].

6.4.1. Greedy Coordination with Adaptive Shortest Paths

The main design goals for GCASP were to be simple, effective, fast, and frugal, in that it works
without any global up-to-date information about node or link utilization. Instead, each node
only knows the utilization of its own compute resources and outgoing links. Nodes process
flows greedily and forward them along the shortest path to their egress nodes, trying to
minimizing end-to-end delay. To avoid dropping flows due to congestion, GCASP adjusts routes
when a link is congested, i.e., when sending a flow via the link would violate its capacity cap,;.
As GCASP only requires local knowledge and makes local decisions, it does not require any
information exchange between nodes. Information about a flow’s current destination and
path is directly included in its metadata such that no additional communication overhead is
necessary.

Algorithm

Algorithm 3 shows the GCASP algorithm, which is run by a node v once a flow f starts arriving
(passed as arguments in line 1). First, v locally processes as many components of f as possible
(lines 2—4). Specifically, v processes f at an (existing or newly started) instance of requested
component ¢y if there are enough resources available. Here, o (t|xc;0(t) = 1 Ayy,c f(t) = 0)
denotes the total resources required at node v and time ¢ if f were to be processed there,
which can be calculated locally based on function r(A). After processing, c¢ points to the next
requested component in Cs,. Again, v processes f locally at an instance of ¢ if it has sufficient
resources. This local, greedy processing continues until either v’s compute resources are fully
utilized or after f traversed all requested service components (c; = ).
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Algorithm 3 GCASP Algorithm

1: procedure GCASP(v, f)

2 while 7y (t[xc,0(t) =1 Ayy.,(t) = v) < cap, and ¢; # & do
3: xcf,v(t) —1

4 yflcf(t) —v

5 ifv= v}{‘ then

6 my.dst < v'}g

7: myg.path < shortest path(v, my.dst, L)
8 if v = my.dest and ¢y # & then

9: my.dst <— random choice(V)
10: m f.path < shortest_path(v, my.dst, L)
11 if cy = & and my.dst # U;g then
12: mf.dst — v;g
13: my.path < shortest path(v, my.dst, L)
14: FORWARD_FLOW(9, f, L)

Algorithm 4 Flow Forwarding Using Adaptive Shortest Paths

: procedure FORWARD_FLOW(v, f, L)

v’ < my.path.pop()

if (0 (1) +Af < cap, ) then
Zfo(t) < 0

else
Liree <= L\ {l € Ly|ri(t) + A > cap,;}
my.path <— shortest _path(v, my.dst, Lee)
Zfo(t)  my.path.pop()

®Y U W NR

In the former case, f continues processing in a similar fashion on the next node. In the latter
case, f finished processing successfully and leaves the network once it reaches its egress v;g. In

both cases, v tries to forward f to neighbor v’ on the shortest path to f’s egress node. If v is f’s
ingress node, it calculates the shortest path to v;g based on the static topology and weighted by
link delays in L, e.g., using Dijkstra’s algorithm [57] (lines 5—7). The destination and calculated
path are saved in metadata my, which is used when forwarding the flow (line 14).

Forwarding is done in Algorithm 4, which retrieves the next node v’ on the computed path
(line 2 in Algorithm 4). If the link to ¢’ still has enough available data rate, v sends f to v’ (lines 3—
4). Otherwise, v recomputes the shortest path without using any of its currently congested
outgoing links and sends f along the adapted path (lines 5-8). Note that just excluding all
congested links up front (at t = 0) does not suffice since link utilization changes dynamically
over time according to flow arrival and the algorithm’s decisions. In case all outgoing paths are
congested, I assume that v cannot buffer the entire flow f and thus drops it.

If a flow arrives at its egress before being fully processed, it is sent to and processed at
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surrounding nodes and returns to the egress once it finished processing completely. To balance
the load among the surrounding nodes, GCASP randomly chooses a new, temporary destination
node (cf. Valiant Load Balancing [251]), computes the shortest path, and sends f towards
the new destination (lines 8-10 in Algorithm 3). As before, nodes on the path to the new
destination process f greedily. Once f is fully processed, it is no longer sent towards its
temporary destination but is immediately rerouted to its egress node (lines 11-13). In doing so,
remaining processing is done close to the egress node as far as possible, keeping the path delay
low. If nodes surrounding the egress are already fully utilized, f is sent farther away towards
the temporary destination until a node with free capacity is found. If f reaches the temporary
destination and still needs more processing, the same procedure is repeated and a new, random
destination is chosen temporarily. At this point, the previous temg)orary destination becomes
irrelevant as f is forwarded directly to its original egress node v}e( upon complete processing.

In line with the design goal of GCASP to be frugal, this load balancing scheme only requires the
current utilization of local node v and knowledge of the static network topology to choose a
temporary destination and compute the path. If the current utilization of neighboring nodes V,
is also available, GCASP could easily be adjusted to favor neighbors with low utilization for
processing f (comparable to SBC in Section 6.4.2).

Complexity

The most common coordination decisions concern processing an incoming flow (lines 2—4 in
Algorithm 3) and then forwarding it along its path (lines 2—4 in Algorithm 4). Both operations
only take constant time, i.e., O(1). Computation of the initial or adapted shortest path is
more expensive but happens much more rarely. Using Dijkstra’s algorithm, it takes O(|V|?) or
O(|L| +|V|log|V|), depending on the implementation. Selecting a (new) temporary destination
node also happens rather rarely and is dominated by the time complexity for computing the
shortest path towards the destination.

GCASP only relies on the static network topology for computing shortest paths and choosing
temporary destination nodes, leading to a space complexity of O(|V| + |L|). Except for shortest
path calculation, all other decisions only take O(1) space, e.g., based on a node’s local resource
utilization or a flow’s attributes. The flow metadata m holds the assigned destination and
computed path by GCAsSP. The latter may grow with larger networks and higher congestion
but could be limited in size to limit overhead. In huge networks, where the full shortest path
exceeds this size limit, GCASP could just save the next hops of the shortest path that fit into
the size limit and then recompute the remaining hops on demand. This trade-off between
maximum size of my and computational overhead for recomputing paths is mostly relevant in
very large networks and could be further investigated in future work.

Example

Figure 6.1 illustrates GCASP’s adaptive routing for a flow f. In step 1, f is sent along the shortest
path from its ingress towards its egress. On the path, intermediate nodes (omitted in the figure)
process f greedily. At vq, the outgoing link on the shortest path is congested and the path is
recomputed (step 2). In this example, f reaches its egress without being fully processed. Hence,
GCASP randomly selects v3 as new, temporary destination and sends f towards v3 (step 3).
Nodes on the path continue to process f greedily such that f is fully processed when reaching
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intermediate node v,, which is still close to the egress. At that point, f is immediately rerouted
to its egress node and leaves the network successfully (step 4).

Figure 6.1.: Example illustration of GCASP’s adaptive routing. (Figure from [S24]; © 2020 IEEE.)

6.4.2. Score-Based Coordination with Adaptive Shortest Paths

While full, up-to-date global knowledge may be unrealistic, it is likely that some information is
available through monitoring or beaconing. I designed SBC to leverage such available information
for its coordination decisions. In particular, SBC calculates node scores based on the available
information that indicate each node’s suitability to process a given flow. Rather than sending
all flows to their egress nodes along the same shortest path, SBC tries to distribute flows among
different paths and actively selects promising nodes for processing. SBC’s score calculation can
be configured according to metrics that are being monitored by a system like Prometheus [46].
In contrast to centralized approaches, which require global knowledge, SBC also works with
limited information, e.g., just from neighboring nodes. Hence, the amount of collected and
exchanged information to be used by SBC can be adjusted freely.

GCASP . I N

Figure 6.2.: Rather than sending all flows along the same shortest path, SBC avoids congestion by distribut-
ing flows across different nodes based on their calculated score. (Figure from [S24]; © 2020
IEEE.)

Motivating Example

Figure 6.2 illustrates the benefit of SBC over GCASP in an example. GCASP greedily sends all
flows with the same ingress and egress node (here, f1, f) along the same shortest path (dashed
lines). All flows compete for node and link resources on the path which may lead to congestion,
overloaded nodes (e.g., v1), and dropped flows. Instead, SBC can use available monitoring
metrics, e.g., current node utilization or number of dropped flows per node. For each node, SBC

67



6. Fully Distributed Coordination

calculates a score based on the weighted metrics and selects the most suitable destination nodes
(with the highest score) for processing each flow. Here, nodes v,, v3 receive the highest score for
f1, f2, respectively. Processing the flows there avoids congestion and dropped flows.

Algorithm

Algorithm 5 SBC Algorithm

1: procedure SBC(v, f)

2: if v = v then

3 SET_DEST(v, f, V, L)

4 if v = my.dst then

5 if ro(t|xc,0(t) = 1 Ayye,(t) = v) < cap, and ¢5 # & then
6: xcf,v(t) —1
7
8
9

yf,cf(t) —v
SET_DEST(v, f, V, L)
FORWARD_FLOW(?, f, L)

10: procedure SET_DEST(v, f,V, L)
11: if =9 then

12: my.dst < v}efg

13: else

14: Vo f < candidates(v, f,V, L)
15: forall v’ € V, ¢ do

16: 8(v")  Yicp,ay wiai(v')
17: my.dst < argmax,[g(v')]

18: my.path < shortest path(v, ms.dst, L)

Algorithm 5 shows the SBC algorithm, which is called when a new flow f starts arriving at a
node v. If v is f’s ingress node, v computes the first destination node for processing f (lines 2-3).
The calculation of the destination node based on available information is the core procedure of
SBC (lines 10-18). If f is already fully processed (c; = @), its egress node is set as destination
(lines 11-12). Once f reaches its egress fully processed, it successfully leaves the network.
Otherwise, SBC chooses a new suitable destination node from a set of candidate nodes based
on their calculated score (lines 15-16). Specifically, for each candidate node v/, it considers
aset A = {ay,..,ar} of k weighted (by w;) node attributes 4; to calculate an overall node
score ¢(v') (lines 15-16). Attributes A and candidate nodes Vy,f can be selected depending on
the available information in the network, e.g., V,, ¢ could be all nodes V or just neighbors V,
(line 14). Attributes a; should be scaled to [0, 1] for comparability and reflect available metrics of
interest that help asses a node’s suitability for processing. Examples are the shortest path delay
to the egress via v/, the current utilization of v/, the amount of successfully processed flows
at v/, etc. The configuration used for evaluation is described in Section 6.5.1. Ultimately, the
candidate v’ with the highest score g(¢v') is chosen as next destination and the shortest path is
calculated, e.g., using Dijkstra’s algorithm [57] (lines 17-18). Similar to GCASP, SBC then forwards
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f along the computed path (line 9) using Algorithm 4. Rather than processing f greedily on
the path, f is processed at its selected destination node if it has enough available resources
(lines 4-7). Afterwards, a new destination is selected (line 8).

Complexity

Like GCASP, SBC makes fast forwarding and processing decisions in O(1). Only adapting the
shortest paths due to congestion and setting a new destination require more time. The latter
requires O(|V; ¢|¢) where ¢ is the time complexity of calculating g(v), which depends on the
complexity of computing the chosen node attributes. If all attributes are simple measurements
that can be retrieved in O(1), it results in ¢ = O(k) = O(1) and complexity O(|V, ¢[) for setting
a new destination. Calculation of the shortest path can be done in O(|V|?) or O(|L| + |V|log |V|).
In addition to the static network topology, SBC also relies on k attributes and the computed
score for all candidate nodes V, ;. Hence, SBC’s space complexity is O(|V| + |L| +k|V, ¢|) =
O(IVI+ LI+ [Vas1):

6.5. Evaluation

6.5.1. Evaluation Setup

I evaluate the two proposed algorithms, GCASP and SBC, using extensive simulations on the
real-world DFN network topology [142] with 58 nodes and 87 links, which I consider to
be a representative example of medium to large networks in practice. Link capacities are
cap; = 50VI € L and node capacities are either homogeneous or heterogeneous, depending on
the evaluation scenario. In the homogeneous case, all nodes have capacity cap, = 10. In the
heterogeneous case, cap, € {0,10,50} is picked in a random, weighted manner such that the
average node capacity is similar to the homogeneous case.

Furthermore, I consider three services s; = (CIps, Cproxy, Cweb), 52 = {Cproxy, CIDS, Cweb), and
s3 = (crw, cppr)- Instances of each service component require resources linear in the currently
processed load. Furthermore, they incur a per-flow processing delay that is normally distributed
with A (5ms, 1ms), where values are cut off at 0ms to prevent negative delays. Flows arriving
at the network’s ingress nodes request one of the three services chosen uniformly at random.
For each ingress, flow inter-arrival times vary randomly between 1, 2, 5, and 10 time steps,
flow duration € {1,2}, and flow data rate A f€ {1,2,4,6}, representing scenarios with many,
short flows (Case II in Section 3.1.3). The duration per experiment is T = 1000 time steps.

SBC’s configurability allows numerous different variants of candidate node selection and at-
tributes A. For the variant used in the evaluation, the score of each candidate node ¢’ is
calculated based on k = 3 equally weighted (w; = 1) attributes:

1. The shortest path delay from current node v to v’ and from there to the egress.

2. The number of dropped flows at v’ so far.
3. The total data rate of flows currently being processed or forwarded at v'.
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Candidate nodes V;, ¢ are all nodes other than current node v with sufficient remaining resources
for processing f. This requires frequently recomputing set V; ¢ according to the current node
utilization and requirements of flow f. Consequently, SBC is indeed significantly slower than
GCASP but still much faster than a typical centralized approach (Section 6.5.4).

I compare GCASP and SBC with the centralized coordination algorithm BSP from Chapter 4. I call
BSP once for each new flow entering the network to compute where to process and how to route
the flow. In doing so, BSP requires global knowledge of the current node and link utilization.
Even with up-to-date global knowledge at the time of flow arrival, BSP may choose a currently
free node for processing that is later fully utilized by other flows when the scheduled flow
arrives there. Hence, flows may be dropped when they arrive for processing at an over-utilized
node. Thus, I also consider a variant, BSP+, where I call BSP again to recompute flow processing
and routing when a flow cannot be processed at an overloaded node.

All experiments were repeated 50 times with different random seeds. Figures show the mean and
95 % confidence interval of these repetitions. For running the evaluation, I used machines with
Intel Xeon W-2145 CPU and 32 GB RAM. For reproducibility, I publish the code of both proposed
fully distributed algorithms, the used simulator, and all evaluation results on GitHub [S23].
Similarly, BSP is publicly available [S12].
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Figure 6.3.: The fully distributed coordination approaches process similar or even more flows success-
fully than the centralized BSP+ approach. GCASP is better with homogeneous and SBC with
heterogeneous node capacities. (Figure from [S24]; © 2020 IEEE.)

6.5.2. Solution Quality

First, I compare the achieved solution quality of the proposed fully distributed coordination
algorithms (GCASP and SBC) and the centralized approach (BSP and BSP+). As evaluation param-
eter, I vary the ingress node percentage, i.e., the percentage of nodes in the network at which
flows arrive. With an increasing ingress node percentage, more nodes are randomly selected
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as ingress nodes, leading to increasing overall load. The percentage of egress nodes is fixed to
30 %, to which flows are assigned uniformly at random. I also vary between homogeneous vs.
heterogeneous node capacities. As metrics to evaluate the coordination quality, I consider the
percentage of successfully processed flows oy and their average end-to-end delay o, at the end
of each experiment as defined in Section 6.3. I also consider resource utilization of both nodes
and links since coordination algorithms should use resources economically.

Successful Flows

Figure 6.3 shows the percentage of successful flows achieved by the different algorithms. The
percentage of successful flows decreases with increasing load as the network becomes more
congested and some flows cannot be processed or forwarded. BsP drops comparatively many
flows as it only makes coordination decisions once per flow when flows enter the network, based
on information that may be outdated soon after. This is due to the considered scenario with
many, rapidly arriving, sequential, and partially overlapping flows (Case II), where information
such as resource utilization changes very frequently. In contrast, typical centralized coordination
approaches, including BsSP, are designed to focus mainly on few, long-running flows (Case I).
BsP+, which recalculates flow processing and routing whenever a flow would otherwise be
dropped due to lack of node capacities, performs much better and achieves close to 100 %
successful flows.
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Figure 6.4.: While average end-to-end delay increases with increasing load, the fully distributed coordi-
nation approaches can compete with or even outperform centralized BSP and BSP+. (Figure
from [S24]; © 2020 IEEE.)

Nevertheless, the two fully distributed algorithms process a similar number or even more
flows successfully than BSP+. Clearly, the many fast and individual per-node decisions of these
fully distributed algorithms work well and process close to 100 % of flows successfully. In the
network with homogeneous node capacities (Figure 6.3a), GCASP even outperforms all other
algorithms, even though it uses no global knowledge except for the static network topology.
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This is because, with homogeneous node capacities, there are likely enough compute capacities
on the shortest path from ingress to egress and around the egress node. In contrast, in the case
of heterogeneous node capacities (Figure 6.3b), SBC is slightly better than GCASP and on par with
BSP+ because it leverages available knowledge to actively select nodes with sufficient processing
capacities. Still, GCASP processes more than 90 % of flows successfully even under high load.

End-to-End Delay

Figure 6.4 shows the average end-to-end delay of successfully processed flows. With heteroge-
neous capacities, the approaches have to route along longer paths to reach nodes with sufficient
resources, generally leading to higher delays than in the homogeneous case. While BSP drops
an increasing percentage of flows with increasing load, it ensures relatively low and constant
end-to-end delay for the remaining successful flows. For the other algorithms, average end-to-
end delay increases with increasing load as more flows are rerouted due to congestion, leading
to longer paths. Again, the fully distributed algorithms can compete with and even outperform
the centralized BSP and BSP+ approaches. The figure also confirms that the greedy GCASP is best
in the homogeneous case (Figure 6.4a). In the heterogeneous case (Figure 6.4b), SBC is better
again and achieves lower end-to-end delay.
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Figure 6.5.: The fully distributed coordination approaches utilize node resources comparably to centralized
BSP+. (Figure from [S24]; © 2020 IEEE.)

Resource Utilization

Figure 6.5 shows the node resource utilization averaged over all nodes. The node utilization
correlates with the percentage of successful flows in Figure 6.3 as processing more flows
completely (i.e., successfully) requires more node resources. Accordingly, BSP requires less node
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Figure 6.6.: The fully distributed coordination approaches utilize similar or less link resources than
BSP+. Again, GCASP works best with homogeneous node capacities, whereas SBC excels in
heterogeneous scenarios. (Figure from [S24]; © 2020 IEEE.)

resources than the other algorithms because it drops more flows. The two distributed algorithms
utilize similar percentages of node resources as the centralized BSP+ approach.

Figure 6.6 shows the link resource utilization averaged over all links. Again, by dropping more
flows, BSP reduces the overall load in the network and thus also the link utilization compared
to the other algorithms. More interestingly, the link utilization also reflects how efficiently the
algorithms route traffic. Longer detours lead to more traversed links and higher link utilization.
For homogeneous traffic (Figure 6.6a), both distributed algorithms utilize less than 30 % link
resources and far less than BSP+, which reroutes traffic whenever flows could not be processed.
As discussed before, GCASP performs worse for heterogeneous traffic (Figure 6.6b) and routes
flows along detours to complete processing. Nevertheless, the link utilization of GCASP is not
much higher than of BSP+. SBC uses available information to route traffic more effectively and
outperforms BSP+ in terms of link utilization.

6.5.3. Coordination Stability

The results in Section 6.5.2 show the quality metrics at the end of each experiment, i.e., after
T = 1000 time steps. In this section, I evaluate the coordination stability over these 1000 time
steps during which flows keep arriving randomly as described in Section 6.5.1. I consider the
DFEN network with heterogeneous node capacities and 30 % ingress nodes. Figure 6.7 shows
that both the percentage of successful flows (Figure 6.7a) and the average end-to-end delay
(Figure 6.7b) are very stable over time for all algorithms. The initial jump from f = 0 to + = 100
is simply because all metrics are initialized to 0. While GCASP performs worse on heterogeneous
than on homogeneous node capacities, its achieved end-to-end delay still only increases slightly
in the beginning but then converges and stabilizes.
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Figure 6.7.: The fully distributed coordination approaches are stable in terms successful flows and end-to-
end delay, similar to centralized approaches. (Figure from [S24]; © 2020 IEEE.)

Figure 6.8 shows the average node and link utilization over time. Again, the utilization is fairly
stable for all algorithms. Only for BsP+ the link utilization slowly grows over time as more
and more flows are being rerouted due to congestion. Overall, the results indicate that the two
distributed algorithms not only achieve competitive solution quality but also converge early
and maintain stable coordination over time.

6.5.4. Scalability

In addition to ensuring high and stable service quality, coordination should be fast and scalable
to handle rapidly arriving flows in practical scenarios. To evaluate coordination scalability, I
compare the number of coordination decisions (i.e., algorithm calls) and algorithm runtime
of the different approaches. Again, I consider the DFN network with heterogeneous node
capacities and 30 % ingress nodes. Figure 6.9 shows the algorithms” number of coordination
decisions on a logarithmic scale. The proposed fully distributed algorithms (GCASP and SBC)
coordinate each incoming flow individually at each node. In contrast, BSP and BSP+ are only
called once when a new flow enters the network and, in case of BSP+, when a flow cannot be
processed due to lack of node resources. Hence, the fully distributed algorithms make far more
coordination decisions in total and per flow than the centralized approaches (Figure 6.9a). I
assume that BSP and BSP+ make all decisions at a single centralized node (at least logically). On
the other hand, GCASP and SBC distribute coordination over all nodes in the network such that
they still make significantly fewer coordination decisions per node.

The runtime for these coordination decisions is even more important than the number of

decisions. Due to their simplicity, the runtime (per flow, per node, and in total) of the fully
distributed algorithms is much lower than of BSP and BsP+ (Figure 6.9b). While I do not consider
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Figure 6.8.: The fully distributed coordination approaches converge quickly to a solution with stable
resource utilization. (Figure from [S24]; © 2020 IEEE.)

this coordination time as part of a flow’s end-to-end delay in Sections 6.5.2 and 6.5.3, it would
still impact overall delay and service quality in practice.

I also tested GCASP and SBC successfully on the large GTS CE network [142] with 149 nodes
and 193 links. Compared to the DFN network, the algorithms’ total decisions and runtimes
were higher, but the numbers per flow and per node were comparable to the ones in the
DEN network. Due to the prohibitive long runtimes of BSP and BSP+, I do not present a full
performance evaluation on GTS CE. Nevertheless, the results on the two networks indicate that
the proposed fully distributed algorithms scale well to practical, large-scale networks.

6.6. Conclusion

The proposed fully distributed algorithms coordinate services well and achieve service quality
comparable to centralized coordination algorithms. At the same time, they require less or no
global network information, are faster, can be massively parallelized, and are more robust to
failures. These attributes make them ideal for fast-paced coordination in large networks with
many, short, and rapidly arriving flows (Case II in Section 3.1.3).

In such scenarios (Case II), centralized approaches like BSP in Chapter 4 are unsuitable since they
rely on global network information, which is quickly outdated or even completely unavailable
due to fast fluctuations. Coordinating all incoming flows centrally also becomes too slow or
even intractable for many, short flows, particularly in large networks. In contrast, centralized
approaches like BSP are well suited for scenarios with fewer, longer flows, which arrive and
depart infrequently and where the network is stable in between (Case I). In scenarios with few
and long flows, global information is realistically available and remains up-to-date for longer
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Figure 6.9.: The fully distributed coordination approaches only make few decisions per node and are
magnitudes faster than BSP and BSP+ (logarithmic scale). (Figure from [S24]; © 2020 IEEE.)

time. Here, centralized decisions are feasible and the overhead of more complex coordination
algorithms is justified to reach better coordination results as flows stay in the network longer.

In comparison, the hierarchical coordination approach in Chapter 5 represents an intermediate
approach. It requires less global information, decides faster, and scales to larger networks than
typical centralized coordination approaches. Yet, the sophisticated two-phase procedure still
requires substantial computational effort and may be too slow in scenarios where flows arrive
rapidly (Case II). Instead, it is ideal for intermediate cases with several medium to long flows
in large networks, where centralized approaches are slow and fully distributed coordination
approaches sacrifice solution quality.

In future work, these different techniques could be combined into a hybrid coordination
approach that classifies incoming flows (e.g., elephant and mice flows [42]) and dynamically
selects a suitable coordination technique. Important coordination decisions for long-lasting flows
could be highly optimized by a central coordination approach or, in large networks with more
flows, by a hierarchical coordination approach. Fast, short flows could be coordinated quickly
with low overhead in a fully distributed manner. The fully distributed coordination approaches
could also be used as fallback mechanism if the centralized or hierarchical coordination becomes
too slow, e.g., reaching a timeout before making a coordination decision.

Opverall, the conventional approaches presented in Part I enable efficient and automated network
and service coordination for high service quality with low costs. In principle, the approaches
can be applied to scenarios with any network, services, and traffic as described in Chapter 3.
Still, they follow hard-wired algorithms or solve predefined Mixed-Integer Linear Programs
(MILPs) designed by human experts with certain built-in assumptions, e.g., known resource
utilization (A ). Part I complements these conventional approaches with novel coordination
approaches using machine learning, which rely less on human expertise and instead leverage
available data to learn network and service coordination and adapt to any given scenario.
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7. Machine Learning for Dynamic Resource
Allocation

An important part of network and service coordination is dynamic resource allocation, i.e.,
deciding the amount of allocated resources for each placed instance. Existing coordination
approaches often allocate fixed amounts of resources per instance, which easily leads to either
over-allocation or under-allocation of resources and consequently to either waste of resources
or bad service quality. My coordination approaches in Part I are more flexible and allocate
resources relative to the load that each instance has to process. To do so, these approaches
still rely on a priori knowledge of function r.(A) to model the resource requirements for each
involved service component c. Estimating such resource requirements manually is hard and
prone to errors, even for domain experts, such that human operators often resort to allocating
fixed, large amounts of resources.

To solve this problem, I propose the first machine learning approach in Part II. It trains
machine learning models on data from real service components, comprising measurements of
allocated resources and resulting performance. For each component, the trained models can
then accurately predict the required resources to handle a certain load. I integrate these machine
learning models into the Bidirectional Scaling and Placement Coordination Approach (BSP)
from Chapter 4 and evaluate their impact on resulting service placement. The evaluation
based on real-world data shows that using suitable machine learning models effectively avoids
over-allocation and under-allocation. Compared to typical fixed resource allocation, it reduces
resource consumption by up to 12 times and total delay by up to 4.5 times.

This chapter is based on my paper [S35], for which I developed the ideas and approaches, wrote
code, and produced all experiment results. Narayanan Puthenpurayil Satheeschandran did
some preliminary work on the same topic in his master’s thesis [222] that also contributed to
the paper. I designed the topic and work plan of his thesis and advised it closely, providing the
key ideas and strongly guiding development and evaluation. Based on lessons learned from this
master’s thesis, I reimplemented, extended, and evaluated all ideas and approaches and finally
prepared and wrote the paper. This chapter contains verbatim copies of this paper [S35]: Stefan
Schneider et al. “Machine Learning for Dynamic Resource Allocation in Network Function
Virtualization.” In: IEEE Conference on Network Softwarization (NetSoft). IEEE. 2020, pp. 122-130,
© 2020 IEEE. In this chapter and throughout my dissertation, I consistently write in the first-
person singular form (“I” rather than “we”) for ease of reading. The corresponding source code
is publicly available on GitHub [S14].

7.1. Introduction

Network and service coordination requires service scaling and placement as well as flow
scheduling and routing as described in Chapter 3. For each placed instance, coordination
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approaches need to allocate or reserve a suitable amount of resources. Conventionally, each
service component c is instantiated with a fixed amount of resources r. that is predefined
by the developer or operator. For example, in Network Function Virtualization (NFV) where
network services consist of chained Virtual Network Functions (VNFs), VNF developers can
specify fixed resource requirements per instance in the VNF descriptor [71]. These descriptors
are then uploaded to the orchestration system and used for resource allocation. However,
VNFs and other components typically do not require constant resources but need more or less
resources depending on the traffic load [Sg, 252]. Thus, allocating a fixed amount of resources
easily leads to either under-allocation or over-allocation of resources. In case of under-allocation,
placed instances lack resources to process all packets, leading to packet drops and reducing
service quality or even completely disrupting service functionality. Thus, a plausible strategy
for operators is to avoid under-allocation by allocating fixed, large amounts of resources to each
instance. This, in turn, leads to over-allocation, wasting resources, blocking other instances from
using these resources, and resulting in unnecessarily high costs.

To this end, some approaches for network and service coordination [37, 95, 214, 59, S2, 518,
S24], including those presented in Part I, consider resource requirements relative to the load
an instance has to handle. This relationship between load and required resources can be
modeled by a function r.(A) for instances of a component ¢ with incoming traffic of data
rate A (Section 3.1.2), where resources 7.(A) may be required to meet a predefined Service-
Level Agreement (SLA). While this approach allows dynamic and more fine-grained resource
allocation, it relies on accurately defining function r.(A) for all components to model their
resource requirements. Even with domain knowledge of a specific service component, it can
be very difficult to manually estimate its exact resource requirements and to model r.(A)
accurately.

To mitigate these issues and take appropriate resource allocation decisions, an understanding of
the relationship between the load an instance is supposed to handle, the resources dedicated to
it, and the resulting performance is necessary, which can be expressed in a so-called performance
profile. Performance profiling is an approach to measure the performance for instances of a
given component with varying resource configurations [201, 216, 132]. The relationship between
a component’s performance and resource requirements is often non-linear [252] and hard to
extract from raw measurement data, which can contain millions of data points [S9].

These properties make performance profiles ideal candidates for machine learning, automatically
deriving suitable, accurate, and compact models from measurement data. I compare machine
learning approaches from different families of regression algorithms (e.g., linear, tree-based,
kernel-based) as well as neural networks. For each approach, I evaluate the approximation
accuracy and ability to generalize to values that lie between measured data points. Rather than
proposing a completely new coordination approach, I focus on how to model and determine
the required amount of resources per component instance. The derived models can then be
used inside existing or future coordination approaches to accurately approximate resource
requirements for each instance and allocate resources accordingly. This dynamic resource
allocation using machine learning helps to ensure good service quality while avoiding over-
allocation and under-allocation. Overall, the contributions of this chapter are:

¢ I design a modular workflow for deriving trained machine learning models from raw
performance measurements and for using them in coordination approaches to accurately
approximate resource requirements (Section 7.4).

® In Section 7.5.1, I use six different machine learning algorithms on real-world data to
train and compare resulting models for approximating resource requirements.
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¢ ] integrate these models for dynamic resource allocation into the existing BSP coordination
approach [S2], evaluate their impact on resulting solution quality, and investigate potential
trade-offs regarding computational runtime (Sections 7.5.2 and 7.5.3).

¢ The corresponding source code and models are publicly available on GitHub [S14] to
encourage reproduction and reuse.

7.2. Related Work

7.2.1. Approaches Without Machine Learning

Most existing coordination approaches consider predefined, fixed resource requirements per
placed instance [160, 47, 88, 56, 91, 189]. While these algorithms may use horizontal scaling, i.e.,
adding or removing instances, to adjust to changing demand, they completely neglect vertical
scaling, i.e., dynamically adjusting the allocated (or reserved) resources per placed instance. As
mentioned before, predefined, fixed resource allocation can easily lead to poor service quality
or wasted resources.

Recent approaches [37, 214, 59, S2] improve this simplistic model of fixed resource requirements
by considering a linear relationship between the amount of allocated resources and the resulting
performance. While this increases the flexibility of the model, the linear function requires proper
parametrization, which is non-trivial. It is often also unrealistic, since components usually do not
have a strictly linear relationship between allocated resources and their performance [252, 60].
To this end, some authors [60, 214, 192] propose the use of piece-wise linear functions instead.
Piece-wise linear functions approximate non-linear functions by splitting them into separate
pieces that are then each approximated by different linear functions. Optimization problems
with piece-wise linear functions (but not with non-linear functions) can still be solved by
standard Mixed-Integer Linear Program (MILP) solvers and are thus useful for MILP approaches,
e.g., in Chapter 5. A major drawback, especially for highly non-linear functions [67], is that
the approximation with piece-wise linear functions either becomes increasingly inaccurate or
increasingly cumbersome as the function has to be split in smaller and smaller pieces. Similarly,
Eramo et al. [68] use a quite complex model considering packet length, flow data rate, and the
traffic state (assuming cycle-stationary traffic) to compute a realistic model for performance and
resource requirements of a given component. Due to complex required a priori knowledge (e.g.,
about the traffic states), such a model is challenging to use.

Overall, most models for resource allocation that are used in existing coordination approaches
are either very simplistic or require human expert knowledge of each used service component.
In contrast, the proposed machine learning approach in this chapter learns accurate models
automatically and directly from real performance measurements. To this end, this chapter builds
on existing work on performance profiling, particularly in the context of NFv [201, 216, 132].
The proposed machine learning approach is complementary to most coordination approaches
as the resulting trained machine learning models can be integrated into existing approaches
with little overhead.
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7.2.2. Machine Learning Approaches

As one of the open challenges for machine learning in networking, Ayoubi et al. [20] mention the
mapping from high-level requirements to low-level configurations. This chapter addresses this
challenge by automatically mapping desired performance (i.e., processing a certain data rate)
to required resource configurations. Similarly, other machine learning-based approaches have
been used successfully to predict instances’ processing delays [147] and traffic demands [277,
75]. The approach in this chapter is complementary and could be combined with this related
work.

Other authors have also proposed machine learning for predicting resource requirements [230,
177] but with important limitations: Sembiring et al. [230] only rely on historical data but do
not take traffic load into account for predicting resource requirements. Mijumbi et al. [177]
use graph neural networks to derive a model for resource requirements from the topology
of sub-components within a given component. In contrast to my approach, theirs requires
detailed insight into internals of each component. It also disregards that different instances
of the same component may process different traffic loads and thus may have very different
resource requirements, limiting the accuracy of their model.

Most similar to the approach in this chapter, van Rossem et al. [252] use performance profiling
to collect performance measurements and propose machine learning to learn from these mea-
surements. Compared to my work, van Rossem et al. focus more on the process of performance
profiling but also mention dynamic resource allocation as high-level use case. Complementing
and going beyond their work, I apply machine learning on available performance measurements
and focus on integrating the trained models into existing coordination approaches for dynamic
resource allocation. Additionally, I evaluate the impact of different models on the resulting
service placements.

7.3. Problem Statement

The goal of this chapter is to use machine learning to approximate the required resources for
instances of each service component. The resulting machine learning models can be used inside
existing coordination approaches for improved dynamic resource allocation.

Figure 7.1 illustrates the problem using example data, which is similar to the real-world
Nginx dataset used for evaluation (Section 7.5.1). Here, the true resource requirements increase
superlinearly with increasing traffic load (black, solid line). The typical approach of assigning
fixed resources based on the maximum expected traffic (here, r. = 0.8) leads to severe over-
allocation (red, dotted line). Such severe over-allocation not only wastes resources but may also
affect service placement and resulting Quality of Service (QoS) as illustrated in Figure 7.2. The
figure shows an example with two placement options of two chained instances, depending
on the resource allocation model of Figure 7.1. The true required resources r.(5) = 0.3 would
allow placing both instances close to the user with low delay (dark boxes). However, when
allocating fixed resources r. = 0.8 to each instance, they have to be distributed over different
nodes (here, with cap,, = 1), leading to unnecessary link delay and reduced service quality (red
boxes). This is particularly relevant for network and service coordination in edge computing
scenarios, where nodes have very limited capacities.
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Figure 7.1.: Example of true resource requirements in comparison to fixed and linear resource allocation.
(Figure adapted from [S35]; © 2020 IEEE.)

True resource
requirements

Figure 7.2.: Two example placement options depending on the instances’ resource allocation. Severe
over-allocation leads to placement of instances at separate nodes and additional link delay.
(Figure adapted from [S35]; © 2020 IEEE.)

To overcome the problems of typical fixed resource allocation, coordination approaches need to
allocate resources dynamically by approximating components’ true resource requirements as
closely as possible. The key challenge here is to model resource requirements r.(A) accurately
by choosing a suitable approximation function and to parameterize it correctly. To quantify the
approximation accuracy, I consider the Root Mean Squared Error (RMSE). The RMSE averages all
approximation errors over n samples with y; being the true target value and f; the approximated

1=
indicates more accurate approximation of the true resource requirements.

value (here, required Central Processing Unit (CPU) time): RMSE = " (y’;iy’)z Lower RMSE

Linear functions are simple and commonly used to approximate r.(A) but can still be hard to
parameterize manually. Therefore, I propose to automatically derive suitable parameter settings
from real-world measurement data through automated regression techniques (Section 7.4).
Even with proper parametrization, linear approximation still easily leads to under-allocation
or over-allocation if the true resource requirements are non-linear, e.g., in Figure 7.1. Hence,
I also discuss non-linear approximation models that can be parameterized automatically by
using machine learning on available measurement data. In Section 7.5, I then compare both
approximation accuracy (in terms of RMSE) and resulting service placements when integrating
different approximation models with an approach for network and service coordination.

83



7. Machine Learning for Dynamic Resource Allocation

7.4. Machine Learning Approach

To ensure that the allocated resources closely match the real requirements of each instance, I
propose to use performance profiles derived from measurement data using machine learning.
I provide an overview of the proposed approach in Section 7.4.1 and describe its details in
Sections 7.4.2—7.4.4.

7.4.1. Overview

Figure 7.3 illustrates the proposed overall approach, which consists of four steps. It starts
with profiling a given component (e.g., a VNF in NFV), testing it systematically with different
resource configurations and measuring its corresponding performance (step 1). In step 2, the
resulting raw performance measurements are used to train machine learning models. In doing
so, these machine learning models learn to approximate the amount of resources a specific
component requires to successfully handle a given traffic load. The trained models generalize
the measured data such that it can approximate resource requirements for traffic loads that lie
between measured data points. In step 3, the machine learning models are integrated into a
coordination approach, where they are used to approximate the resource requirements r(\)
for an instance of a component ¢ that needs to process traffic load A. Hence, in step 4, these
coordination approaches can leverage the machine learning models for accurate resource
allocation, mitigating the problem of over-allocation and under-allocation.
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Performance Machine Learning Coordination
Measurements Models AppiaCheS
L G RENS R
HAProxy Linear Reg. VNF-P
Squid SVR BSP
Suricata Decision Tree SPRING
Gradient Boosting CPVNF

MLP

Figure 7.3.: Modular workflow from raw performance measurements to machine learning-based resource
allocation and placement. (Figure adapted from [S35]; © 2020 IEEE.)

The whole process from step 1 to 3 can be performed offline in advance, e.g., directly after
developing and publishing a new component. While the process is time-consuming, it only has
to be performed once per component since trained machine learning models can be saved and
reused later. In scenarios with limited time, e.g., where new services need to be deployed quickly,
limited but relevant data could be collected through time-constrained profiling [200] and be
used for short pretraining. The machine learning models could then be continuously improved
and retrained on more data collected during deployment [256]. In step 4, the coordination
approach loads the trained machine learning models for all requested components and uses
them to dynamically allocate resources to each placed instance. In contrast to training machine
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learning models, inferring approximated resource requirements is very fast (less than 1 ms in
the evaluation) and can be done online.

All elements in the described process are freely exchangeable. In particular, the approach is not
limited to a specific kind of component, machine learning model, or coordination approach
(Figure 7.3). Instead, performance profiling can automatically measure the performance of
any available component and the measurement results can be used for training any machine
learning regression model; I evaluate different options in Section 7.5. Finally, the trained machine
learning models can be integrated into existing coordination approaches with relatively little
overhead.

7.4.2. Performance Profiling

Performance profiling is the process of systematically testing a given component under different
resource (and other) configurations while measuring its performance, e.g., in terms of maximum
sustainable traffic load, when sending as much traffic as possible through an instance of the
component. Particularly in the context of NFv, several authors have proposed how to automate
this process [201, 216, 132] and perform it effectively within limited time [200]. Performance
profiling is typically performed offline, i.e., before deployment of a component, either by the
developer or by the operator directly after onboarding a new component. In principle, more
profiling data could also be collected online during service deployment [185, 89]. There is also a
trend to open datasets of community-created performance profiles [Sg].

Performance profiling leads to massive amounts of raw measurements per component (often
millions of data points [Sg]), reflecting the real behavior and dynamics of a component. These
recorded datasets usually contain many, potentially component-specific configuration parame-
ters and measurement metrics. For the purpose of resource allocation, I am only interested in
metrics related to resource requirements and the corresponding performance. Typically, various
configurations of CPU time (in percent) and memory (e.g., in MB) are tested per component,
recording performance in terms of maximum sustainable traffic load (e.g., in Mbit/s). In addi-
tion, other parameters possibly affecting performance (e.g., configurable thread count) could be
considered.

7.4.3. Learning Resource Requirements

For training machine learning models on performance measurement data, the dataset needs to
be split into a feature set containing the performance measurements (e.g., maximum sustainable
traffic load) and a set of target values containing the resource requirements. Due to possible
errors in the performance profiling process, some values may be missing in the dataset and can
be replaced through imputation (e.g., with the median) [123]. I also found that it is important
to scale all features and targets to values between o and 1, particularly for neural networks,
which are sensitive to the ranges of input data (Section 7.5.1). Without scaling, the measurement
data is often in vastly different value ranges, depending on the unit of recorded data, e.g., data
rate in the thousands of kB/s vs. required CPU time in [0, 1]. Similarly, hyperparameter tuning
can greatly improve approximation accuracy, especially for more complex models with many
hyperparameters, e.g., neural networks (Section 7.5.1).
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Generally, any machine learning regression algorithm can be used for training models on
performance measurements. For components with a linear or almost linear relationship between
resource requirements and resulting performance, linear regression or ridge regression [113]
are suitable. Such linear approximation is simple and fast without requiring much (or any)
hyperparameter tuning (Section 7.5.1). If the relationship is clearly non-linear or unknown, other
non-linear approximation techniques are preferred, e.g., Support Vector Regression (SVR) [62],
decision trees, or neural networks. Often, a combination of multiple techniques using ensemble
learning works better than each individual technique [220]. In Section 7.5, I evaluate and
compare four individual regression techniques and two ensemble learning approaches.

Independent of the selected machine learning algorithm, the trained models can be saved and
reused later without retraining. Similarly, the scaler used for preprocessing the data can be
saved and reused to ensure consistent processing of any new data. I suggest to upload the
trained models in an online repository (e.g., extending SNDZoo [S9]) to enable reuse by others.
Orchestration platforms can then retrieve the trained models directly from these repositories
and use them inside their coordination approaches.

7.4.4. Integration with Coordination Approaches

The trained models for all components of interest (e.g., all components C) can be integrated
into an existing or new coordination approach with minor technical overhead. Each service
component ¢ € C could be annotated with the corresponding trained model, which is used
to approximate r.(A). The coordination approach simply needs to load the associated model
into memory and then query the model to approximate the required resources for all instances
depending on their component and total traffic rate. Loading and querying works similarly for
all kinds of models, independent of whether the loaded model is a simple linear function or
a trained neural network (or any other approximation function). In fact, swapping different
machine learning models, e.g., for different components, is simple and completely transparent
to the rest of the coordination approach due to the consistent interface of common machine
learning models using the sklearn Application Programming Interface (API) [33].

As an example for a state-of-the-art coordination approach, I adjust BSP from Chapter 4 to
use machine learning models for dynamic resource allocation. The integration with BSP is
fairly simple and only requires to change less than 100 lines of code (available online [S14]).
Specifically, BSP tries to schedule new flows to existing instances to minimize the number of
placed instances. To avoid over-subscribing node resources, BSP uses the trained models to
approximate and predict the required resources of each instance (within a certain delay bound)
if it were to process the new flow. Among the available instances with sufficient resources,
it chooses an instance that is reachable with short path delay. If no instances have sufficient
resources, it starts a new instance nearby, selecting a node with sufficient resources according to
the approximated total resource requirements. Hence, the resource requirements approximated
by the trained machine learning models directly affect BSP’s scaling, placement, and scheduling
decisions. More details of the BSP embedding procedure are described in Section 4.2.2.

Using machine learning models for approximating resource requirements also enables more
algorithmic improvements of existing coordination approaches. Being aware of the potentially
non-linear relationship between allocated resources and resulting performance, coordination
approaches could actively optimize the total traffic load and resulting resource requirements
per instance through their scheduling and scaling decisions. This an interesting direction for
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future research, extending existing work in non-linear resource allocation [198, 250] to the use
of machine learning models.

7.5. Evaluation

To illustrate and evaluate the proposed machine learning approach for dynamic resource
allocation, I use performance measurements of two real-world service components. In particular,
I use performance measurements of the popular Squid cache [240] and the Nginx proxy [188]
from SNDZoo [S9]. Each of these datasets has 4.6 million data points with a subset being
performance measurements under varying resource configurations.

In Section 7.5.1, I use six different machine learning algorithms to learn the relationship between
instances” performance (maximum sustainable traffic load) and resource requirements (CPU)
from these datasets. I illustrate the importance of hyperparameter tuning and compare the
resulting approximation accuracy. In Sections 7.5.2 and 7.5.3, I use the adjusted BSP coordination
approach described in Section 7.4.4 with different machine learning models to approximate
resource requirements and allocate resources accordingly. I evaluate the impact of these different
models on the resulting service placements and on algorithm runtime using machines with an
Intel Xeon W-2145 CPU and 32 GB RAM.
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Figure 7.4.: RMSE of different machine learning models with default and tuned hyperparameters on the
Squid dataset. (Figure adapted from [S35]; © 2020 IEEE.)

7.5.1. Approximation Accuracy

To find the most accurate machine learning algorithm for learning from performance measure-
ments, I test and compare six different algorithms from different families of machine learning
approaches: Linear regression, ridge regression [113], SVR [62], random forest [31], gradient
boosting [84], and neural networks. Random forest and gradient boosting are examples of
commonly used ensemble methods. For the neural network, I consider the common Multi-Layer
Perceptron (MLP) architecture [196] with a single, densely connected hidden layer (128 hidden
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Figure 7.5.: Squid performance measurements and approximations of different machine learning models.
(Figure adapted from [S35]; © 2020 IEEE.)

units). In addition, I compare these machine learning models with the typical fixed model that
always assigns a predefined, fixed amount of resources to all placed instances.

Before being able to train machine learning models, the used measurement data has to be
preprocessed (Section 7.4.3). For faster processing and training, I filter the data to a subset
only containing relevant features, i.e., measurements of maximum sustainable traffic load for
varying CPU configurations. Additionally, I fill any missing values and scale the features, here,
the maximum sustainable traffic load, to a range of [0, 1], similar to the target values (CPU time).
Before scaling, the maximum sustainable traffic load was in the range of [0,3000]kB/s, i.e.,
in a vastly different range than the configured CPU times ([0, 1]). Feature scaling is especially
crucial for neural networks [127] but also for SVR. Without feature scaling, the considered MLP
neural network performs terribly—leading to an RMSE that is roughly 150 times worse than
with feature scaling. For other machine learning algorithms, e.g., linear regression or ensemble
learning, feature scaling only brings negligible benefits.

After preprocessing, I train and evaluate each machine learning model using 5-fold cross
validation [17]. For each model, I optimize the loss in terms of RMSE as defined in Section 7.3.
The figures show the mean RMSE with the 95 % confidence interval as error bars.

Squid Cache

Figure 7.4 shows the RMSE of the six machine learning models for the Squid cache dataset. In
addition to the six machine learning models, the figure also shows the error for the currently
prevailing model of assigning fixed resources to each placed instance (here, configured to
0.8 CPU). Not surprisingly, the fixed model does not approximate the true resource require-
ments of the Squid cache well, which leads to a very high average RMSE of around o.4. All
machine learning models perform significantly better (RMSE between 0.1 and o.2). Figure 7.4
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also compares the RMSE of all models with default hyperparameters and after automated hyper-
parameter tuning using grid search. With default hyperparameters, the linear models (linear
and ridge regression) perform best, but after hyperparameter tuning, SVR has a lower average
RMSE, closely followed by MLP. SVR and MLP have many hyperparameters such that tuning can
improve their performance significantly. In contrast, the simpler, linear models only have very
few hyperparameters and do not noticeably benefit from hyperparameter tuning.

As visualized in Figure 7.5, the performance measurements of the Squid cache show a strong
linear relationship between maximum sustainable traffic load and CPU for most measurements
(up to 2000kB/s), explaining the high accuracy of linear models. Figure 7.5 also shows the
approximations of some of the tuned and trained machine learning models as well as the
fixed model. In contrast to the fixed model, all machine learning models fit the data quite well.
SVR fits a non-linear function, which is quite smooth thanks to regularization. Conversely, the
gradient boosting model increases its approximation stepwise, which is due to the decision trees
being used within the model, breaking the data into different parts with similar approximated
value.

05 B Default
’ Tuned
0.4t
L
» 0.3
=
m L.

‘gl Iﬁlil |

Linear Ridge SVR Forest Boosting MLP  Fixed

Figure 7.6.: RMSE of different machine learning models with default and tuned hyperparameters on the
Nginx dataset. (Figure adapted from [S35]; © 2020 IEEE.)

Nginx Proxy

Similar to the Squid cache, I train all machine learning models on the Nginx dataset, with and
without hyperparameter tuning, and show their RMSE in Figure 7.6. Again, hyperparameter
tuning mostly improves the performance of the more complex models, here SVR, MLP, and
gradient boosting. For Nginx, the two ensemble methods perform better than all other machine
learning models.

As can be seen in Figure 7.7, Nginx’ true required CPU for increasing maximum sustainable
traffic load first increases roughly linearly but then rises dramatically for traffic loads above
2000 kB/s. While this is also visible for the Squid cache (Figure 7.5), it is much more pronounced
in the Nginx dataset, making linear approximation less suitable here.
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Figure 7.7.: Nginx performance measurements and approximations of different machine learning models.
(Figure adapted from [S35]; © 2020 IEEE.)

7.5.2. Impact on Network and Service Coordination

The previous section reveals significant differences in approximation accuracy between different
machine learning models and, in particular, their remarkable advantage over a fixed model. In
this section, I evaluate the impact of different models on network and service coordination when
using them for dynamic resource allocation inside an existing coordination approach. Here, I
consider BSP from Chapter 4 for coordination in the real-world Abilene network topology [142]
with unit compute capacity at each node. Furthermore, I consider three traffic sources with
an increasing number of flows leaving the sources, leading to growing traffic loads. I assume
a web-based network service consisting of the Squid cache and the Nginx proxy chained
together.

I consider the adjusted BSP algorithm in three different variants with different models to
approximate resource requirements and allocate resources for instances of Squid and Nginx,
respectively: In the first variant, BSP uses the currently prevailing fixed model with 0.8 CPU per
instance. In the second, it uses the trained linear models for both components (Squid and Nginx),
which represent the best case, i.e., with proper parametrization, that is achievable with recent
approaches using linear functions for r.(A). In the third variant, BSP uses the best models from
Section 7.5.1, i.e., the trained SVR for approximating Squid’s resource requirements rsquiq(A)
and gradient boosting for Nginx (rNginx (A))-

The true resource requirements of Squid and Nginx are only known for measurements in the
two datasets but not their true function r.(A). Compared to other models, SVR and gradient
boosting achieved the smallest RMSE in Section 7.5.1. Thus, I assume SVR and gradient boosting
to be closest to the true resource requirements of the two components, respectively, with
negligible over-allocation or under-allocation.

In the following, I evaluate the three variants while varying the traffic load. In these experiments,
BSP dynamically scales the number of placed instances, schedules flows to these instances, and
allocates resources according to the different models (Section 7.4.4). I compare the experiment
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outcomes in terms of three metrics of interest: The total amount of allocated resources, the
number of placed instances, and the total delay.

Impact on Total Resource Allocation

Figure 7.8 (left) shows the total allocated CPU with increasing traffic load for the three different
algorithm variants. With more traffic to process, BSP places more instances (compared next),
which require more resources in total to properly handle the increasing traffic load (considered
here). The amount of allocated resources depends on the traffic load, but is also strongly
affected by the approximated resource requirements r.(A) of each model. The figure shows that
assigning a predefined, fixed amount of CPU resources to each instance leads to a huge amount
of total allocated resources that grows rapidly with increasing traffic load, quickly filling up
and overloading the network’s resource capacities. Here, allocating a fixed amount of resources
leads to up to 12 times more allocated CPU resources than with SVR and gradient boosting,
signifying massive over-allocation.
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Figure 7.8.: Total allocated CPU in resulting service placements computed with different models. Right:
Close-up comparison. (Figure adapted from [S35]; © 2020 IEEE.)

Compared to the fixed model, the differences in total allocated CPU are much smaller between
linear approximation and the combined SVR and gradient boosting. Still, Figure 7.8 (right) shows
that the total allocated CPU resources in resulting service placements with the linear models
is up to 33 % higher or up to 69 % lower than in service placements computed with SVR and
gradient boosting. Since the SVR and gradient boosting models are more accurate than the linear
models (Section 7.5.1), this implies over-allocation and under-allocation for service placements
computed with the linear models.

Impact on Number of Placed Instances

Next, I consider the same experiment outcomes but compare the number of placed instances
instead of the total allocated resources. As described in Sections 7.4.4 and 4.2, BSP tries to mini-
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mize the number of used instances by scheduling flows to existing instances if the approximated
resource requirements do not exceed node capacity. In the considered scenario with limited
node capacities, BSP needs to start more and more instances at different nodes to balance the
increasing load. Figure 7.9 shows that this is most clearly visible for the case of fixed resource
allocation, where 2-3 times more instances are placed than in the SVR and gradient boosting
case. Again, the results with the linear models and the combined SVR and gradient boosting are
quite similar with respect to the number of placed instances. For higher load, the slight CPU
over-allocation of the linear models compared to SVR and gradient boosting adds up and forces
BSP to instantiate slightly more instances.
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Figure 7.9.: Model impact on the number of placed instances. (Figure adapted from [S35]; © 2020 IEEE.)

Impact on Total Delay

Finally, Figure 7.10 shows the total link delay of the computed service placements. As before,
service placements with the fixed model lead to much worse results and up to 4.5 times higher
total delay than with SVR and gradient boosting. Here, the higher total delay is caused by the
higher number of instances in the corresponding service placements. The more instances are
placed at different nodes in the network, the more traffic has to be sent via links between
them, leading to higher total delay. Again, the linear models and the SVR and gradient boosting
models lead to similar total delay for low traffic. For higher traffic, the total delay with the
linear models is up to 23 % higher than with SVR and gradient boosting due to more instances
in the service placement with linear approximation.

7.5.3. Runtime Analysis

Short computational runtime is important to quickly react to changes in demand. Training and
hyperparameter tuning can be performed offline up front. In contrast, coordination approaches
may require the trained models to quickly and frequently approximate and predict potential
resource requirements during online operation.
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Figure 7.10.: Model impact on the total delay. (Figure adapted from [S35]; © 2020 IEEE.)

Time per Prediction

Figure 7.11 (left) shows the measured time per prediction for each of the trained and tuned
models of Section 7.5.1. The fixed model returns the same predefined value instantly without
any computation. Also, all six machine learning models make very fast predictions within 1 ms
and, except for random forest, even within 0.1 ms. Differences in prediction time reflect the
complexity of the models: The two simple linear models (linear and ridge regression) are fastest
and the two ensemble learning models (random forest and gradient boosting) are slowest.
For each prediction, random forest and gradient boosting need to query multiple (here, 100)
decision trees and merge their approximated values, making them slower than the individual
regression techniques. While random forest allows its decision trees to grow very deep, making
it relatively time expensive, gradient boosting is much faster because it limits the tree depth.
Similarly, the MLP model uses a shallow neural network (1x 128 hidden units), enabling fast
predictions.

Time for Service Placement

Using these models in the adjusted BSP coordination algorithm, Figure 7.11 (right) shows the
algorithm’s total runtime on a logarithmic scale. The roughly 10+ times higher prediction time
of the random forest model compared to other models also leads to much higher algorithm
runtimes of over 1 min. All other machine learning have largely similar algorithm runtimes
between 1s and 2s.

Interestingly, the BSP algorithm runtime is not just affected by the prediction times of the
individual models but also by their approximation accuracy. Models that over-approximate the
required resources force BSP to balance these resources over more instances at different nodes.
As BSP repeatedly iterates over all instances, e.g., to schedule new flows to existing instances,
its total algorithm runtime increases with more instances (algorithm details in Section 4.2).
This effect is most noticeable for the fixed model: Even though it has almost zero prediction
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Figure 7.11.: Prediction and placement times for different models. (Figure adapted from [S35]; © 2020
IEEE.)

time, the total algorithm runtime with the fixed model is higher than with many machine
learning models. This is because the fixed model’s severe over-allocation leads BSP to place
many instances, increasing its total runtime. Hence, while there is a trade-off between prediction
time and accuracy, many machine learning models are accurate but still fast, which clearly pays
off in overall service quality and even algorithm runtime.

7.6. Conclusion

This chapter shows how machine learning can be used to automatically learn from real-world
data, deriving models that can accurately approximate components’ resource requirements
depending on the traffic load. Using these models in coordination approaches can significantly
impact the solution quality of resulting service placements: The evaluation shows that using
typical fixed resource allocation can lead to massive over-allocation of resources, many placed
instances, and high delay, potentially leading to high costs and bad service quality. Instead,
using trained machine learning models inside a coordination approach (e.g., the conventional
heuristics from Part I) improves dynamic resource allocation and results in less wasted resources
and better service quality.

In future work, the approach could be extended to also derive and predict other important
parameters from real-world data, e.g., components’ processing delays. When integrating these
machine learning models into existing coordination approaches, the scaling and scheduling
decisions of these approaches could be further improved taking the trained models into account.
This work also opens interesting research directions to reduce the initial training overhead
through transfer learning or continuous retraining.

In general, a key characteristic of this machine learning approach is that it relies less on human
expertise (here, knowledge of components’ resource requirements) than typical conventional
coordination approaches. Instead, it leverages available data to accurately and automatically
derive insights, here, learning components’ resource requirements. The following chapters of
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Part II extend this general idea to coordination approaches that learn network and service
coordination entirely by themselves without relying on conventional heuristics or human
instructions.
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8. Self-Learning Coordination

Network and service coordination is usually solved with custom, expert-designed approaches
such as the conventional approaches in Part I. While this typically works well for the considered
scenario, the models often rely on unrealistic assumptions or on knowledge that is not available
in practice (e.g., a priori knowledge). Chapter 7 partially mitigates this problem by replacing
expert knowledge of service components” resource requirements with automatically derived
machine learning models. This chapter goes one step further and proposes DeepCoord, a novel
Deep Reinforcement Learning (DRL) approach that learns network and service coordination
from its own experience when interacting with the network. It is geared towards realistic
assumptions and relies on available, possibly delayed monitoring information. Rather than
defining a complex model or an algorithm on how to achieve an objective, the model-free
approach adapts to various objectives and traffic patterns. An agent is trained offline without
expert knowledge or human instructions and then applied online with minimal overhead.
Compared to the Bidirectional Scaling and Placement Coordination Approach (BSP) from
Chapter 4, i.e., a state-of-the-art conventional heuristic, DeepCoord significantly improves flow
throughput (up to 76 %) and overall network utility (more than 2x) on real-world network
topologies and traffic traces. It also supports optimizing multiple, possibly competing objectives,
learns to respect Quality of Service (QoS) requirements, generalizes to scenarios with unseen,
stochastic traffic, and scales to large real-world networks.

This chapter is based on my papers [S21, S22], which build upon outcomes of the Real VNF
project [S20]. In the project, student assistants helped with developing prototypes and collecting
evaluation results. I led the Real VNF project over two years, proposed all key ideas, discussed
them with project partners, and drove their development. I closely advised and guided the
student assistants and wrote both published papers. This chapter contains verbatim copies of
these papers [S21, S22]: Stefan Schneider et al. “Self-Driving Network and Service Coordination
Using Deep Reinforcement Learning.” In: IFIP/IEEE Conference on Network and Service Manage-
ment (CNSM). ‘¥ Best Student Paper Award %& Invited Talk at the Internet Engineering Task
Force (IETF) 110 Meeting. IFIP/IEEE. 2020, © 2020 IEEE. Stefan Schneider et al. “Self-Learning
Multi-Objective Service Coordination Using Deep Reinforcement Learning.” In: IEEE Transac-
tions on Network and Service Management (TNSM) 18.3 (2021), pp. 3829-3842, © 2021 IEEE. In this
chapter and throughout my dissertation, I consistently write in the first-person singular form
(“I” rather than “we”) for ease of reading. The DeepCoord source code and the corresponding
simulation environment are publicly available on GitHub [S25, 526].

8.1. Introduction

While network and service coordination has been the focus of intensive study [114, 110], most
existing work (Section 8.2) has three major limitations. First, existing work mostly focuses
on long-/medium-term planning on how to scale and place service components based on
given service deployment requests, (e.g., [182, 179, 28, 144]). In doing so, hard-wired chains of
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component instances are placed in the network to process all incoming flows. This is problematic
as operational reality often diverges from any initial plan. For example, actual service demand
by users likely differs from the expected load in a given service deployment request. Hence,
scaling, placement, and flow scheduling should be adjusted dynamically and online according
to the actual service demand.

Second, existing approaches typically use heuristics or numerical solvers (e.g., [182, 91, S2]) and
rely on carefully designed models, tailored to specific scenarios, and build on corresponding as-
sumptions. Applying them to scenarios with slightly different assumptions or new optimization
objectives (e.g., for QoS) may again require time-consuming manual adjustments by experts.

Third, these models often rely on information that is not available in practice, such as a
priori traffic knowledge. In reality, complete knowledge about incoming traffic is not available
instantly or even a priori but only after monitoring, often done periodically (e.g., default 1 min in
Prometheus [204]). Within such a monitoring interval, numerous flows may arrive stochastically
from users at various ingress nodes and need to be processed by service components even before
information about these flows is globally available. This is particularly the case in scenarios
with many, short flows (Case II in Section 3.1.3).

To overcome these limitations, I propose a novel approach for autonomous network and
service coordination using model-free DRL. In the proposed approach, called DeepCoord, a
centralized DRL agent is trained offline through interaction with the network environment, using
its previous actions and experience as feedback. The trained DRL agent then autonomously
provisions services online and controls dynamic flow scheduling. For scalability, the agent does
not decide scheduling of each flow individually. Instead, it selects and periodically updates
scheduling rules that are deployed at each network node in a distributed fashion and applied
purely locally at runtime to incoming flows.

Practical application of DRL is known to be challenging and requires careful design of the corre-
sponding observations, actions, and reward as well as integration into the overall system [64]. To
address these challenges, I formulate a Partially Observable Markov Decision Process (POMDP)
with observations based on realistically available monitoring data that is only intermittently
available and that contains only aggregated, slightly delayed, and uncertain information. In
particular, DeepCoord can be used without expert knowledge and it requires neither a priori
traffic knowledge nor detailed knowledge of the network or involved services. DeepCoord
uses continuous actions to allow fine-grained online control of service scaling and placement
as well as for dynamic flow scheduling. Its reward function is designed to support multiple
objectives, e.g., optimizing flow success and QoS, based on available monitoring data. Finally, I
propose a framework architecture for integrating DeepCoord with a given network environment
through custom adapters and publish an open-source prototype [S25]. While DeepCoord is
trained in a centralized, offline fashion, the trained agent can handle rapidly arriving stochastic
and bursty traffic, generalizes to new and unseen scenarios, and scales to large, real-world
network topologies while making decisions within milliseconds. Overall, the contributions of
this chapter are:

¢ In Section 8.3, I discuss the problem of online network and service coordination based on
delayed monitoring information and propose different methods and example formulations
for optimizing multiple, possibly opposing objectives.

® In Section 8.4, I address network and service coordination by formalizing the correspond-
ing POMDP and designing the framework for DeepCoord, the proposed novel, self-learning
DRL approach based on Deep Deterministic Policy Gradient (DDPG) [155].
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¢ The evaluation in Section 8.5 shows that DeepCoord consistently outperforms existing
approaches, requiring significantly fewer resources to ensure high success rates on
real-world network topologies. It also generalizes to unseen traffic patterns, learns to
optimize multiple objectives, and scales to networks of realistic size while only relying
on information that is available in practice. Specifically, I observe that DeepCoord reaches
up to 76 % more successful flows and more than 2x higher total utility when optimizing
multiple objectives than BSP.

¢ For reuse and reproducibility, all code is publicly available [S25].

8.2. Related Work

In this section, I discuss related work, first focusing on conventional approaches without DRL,
e.g., heuristics or Mixed-Integer Linear Programs (MILPs), in Section 8.2.1. In Section 8.2.2, I
compare existing approaches that, similar to DeepCoord, use DRL for self-learning network and
service coordination.

8.2.1. Conventional Approaches Without DRL

The large majority of existing research builds on conventional approaches like heuristics or
MILPs, similar to the coordination approaches in Part I. Authors often rely on unrealistic a
priori knowledge and focus on a subset of the full network and service coordination problem
(Chapter 3), which includes online service scaling and placement as well as runtime scheduling
and routing of incoming flows. For example, multiple authors [182, 179, 28, 144] place services
offline, assuming full a priori traffic knowledge. Other authors [85, 91] consider online service
scaling and placement but disregard runtime scheduling of flows. Multiple authors [99, 29,
40] consider runtime scheduling of incoming flows but assume a given fixed placement. More
related to my approach, Zhang et al. [276] consider joint online scaling and placement of
services as well as flow scheduling. Such joint coordination is important to successfully balance
trade-offs [203, 61].

While all aforementioned approaches work well in their considered scenarios, each approach is
tightly bound to its underlying assumptions. As I show in the evaluation (Section 8.5), applying
such conventional approaches to scenarios with slightly different assumptions (e.g., different,
stochastic traffic patterns) can easily lead to significantly decreased performance. Adapting
to new assumptions requires time-consuming manual adjustments by experts. In contrast,
the proposed self-learning and self-adaptive, model-free DRL approach learns joint scaling,
placement, and scheduling in varying scenarios without any prior knowledge.

In recent years, multiple authors proposed machine learning for predicting required re-
sources [219, S35, 211] or upcoming traffic demands [105], which can be combined with
online heuristic algorithms for proactive network and service coordination [75, 277]. I see this
as a promising, complementary research direction that could be combined with DRL in future
work.
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8.2.2. Self-Learning DRL Approaches

Luong et al. [162] survey recent self-learning DRL approaches for networking. Related to this
chapter, multiple authors address online service placement under changing load [199, 255,
261, 209], some considering stochastic traffic and QoS [261]. In contrast to my approach, Pei et
al. [199] rely on a simulated copy of the network to quickly test, evaluate, and revert different
actions to ultimately choose the best one in each time step. Furthermore, the final coordination
decisions are made by a separate heuristic. Similarly, Solozabal et al. [238] rely on combining
their DRL approach with a heuristic and restrict their approach to service placement in networks
forming a star topology. Wang et al. [255] focus on scaling and placement of a single service
with unknown background traffic using a multi-armed bandit. They assume up-front traffic
knowledge per time step and equal flow scheduling between all instances, which could lead to
high end-to-end delays and bad service quality. Similar to my approach, Quang et al. [209] place
services online and Xiao et al. [261] consider processing and link delays as well as stochastically
changing traffic. In contrast to DeepCoord, Quang et al. [209] and Xiao et al. [261] process
incoming flows sequentially, making individual decisions per flow and service component.
To address resulting infeasible or suboptimal placements, the authors roll back and undo
previous decisions [261] or apply a separate heuristic algorithm to fix the DRL agent’s proposed
solution [209]. Making such expensive decisions per flow would not work in the problem
considered here, where flows arrive rapidly (Case II in Section 3.1.3) and the DRL agent only
observes delayed, aggregated, and partial network state.

Instead of per-flow decisions and similarly to how DeepCoord schedules incoming flows, Xu
et al. [265] assign different portions of traffic to different paths. However, they focus on traffic
engineering and do not consider service scaling and placement. The authors further assume
traffic knowledge ahead of each time step and assist their DRL agent with a heuristic. Nasir
and Guo [186] do consider delayed and partial observations but focus on power allocation in
wireless networks.

The recent work by Gu et al. [98] is most related to DeepCoord. Similar to DeepCoord, they
consider network and service coordination with flow scheduling, optimize a generic network
utility, and build on DDPG [155], which I shortly describe in Section 8.4.3. Still, there are three
main differences: 1. Gu et al. focus on compute costs but neglect resource and communication
constraints such as node and link capacities and link delays. In contrast, I consider such con-
straints to support QoS optimization and scenarios with limited resources (cf. edge computing).
2. They assume traffic knowledge ahead of each time step. 3. They support their DRL approach
with a custom heuristic to help with action selection and exploration. The authors show that
both too much or too little support by the heuristic degrades performance, making it difficult to
tune correctly.

Opverall, to the best of my knowledge, DeepCoord is the first approach to address online network
and service coordination in realistic scenarios with rapidly arriving flows and delayed, only
partially observed network state. It works without support from a heuristic, which makes it
more versatile and less error-prone. I hence believe the approach to be much better applicable to
real-world systems than existing work, especially since it does not rely on a priori information.

100



8.3. Problem Statement

8.3. Problem Statement

I consider the problem of network and service coordination as described in Chapter 3. Note
that the DRL approach does not require explicit knowledge of the full, detailed network state
including all parameters (Section 3.1). Instead, it observes only partial and delayed information
that is available via monitoring (detailed in Section 8.4.2) and implicitly learns to adapt to a
given scenario through feedback from its actions.

In this chapter, I mainly focus on scenarios with many, short flows (Case II in Section 3.1.3),
potentially with QoS requirements. Particularly, I consider @ = {d5°ft, g4} with optional
soft and/or hard deadlines d°!, g4 ¢ R+ U @. Flows requesting service s must complete
before hard deadline dh*', defined relative to flow arrival t}n, or otherwise are dropped

automatically. Achieving an end-to-end delay within soft deadline d5°f is desirable for best
service quality but not imperative for flow success. The approach is not limited to short, Qos-
sensitive flows but also supports fewer, longer flows (Case I) and flows without QoS requirements
(e, doft = ghard = &),

I assume that a monitoring system collects and synchronously reports metrics about each
node v € V in fixed intervals of A > 1 time steps. As many flows may arrive within A, the
monitoring system only reports aggregated information over the last interval A but no per-flow
details. In particular, I assume the monitored network state to merely include the number and
aggregated rate of incoming, processed, and dropped flows at v and the average end-to-end
delay of completed flows dayg in the last A time steps (from ¢ — A to t). This is in contrast to
most related work, which assumes complete per-flow and often even a priori knowledge in
every single time step.

DeepCoord maximizes the long-term utility Ur over all T time steps, reflecting the desired
coordination goals. Utility Ur may consist of a single optimization objective Ur = 0}, a weighted
(by w;) sum Uy = }; wjo; of multiple objectives, or a more complex custom utility function
based on one or multiple objectives. In the evaluation (Section 8.5), I consider examples of all
three cases, detailed next.

A useful example for a single optimization objective is Ur = of where o is the total amount of
successful vs. dropped flows over T time steps:

_ ‘Fsucc| - |Fclrop’

op =1 TP 111 (8.1)
f ‘Fsucc| + |Fdrop| [ ]

It encourages more successful flows Fsycc, fewer dropped flows Farop and thus higher through-
put.

In practice, operators are often interested in optimizing multiple, possibly competing objectives
at once (e.g., for Qos, energy, costs). Here, the weighted sum of objectives Ur = }_; wjo; is useful. I
consider three additional objectives, each conflicting with o IE

- ZCEC,‘UEV xC,U(t)

0; =2 f1le[-1,1 8.2)
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Objective 0; minimizes the total number of placed instances (indicated by x,(t)) to minimize
costs, e.g., for licensing. Objective 0, minimizes the number of compute nodes used by at least
one instance, where 1y _ . ()>1) is 1 if an instance is placed at node v and 0 otherwise.
This may reduce costs and energy consumption if unused nodes are turned off, e.g., in an
edge scenario. Objective 0; minimizes the average end-to-end delay dayg per completed flow in
time T for better QoS. If no flow is successful, dayg is undefined, and I set 0o; = —1. To ensure all
objectives are in the same range [—1,1], I scale them by dividing by the respective maximum
value. In 04, I normalize dayg with network diameter D in terms of delay. I further add 1 since
—davg < 0 and cap any values below —1, which may occur if flows traverse the entire network
multiple times back and forth due to bad service coordination (i.e., davyg > Dg). I investigate
trade-offs between these objectives and o as well as the impact of weights w; in Section 8.5.4.
Objectives oy, 0;, 04, and o, are examples for typical optimization goals, but it is also possible
to choose and optimize other objectives based on the desired goals and available monitoring
information.

N o o =
i o e o

Delay Utility Uy

©
(N

©
=}
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s s
Avg. End-to-End Delay dayqg

Figure 8.1.: DeepCoord supports complex custom utility functions, in the example here, for meeting soft
deadlines. (Figure adapted from [S22]; © 2021 IEEE.)

Finally, as third and most generic option, DeepCoord allows defining and maximizing a custom
utility function Ut based on any available monitoring information. This enables operators to
define arbitrary, complex utility functions based on their business insights. As an example, I
|F succ | .
Fouee] + [Farop] €1[0,1]is
the flow success ratio and Uy € [0, 1] the delay utility shown in Figure 8.1. The delay utility is
maximal for an end-to-end delay within soft deadline d5°f and then gradually diminishes with
increasing delay up to hard deadline 47", In Section 8.5.4, I show that DeepCoord also learns
to optimize such a custom utility function to meet soft deadlines for optimal QoS.

consider a custom utility function Ur = Uy - Uy € [0, 1], where Uy =
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8.4. DeepCoord DRL Approach

I propose DeepCoord to address network and service coordination using model-free DRL.
DeepCoord does not know the network topology, link delays, service or per-flow details.
Instead, it relies on aggregated yet incomplete, slightly delayed, and uncertain information
about incoming flows available through periodic monitoring (updated every A time steps). It
learns network and service coordination without expert knowledge from its own experience.

I describe the coordination approach in Section 8.4.1 and formalize a POMDP in Section 8.4.2.
Section 8.4.3 outlines the DRL coordination framework and algorithm.

8.4.1. Joint Scheduling, Scaling, and Placement

DeepCoord is designed to work in realistic, dynamic networks and to support many rapidly
arriving flows (Case II in Section 3.1.3). Hence, making per-flow coordination decisions centrally
at the DRL agent would be highly inefficient and not scalable for large numbers of flows.
Moreover, it would require up-to-date, per-flow knowledge, which is not available centrally.
Instead, each node schedules incoming flows immediately and locally according to rules that
are installed at all nodes in the network. DeepCoord updates these rules every A time steps,
whenever new monitoring data becomes available.

\f4\

—h s
fi

—_—> c1

v1's scheduling table:
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Figure 8.2.: DeepCoord periodically updates scheduling tables that are deployed at each node in a
distributed fashion. Flows continuously arrive at ingress nodes and are scheduled according
to these scheduling tables at runtime. (Figure adapted from [S22]; © 2021 IEEE.)

To this end, I introduce scheduling tables for each node that indicate where incoming flows
should be processed (similar to Amazon Web Services (AWS) traffic dials [14] but with dynamic
rather than fixed quotas). As illustrated in Figure 8.2, each scheduling table contains entries
for every service s € S and every corresponding component ¢ € Cs (here, S = {s1,52},
Cs, = (c1,¢2), Cs, = (c1)). The table entries specify at which destination node to process c by
means of a probability distribution over all nodes (not just neighbors). For example in Figure 8.2,
incoming flows at node v; requesting component c¢; € Cs, of 51 are scheduled according to
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the probabilities in v1’s scheduling table. Here, each flow is processed locally at v; with 10 %
probability, scheduled to be processed at v, with 40 %, and scheduled to vz with 50 %. Flows
belonging to s; that finish processing c; at v; and are then requesting c; are all scheduled to vs.
I assume shortest path routing between nodes, e.g., from v; to vs.

The same component c¢; also appears in service sy, where it could require different scheduling.
Hence, I consider separate scheduling entries for different services in S. If a component c is
used multiple times within a single service, the same scheduling rules are applied for each
appearance of ¢ within the service, i.e., flows are scheduled to the same instances of ¢ with the
same probabilities at each position within Cs. If this is not desired, using distinct identifiers to
distinguish different positions of ¢ within the service (e.g., ¢, ¢/, ¢”, ...) leads to separate instances
and scheduling rules for each position. I assume service set S and components C; to be rather
static and contain all available services and their components, even if some services are not
currently in use. Scheduling table entries for unused services are simply ignored. If sets S or C;
do change, e.g., because a completely new service s or component c is released, the scheduling
tables and DeepCoord’s neural networks have to be restructured to include s or c, respectively.
In principle, the learned weights for S \ s and Cs \ ¢ could be retained in the restructured neural
networks.

By deploying these scheduling tables at each node, incoming flows are scheduled immediately
(in O(log |V])) at runtime according to these probabilities. That means, y.(t) is set to v; with
probabilities given for v; and ¢ € Cs, in a distributed manner. After deciding a destination node
for processing a flow according to the scheduling probabilities, the entire flow is sent there.
Using separate scheduling tables for each node allows to schedule flows differently depending
on where they arrive in the network. In doing so, flows can be scheduled to close-by nodes,
reducing end-to-end delay.

I also derive variable x.,(t) for scaling and placement from the scheduling tables but update
it only every A time steps. To avoid dropped flows, I ensure that instances of component ¢
are available at every node v to which flows may be scheduled. Specifically, DeepCoord
starts at the ingress nodes with the first component ¢; € Cs for each service s and sets
Xc1,0(t) = 1 if there is a non-zero probability for yr., (t) = v based on the scheduling tables.
Since scheduling probabilities sum up to one, DeepCoord always places at least one instance
per service component to process incoming flows. It then continues in a similar fashion for the
next component ¢y, checking the scheduling tables of the nodes where instances of c¢; were
placed. Based on v1’s scheduling table in Figure 8.2, DeepCoord would set x;, o, (t) = X¢, 0, (t) =

Xcq,03 (t) = xCZ/US(t) =1

For routing, DeepCoord uses predefined paths and sets zf,(f) accordingly. Similar to BSP
(Section 4.2.1), I precompute these paths using the Floyd-Warshall algorithm [82] for shortest

paths with link weight w; = Cap%, i.e., favoring paths with high capacity and low delay.
1t

Alternatively, paths could be selected using any other desired metric. Either way, the forwarding
rules are deployed and applied directly at the nodes without DeepCoord being explicitly aware
of these paths. Following this approach, DeepCoord can jointly decide flow scheduling proba-
bilities, scaling, and placement by periodically (every A time steps) updating the scheduling
tables for all nodes. In practice, these updates could be done consistently across the network
using Software-Defined Networking (SDN) technology [225].
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8.4.2. Partially Observable Markov Decision Process (POMDP)

In real networks, the full network state is huge and can only be observed partly through
monitoring. Hence, I design a POMDP to create and periodically update the scheduling tables
as described in Section 8.4.1. Using a POMDP is novel compared to related DRL approaches
(Section 8.2), which mostly assume a fully observable Markov Decision Process (MDP). In a
POMDP, an agent interacts with an environment to obtain rewards, which allows the agent
to learn highly-rewarded behavior. Formally, a POMDP (O, A, P, R) is defined by observation
space O, i.e., parts of the full network state, the agent’s action space A, the environment
dynamics P, which are typically unknown, and the reward function R. In the proposed
approach, described in Section 8.4.1, the agent interacts with the environment every A time
steps. It receives observations from the last A time steps (e.g., through monitoring), applies an
action to update the scheduling tables for the next A time steps, and, after these A time steps,
receives a reward together with the next observation. I define O, A, and R as follows.

Observations O = (Ays|v € V,s € S), where Ay is the data rate summed up over all flows
arriving at ingress node v and requesting service s, averaged over the previous interval of
length A. If v is not an ingress node, A, = 0.
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Figure 8.3.: Delayed observations of node load u; are not useful for DeepCoord. (Figure adapted from [S22];
© 2021 IEEE.)

I also considered adding node load u, = Zlg) € [0,1] at v over the last A time steps to the

observations, where u, = 1 if cap, = 0. While observing u, intuitively seems useful, I found
that it usually does not improve DeepCoord’s performance (Figure 8.3). In fact, the agent can
completely change all scheduling rules with a single action, such that the observed node load u,
from the previous interval is often no relevant indication for the node load in the next interval,
even with constant ingress data rates. This is especially true for scenarios with many, short
flows (Case II), considered here. Even without this observation, the agent implicitly still learns
about the network’s capacities. It is rewarded for successful flows and punished for dropped
flows when scheduling to nodes or links with insufficient capacity. Thus, I do not include u, in
observations O here to avoid unnecessary complexity for DeepCoord and to further reduce the
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8. Self-Learning Coordination

requirements regarding monitoring. When applying DeepCoord to scenarios with very long
flows that last for multiple intervals (6 > A; cf. Case I), observing u, may become useful and
can be included in the observations without requiring further changes of the approach.

Actions A = (pyscp|v, 0 € V,s € S,c € Cs), where p,s.y € [0,1] is the probability for
scheduling a flow arriving at node v, requesting component c of service s to be processed at
node v'. This results in a probability distribution with } ey pys e = 1. As different scheduling
probabilities are explored in the POMDP, it is unlikely that probabilities are set to exactly 0 %.
To avoid sending small fractions of traffic to many nodes, I further process these probabilities
as follows. I introduce a threshold py,res and set all probabilities p, s < Pthres to 0 during
post-processing. I then normalize each scheduling table row to ensure that the probabilities
again sum up to 1, i.e., flows are still scheduled and processed at nodes other than ¢'. Finally,
I apply these processed scheduling tables to the network and also use them for training
(Section 8.4.3).

Reward R = Up. Here, U can correspond to any of the three types of utility functions defined in
Section 8.3, i.e., optimizing either an individual objective, a weighted sum of multiple objectives,
or a custom utility function. In either case, the reward signal is computed based only on metrics
collected in the last A time steps. In the example of Uy = o7, Us would only consider the
successful and dropped flows in the last monitoring interval A, which are most affected by the
previous action. Internally, DeepCoord maximizes the sum of discounted rewards to optimize
long-term utility. I evaluate DeepCoord with different utility functions for optimizing varying
objectives in Section 8.5.4.

8.4.3. DRL Coordination Framework

DeepCoord is based on DDPG [155], which can handle large, continuous action spaces such as
A in the POMDP, unlike previous algorithms like deep Q-learning [181]. DDPG is an off-policy
actor-critic algorithm, i.e., it learns from buffered batches of previous experience using neural
networks for both actor g and critic Qg. The critic approximates the long-term value Qg (0, a)
of action a after observation o based on immediate reward r and expected future rewards.
Critic Qg is used to train actor py. Actions produced by gy represent the probabilities of each
node’s scheduling table, which should sum up to 1 for each row (Section 8.4.2). To this end,
I split the output layer of yg into separate parts for each row in each scheduling table and
apply the softmax activation separately (Figure 8.4a). In the critic network, I do not apply any
activation function to the output layer (Figure 8.4b).

Observation o Observation o,
Action a
( Hidden Layers (ReLU) )
) (Hidden Layers (ReLU) |
Output Output
(Softmax) (Softmax) [ Output (linear) }
Action a = pg(0) Qs (0, a)
(a) Actor pg (b) Critic Qyp

Figure 8.4.: Neural network architecture of actor and critic. The actor’s output layer is split into separate
parts for each row in the scheduling tables, applying softmax separately.
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Network monitoring 4 DeepCoord \
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Figure 8.5.: In the proposed framework, the actor-critic DRL agent iteratively interacts with the network
through an adapter. (Figure from [S22]; © 2021 IEEE.)

To ensure fast, consistent, and good service coordination, I first train DeepCoord offline until
convergence and then apply the trained agent online (inference). Figure 8.5 shows the proposed
framework for training and applying DRL for network and service coordination. The network
provides monitoring data in regular intervals (step 1). In step 2, an adapter processes the
monitoring information, retrieving the relevant observation o and calculating reward r for the
previous interval as described in Section 8.4.2. With this architecture, DeepCoord can connect
to different kinds of networks or monitoring systems (including simulation environments for
training), simply by implementing a new adapter. In step 3, 0 and r are used to train critic Qy
and actor pg and to choose the next action a as defined in Section 8.4.2. During online inference,
0 is directly fed to actor ug to quickly retrieve the next action without computing » and without
any training. In step 4, the adapter uses a to compute the final scheduling tables for all nodes,
derives the scaling and placement, and applies it to the network.

Algorithm 6 DeepCoord Training and Inference

1: k < number of CPU cores available for training > Training
2: for k DRL agents in parallel do

3: Initialize pg, pror, Qgp, Qq,/, B

4 for all A time steps € T do

5: 0,7 < adapter.process(monitoring)

6: B &4 (Oprev, Aprev,7,0)

7: b < sample(B, N)

8: Train Qy minimizing the Bellman error [155]
9: Train py maximizing IE,[Qg (0, pe(0))]

10: Qp < Q¢ + (1- T)Qfl’/

11 Koy < THg + (1 — T)“I/lgl

12 a< pg(0) + N

13: Network +—— 2PPlY <—— adapter.process(a)

14: Select best trained agent (g, Qp) > Inference
15: for all A time steps € T do

16: 0,7 < adapter.process(monitoring)

17: a<— ;49( )

18: Network {272 <—— adapter.process(a)
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8. Self-Learning Coordination

Algorithm 6 shows the resulting DRL algorithm for training and inference. DDPG is known for its
high training variance depending on the random seed [108]. To mitigate this problem, I propose
to train k DRL agents in parallel with different random seeds, e.g., one per available CPU core
(lines 1-2 in Algorithm 6). After training, the best agent can be selected automatically based on
the achieved reward. During training, new experience is added to the buffer B and batches b of
size N are sampled to train critic and actor (lines 5-9). For training stability, target critic Qg
and actor yg are updated slowly according to T (lines 10-11). Then, the next action a is selected
using the trained actor and adding Gaussian noise V' to encourage exploration (line 12). Finally,
a is post-processed as described in Sections 8.4.1 and 8.4.2 to derive the final scheduling, scaling,
and placement decisions (line 13). I store the processed and actually applied actions in buffer B
for training. After training, I use the best trained agent for fast inference during online network
and service coordination (line 14). New observations are directly passed to the trained actor
to obtain the next action (line 17). For best performance during inference, I do not add noise but
exploit the best action. The selected action is then post-processed and applied to the network as
before (line 18).

Offline training of DeepCoord is time-intensive and depends on random exploration. In contrast,
online inference is very fast [107]. Its complexity is defined by the matrix multiplication of the
observations and neural network weights, which depend on the observation and action spaces
(Section 8.4.2). I empirically evaluate training and inference complexity for varying network
sizes in Section 8.5.5.

8.4.4. Implementation and Deployment

A Python prototype of DeepCoord is publicly available as open source [S25]. DeepCoord’s
actor and critic neural networks are built with Keras [100] and TensorFlow [4]. DeepCoord
follows the common OpenAl Gym interface [32] and interacts with the network through an
adapter that collects and computes the required observations and the reward. The adapter
implementation depends on the specific network environment. For training and evaluation, I use
the lightweight open-source simulator coord-sim [S26]. For production deployment, systems
like Prometheus [204] and Kubernetes [45] could be interfaced by the adapter for centralized
monitoring and orchestration. Scheduling rules could be installed and applied in a distributed
fashion at all nodes using SDN [257]. The location of the orchestrator and SDN controller could
be optimized using established approaches [145, 280] to minimize the overhead of collecting
monitoring data and updating scheduling rules in very large scenarios.

8.5. Evaluation

I evaluate DeepCoord through extensive simulations using real-world network topologies
and realistic traffic patterns. I describe the details of the evaluation setup in Section 8.5.1. In
Section 8.5.2, I evaluate how well DeepCoord self-adapts to scenarios with varying load, traffic
patterns, node and link capacities, and QoS requirements. For each scenario, I train DeepCoord
offline from scratch in a training environment and then evaluate the trained agent in a separate
testing environment with different random seeds. The agent adapts to each scenario through
self-learning without human intervention or expertise, simply from experience when interacting
with each environment. Section 8.5.3 investigates DeepCoord’s generalization capabilities,
where it is trained on one scenario and then tested on other new and unseen scenarios without
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any additional training. While the aforementioned experiments focus on optimizing a single
optimization objective, Section 8.5.4 explores trade-offs when optimizing multiple competing
objectives. Finally, Section 8.5.5 evaluates the scalability of DeepCoord to large, real-world
network topologies.

8.5.1. Evaluation Setup

Evaluation Scenarios

I perform extensive simulations on real-world network topology Abilene [142], which connects
nodes at 11 cities across the United States. In Section 8.5.5, I also evaluate scalability on three
larger real-world network topologies from Europe, China, and across continents, taken from
the Internet Topology Zoo [142]. These topologies contain information about the position
and interconnection of the network nodes but not about their type (e.g., data center or small
edge server) nor about their compute capacity. Since DeepCoord does not distinguish between
different node types and is only affected by a node’s capacity cap,, I assign heterogeneous
node capacities cap, between o and 2 compute units (e.g., Central Processing Unit (CPU) cores)
uniformly and independently at random. By default, I use very high link capacities cap; = 1000
but also consider scenarios with more restricted link capacities (Section 8.5.2). Link delays
are based on the distance between connected nodes. While I successfully tested DeepCoord
with multiple services, for simplicity, I here focus on and show the results of coordinating
a single service s with components Cs = (cips, Cproxy Cweb)- Instances of each component
require resources that increase linearly with increasing total data rate of flows to process.
Again, DeepCoord is neither explicitly aware of components’ resource requirements nor limited
to linear resource requirements. Instead, it learns service characteristics (including resource
requirements) implicitly through feedback from its actions. I assume all flows requesting this
service to have unit data rate (Ay = 1) and flow length (J + = 1) but consider scenarios with
increasingly complex and realistic flow arrival patterns.

In the evaluation, flows arrive over T = 20000 time steps according to different traffic patterns
at the network’s ingress nodes. Ingress nodes are selected randomly per network and do
not change over time. I further set A = 100 time steps, after which DeepCoord receives new
observations and applies actions. As described in Section 8.4, this means that information in
observations may be delayed by up to 100 time steps. This is more realistic than the common
assumption in related work of having up-to-date information at each time step.

DRL Hyperparameters

For each scenario, I first train k = 10 DRL agents in parallel until convergence (500 episodes).
Then, I automatically select the best DRL agent for inference (Section 8.4.3). I train DeepCoord
from scratch for each scenario but configure fixed values for all hyperparameters that are used
across all scenarios. Thus, no manual adjustments are required for solving different scenarios
with DeepCoord.

For both actor and critic, I train dense neural networks with a single fully connected hidden
layer (64 hidden units, Rectified Linear Unit (ReLU) activation function [93]) using the Adam
optimizer [138]. I further configured the following hyperparameters:

109



8. Self-Learning Coordination

Discount factor ¢ = 0.99.

Soft target updates with T = 0.0001.

Learning rate « = 0.01 with decay 0.001.

Buffer size |B| = 10000 with batch size |b| = 64.

For exploration, I use Gaussian noise with A/ (0,0.2).
Threshold pynes = 0.1 (Section 8.4.2).

Compared Algorithms

I compare DeepCoord against the following algorithms:

¢ BsP from Chapter 4 as an example for a state-of-the-art conventional heuristic, which
jointly optimizes service scaling and placement as well as flow scheduling.

o Shortest Path Coordination Approach (SP): For each ingress, SP places exactly one instance
per component ¢ € Cs. It follows a simplified first-fit strategy by instantiating the first
component at the ingress node and each following component at the neighbor closest
to the previous instance. In doing so, SP favors nodes with fewer existing instances and
skips nodes without any compute capacity (independent of current utilization).

® Load Balancing Coordination Approach (LB): LB instantiates all components at all nodes with
non-zero capacity and schedules flows equally.

SP and LB are similar to the baselines used by Xu et al. [265]. All three algorithms choose actions
from action space A—but, unlike DeepCoord, do not learn from these actions.

Directly applying BsP to the scenarios considered here works poorly. BsP focuses on scenarios
with few and long flows (Case I in Section 3.1.3), where all flows run in parallel and compete for
resources. In the scenarios considered here, many, short flows arrive sequentially at each ingress
and only overlap partially (Case II). For a fair comparison, I adjusted the input processing
of BSP to estimate the overlapping flows per A time steps. This is an example of how built-in
assumptions limit the applicability of a conventional, model-based algorithm, requiring manual
adjustments by experts. I show both the default and adapted version of BSP in the evaluation.
Unlike DeepCoord, related DRL approaches (Section 8.2) are not available publicly. Thus, a
direct comparison is difficult.

Execution & Figures

I repeated all experiments with 30 different random seeds on machines with an Intel Xeon
W-2145 CPU and 32 GB RAM. The figures in this section show the mean over these 30 repetitions.
The error bars depict the 95 % confidence interval.

8.5.2. Self-Adaptation to Varying Scenarios

Here, I focus on maximizing the number of successful flows (Ur = oy; Section 8.3) in the
Abilene network. I systematically vary different problem parameters (traffic, capacities, QoS
requirements) and compare the percentage of successful flows after T time steps for each
algorithm. I train DeepCoord from scratch for each scenario to evaluate how well it adapts itself
to these scenarios.
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Figure 8.6.: Percentage of successful flows for an increasing number of ingress nodes, i.e., increasing load,
and increasingly realistic flow arrival patterns. Compared to other approaches, DeepCoord
processes most flows successfully. (Figure adapted from [S22]; © 2021 IEEE.)
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Varying Ingress Nodes and Traffic Patterns

First, I vary the number of ingress nodes from 1 to 5 and choose increasingly complex flow
arrival patterns. With more ingress nodes, total traffic increases and the network’s capacities
become saturated such that flows have to be dropped (Figure 8.6).

The simplest traffic pattern I consider is fixed flow arrival, where flows arrive in fixed intervals
(10 time steps) at each ingress. Figure 8.6a shows the percentage of successful flows for the
different algorithms. As described in Section 8.5.1, default BSP performs poorly, but the manually
adapted BSP (“BSP Ad.”) does much better and only drops flows with more than 3 ingress nodes.
SP avoids dropped flows up to 2 ingress nodes and LB always drops many flows. DeepCoord
outperforms all other algorithms, processing much more flows successfully in the highly
saturated network with 4 and 5 ingress nodes (up to 76 % more successful flows than adapted
BsP). Figure 8.6b shows the results for Poisson flow arrival (mean inter-arrival time 10 time steps).
Due to the randomness in flow arrival, multiple flows may arrive directly after another in bursts,
which can easily lead to dropped flows. Again, adapted BSP is slightly better than SP and much
better than default BSP. LB still performs worse than the other algorithms and DeepCoord still
outperforms all algorithms. Compared to adapted BsP, DeepCoord processes up to 43 % more
flows. In particular, it learns to deal with Poisson flow arrival by not fully utilizing all resources
of a node but leaving some resources free for handling small bursts.
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Figure 8.7.: DeepCoord leverages increasing node and link capacities to process more flows successfully,
outperforming other approaches. (Figure adapted from [S22]; © 2021 IEEE.)

Next, I consider more realistic flow arrival following a Markov-Modulated Poisson Process
(MMPP) [80]. The two-state Markov process randomly switches between flow arrival with
mean inter-arrival time 12 and 8 (50 % higher rate) every 100 time steps with 5 % probability.
Figure 8.6c shows that DeepCoord handles MMPP flow arrival well and, again, outperforms the
other algorithms (up to 41 % better than adapted BSP). Finally, Figure 8.6d shows the results
for flows following real-world traffic traces that were recorded for the Abilene network [194]. To
simulate increasing load, I enable an increasing number of ingress nodes where the trace-driven
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traffic arrives. Here, adapted BsP is better with low load (1—2 ingress nodes) and SP is better
with high load (45 ingress nodes). DeepCoord handles this real-world traffic well and again
outperforms all other algorithms (up to 43 % better than adapted BSP and sp).

Varying Node and Link Capacities

I investigate self-adaptation of DeepCoord to scenarios with varying node and link capacity,
again, training from scratch for each scenario. Specifically, I consider MMPP traffic with 4 ingress
nodes on the Abilene network, starting with a total node capacity of 10 compute units (as
before) and then evenly increasing node capacity. Figure 8.7a shows that DeepCoord adapts
well to different node capacities and clearly outperforms all other algorithms. In comparison,
the other algorithms need at least 67 % more resources to reach high success rates of above
95 %.

Next, I consider scenarios with limited link capacity, varying cap; from o to 10 for each link /.
In contrast to all other scenarios, where nodes’ compute resources were the bottleneck, here,
communication between nodes is the bottleneck. Such communication-constraint scenarios are
not the main focus of DeepCoord, which uses fixed (shortest) paths when scheduling flows
between nodes rather than routing them dynamically. Still, DeepCoord achieves more successful
flows than the other algorithms (Figure 8.7b) and is the only approach to achieve success rates
of more than 95 %. This indicates that, even without dynamic routing, it successfully adapts to
varying link capacities by distributing load across nodes and corresponding paths.
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Figure 8.8.: DeepCoord self-adapts to hard deadlines. It leverages higher deadlines to better distribute
load and achieve higher flow success rates. (Figure adapted from [S22]; © 2021 IEEE.)

113



8. Self-Learning Coordination

Varying QoS Requirements (Hard Deadlines)

Here, I explore scenarios with MMPP traffic, 4 ingress nodes, and varying QoS requirements
in terms of hard deadlines d"4. As flows are dropped automatically if a hard deadline is
not met, completing flows that exceed the deadline is not possible. DeepCoord implicitly
learns that flows are dropped when their end-to-end delay is too high—without requiring any
explicit knowledge about these deadlines. Figure 8.8 shows that DeepCoord exploits increasing
deadlines by distributing flows to nodes farther away. This leads to an increasing success rate
(Figure 8.8a) and results in higher end-to-end delay within the allowed deadline (Figure 8.8b).
Similarly, LB exploits increasing deadlines and tries to balance load across all nodes as far as
possible with the given deadlines. Still, it achieves much lower success rates than DeepCoord.
In contrast, adapted BSP and SP do not exploit deadlines beyond 35 ms to increase success rates,
leading to an increasing gap compared to DeepCoord.

8.5.3. Generalization to Unseen Scenarios

For the different scenarios of Section 8.5.2, I always train DeepCoord from scratch but reuse the
same hyperparameter settings. This allows to fully automate training and applying DeepCoord
to different scenarios. In practice, a trained agent still needs to perform reasonably well when
facing a new scenario, e.g., due to changes in load or traffic. Training a new agent optimized
for the new scenario can take hours, during which the old agent is still being used. To support
such generalization, I define observations and reward based on generally-available information
and normalize observations, actions, and rewards to be in a similar range (Section 8.4.2).
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Algorithms Algorithms

(a) Unseen ingress nodes (b) Unseen traffic pattern

Figure 8.9.: DeepCoord generalizes to new scenarios with previously unseen a) ingress nodes and b) traffic
patterns. (Figure adapted from [S22]; © 2021 IEEE.)

Iinvestigate generalization of DeepCoord to scenarios with unseen load. In particular, I train five

different DeepCoord agents on MMPP traffic with 1—5 ingress nodes, respectively, representing
scenarios with low to high load. Without any additional training, I then test all five DeepCoord
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agents on MMPP traffic with 4 ingress nodes. Figure 8.9a shows that, as expected, the DeepCoord
agent trained and tested on 4 ingress nodes (abbreviated as “D.C. (4 in.)”) performs best.
However, also the agents trained on 2, 3, and 5 ingress nodes generalize well to unseen traffic
from 4 ingress nodes. In fact, they achieve a similar percentage of successful flows as the agent
trained and tested on 4 ingress nodes and still outperform adapted BSP and SP. Only the agent
trained on a single ingress node leads to slightly worse results when generalizing to much
higher load with 4 ingress nodes. Still, its performance is comparable with SP’s.

I also study generalization of DeepCoord to scenarios with new traffic patterns. Specifically,
I train one agent on fixed flow arrival and another on Poisson flow arrival and confront
both with previously unseen MMPP flow arrival. Figure 8.9b shows the successful flows for
both cases in the Abilene network with 4 ingress nodes. For comparison, I also show results
of DeepCoord trained on MMPP traffic and of adapted BSP and sP. The figure indicates that
DeepCoord generalizes well to new traffic patterns without significantly reduced successful
flows. The generalized agents still outperform adapted BSP and sP.

8.5.4. Optimizing Multiple Objectives

In Sections 8.5.2 and 8.5.3, I focus on maximizing successful flows (0y) as the only optimization
objective. In practice, operators often want to optimize multiple objectives. Here, in Section 8.5.4,
I evaluate network and service coordination with multiple objectives, investigating the trade-off
between maximizing successful flows and objectives o;, 0,, and o4, defined in Section 8.3. I also
consider a more complex, custom objective function for supporting soft deadlines in addition
to hard deadlines in Section 8.5.4. In all cases, I consider MMPP traffic with 4 ingress nodes on
the Abilene network.
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Figure 8.10.: DeepCoord effectively navigates trade-off a ¢ ; between placing fewer instances and higher
throughput. (Figure adapted from [S22]; © 2021 IEEE.)

115



8. Self-Learning Coordination

Weighted Sum of Objectives

First, I consider utility Ur = wyor + w;0; as weighted sum of maximizing successful flows
(objective 0f) and minimizing the number of placed instances (objective o;). The two objectives
are often conflicting as maximizing successful flows may require balancing the load across
more instances. I explore this trade-off by systematically varying af; = wy =1 —w; € [0,1]
and training DeepCoord for each setting. Figure 8.10a shows the results in terms of flow
utility oy, instance utility o;, and total, weighted utility Ur. Clearly, a; affects how DeepCoord
coordinates services. As desired, higher af; leads to better flow utility. At the same time, the
agent manages to maintain high instance utility, i.e., placing few instances. Only for af; = 1, the
agent places more instances (i.e., lower instance utility) for even higher flow utility. In the given
scenario, there are only enough resources to process some but not all flows successfully (of < 1)
such that the total utility decreases with increasing ay;. Compared to the other algorithms,
DeepCoord achieves significantly better total utility for all af; values (Figure 8.10b), indicating
that it learns to navigate this trade-off well.
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Figure 8.11.: DeepCoord effectively navigates trade-off a s, between utilizing fewer nodes and achieving
higher throughput. (Figure adapted from [S22]; © 2021 IEEE.)

Second, I evaluate the trade-off between maximizing successful flows and minimizing the
number of used compute nodes with Ur = Wfof + Wyoy and Nfy =Wy = 1—w, €1[0,1]. A
compute node can be turned off if no instances are placed there, saving costs and energy. Hence,
to turn off a node v and to optimize o0, DeepCoord has to learn to select actions that do not
schedule any traffic (below threshold pyyes) to any instance at v. Compared to minimizing the
number of instances (objective 0;), optimizing o0, is more challenging since DeepCoord is not
rewarded for removing a single instance as long as there are still other instances placed at the
same node. Still, Figure 8.11a shows that DeepCoord explores actions effectively and does learn
different coordination schemes depending on ay ,. With low &y, (0 or 0.25), DeepCoord drops
all flows (0y = —1) in favor of optimal node utility (0, = 1). As desired, with higher ay ,, it
learns to process more flows successfully at the cost of utilizing more nodes. Compared to the
other algorithms, its overall utility is much higher for all values of a; , (Figure 8.11b). Hence,
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while a ¢, has to be chosen carefully, DeepCoord can successfully optimize both objectives and
navigate the trade-off as controlled by a .
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Figure 8.12.: DeepCoord effectively navigates trade-off a¢ ; between lower delay (thus, better Qos) and
higher throughput. (Figure adapted from [S22]; © 2021 IEEE.)

Finally, I consider the trade-off between maximizing successful flows and minimizing average
end-to-end delay with Uy = wrof + wgoq and apy = wy =1—-wy € [0,1]. Again, o £ and oy are
often opposing objectives as processing more flows successfully may require scheduling them to
nodes farther away, i.e., with higher path and end-to-end delay. Again, Figure 8.12a shows that
DeepCoord learns different coordination schemes corresponding to a 4. As desired, higher a4
leads to better flow but worse delay utility. With decreasing ay 4, it favors shorter delays at the
cost of more dropped flows. The agents trained with a4 = 0 and a4 = 0.25 drop most flows
but process the remaining successful flows with optimal delay. Again, DeepCoord achieves
significantly better total utility for all af4 values than the other algorithms (Figure 8.12b).
Overall, DeepCoord learns to effectively optimize multiple, even competing objectives, where
the trade-off between these objectives can be controlled conveniently via weights ay;, af,, and

“f,d‘

Custom Utility Function (Soft Deadlines)

In addition to optimizing individual objectives or weighted sums of multiple objectives, Deep-
Coord also supports optimizing custom utility functions. These functions may specify any
complex relationship between available monitoring information and resulting utility. As an
example, I here consider the custom utility function defined in Section 8.3. There, the total
utility depends on the successful flows and their delay in terms of meeting QoS requirements.
The utility is high as long as flows” end-to-end delay is below a given soft deadline and then
gradually drops off until a hard deadline is reached (Figure 8.1). Unlike the scenario with hard
deadlines in Section 8.5.2, flows are not dropped automatically if they exceed their soft deadline.
Hence, when only optimizing objective o, DeepCoord would be unaware of and not adapt to
these soft deadlines.
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Figure 8.13.: DeepCoord self-adapts to custom utility functions, here the utility function in Figure 8.1
for soft deadlines. As a result, it learns to respect soft deadlines and leverages increasing
deadlines to improve the flow success rate. (Figure adapted from [S22]; © 2021 IEEE.)

Instead, when optimizing the custom utility function, Figure 8.13 shows that DeepCoord does
successfully learn to take these soft deadlines into account. It not only outperforms the other
algorithms in terms of successful flows (Figure 8.13a) but also adapts to ensure the average
end-to-end delay stays below the given soft deadline to maximize utility and Qos. In turn, it
exploits higher soft deadlines to process more flows successfully (15 % more with d5°ft = 45ms
compared to d%°f' = 20 ms). The other algorithms do not support QoS optimization with custom
utility functions and are unaware of the soft deadlines. Hence, they do not adapt to varying
soft deadlines and, overall, process fewer flows successfully than DeepCoord.

8.5.5. Scalability

Finally, I evaluate DeepCoord’s scalability to large-scale networks with many nodes. In addition
to Abilene (11 nodes), I consider real-world network topologies BT Europe (24 nodes), China
Telecom (42 nodes), and TiNet (53 nodes) [142], each with 4 ingress nodes and MMPP flow arrival
(as defined in Section 8.5.2).

Figure 8.14 shows DeepCoord’s learning curves, i.e., the average reward per training episode
when training DeepCoord offline. As action noise enforces exploration, the reward is much lower
during training than when testing the trained agent. Still, the rapid growth of episode reward
within the first 100 episodes indicates that DeepCoord quickly learns a good coordination
policy.

The figure also shows that more training may still increase performance significantly, e.g., the
reward for 42 nodes leaps around episodes 300 and 60o. With much more training, I expect
further leaps in performance. Especially large networks require excessive training to explore the
large action space and to find an optimal policy. The need for excessive training is not specific
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Figure 8.14.: Learning curves of DeepCoord when training on networks of varying sizes. (Figure adapted
from [S22]; © 2021 IEEE.)

to my approach but a well-known problem in deep learning [241]. E.g., DeepMind’s famous
AlphaGo Zero was trained over almost 5 million games [236]. Due to limited time and resources,
I had to restrict training to 1500 episodes (each with T = 20000). One option to improve training
efficiency is with distributed DRL, which I explore in the following Chapter 9.

Despite limited offline training, DeepCoord can compete with or even outperform all baseline
algorithms. Figure 8.15a compares the algorithms’ percentage of successful flows (optimizing
only objective of). As before, adapted BSP performs comparable to sP and considerably better
than the default BSP version. LB performs worse on small networks but processes an increasing
number of flows successfully with increasing network size. This is because LB balances traffic
equally among all nodes with resources, leading to lower load per node and more successful
flows for larger networks. Still, DeepCoord processes as many or even more flows successfully.
The difference is especially large for 42 nodes, where there was a particularly large leap in
performance during training (Figure 8.14). I believe that considerably more training (e.g., in a
commercial setting) could result in similar performance leaps and even better results for 24 and
53 nodes.

In addition to quality, the runtime of online coordination decisions is crucial to quickly adapt
to changes. Figure 8.15b shows the algorithms” average runtime per coordination decision on
a logarithmic scale. While offline training is slow, applying the trained DRL agent for online
inference only requires tens of milliseconds and is much faster than the (adapted) BSP heuristic.
Compared to DeepCoord, the simple SP and LB baselines are even faster but at the cost of
reduced coordination performance. Overall, DeepCoord scales well to large networks while
maintaining reasonable runtimes.
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Figure 8.15.: Even in large networks, DeepCoord processes a) more flows successfully than existing
approaches and b) maintains short inference runtimes (logarithmic scale). (Figure adapted
from [S22]; © 2021 IEEE.)

8.6. Conclusion

The proposed DRL approach, DeepCoord, goes beyond the machine learning approach of
Chapter 7, which requires integration with an existing coordination approach (e.g., from Part I).
Instead, DeepCoord is a standalone coordination approach and learns autonomous network
and service coordination entirely from interaction with the network environment. In contrast to
existing approaches using a priori knowledge for planning, it relies on realistically available,
partial, and delayed observations with uncertain future traffic and without knowledge of
network topology or service structure. It learns without human intervention or expertise and
flexibly adapts to different scenarios or optimization objectives, even supporting multiple
opposing objectives such as throughput, costs, energy, and QoS. Hence, I believe the approach is
an important step towards truly driver-less, self-learning networks and thus towards higher
efficiency, more flexibility, and improved reliability.

The following Chapter g further extends the idea of self-learning network and service coordina-
tion and proposes a distributed coordination approach using DRL. Its distributed architecture
allows more fine-grained control and even better scalability and applicability to large, real-world
networks.
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Conventional approaches for network and service coordination (e.g., in Part I) typically build
on rigid models and assumptions and require expert knowledge or even a priori knowledge. In
contrast, self-learning approaches using Deep Reinforcement Learning (DRL) such as DeepCoord
from Chapter 8 learn without expert or a priori knowledge and self-adapt to varying scenarios,
making these approaches more flexible and better applicable in practice. Existing self-learning
approaches are promising but still have limitations as they often only address simplified versions
of the network and service coordination problem and are typically centralized and thus may
not scale to practical, large-scale networks. To address these issues, I propose a distributed and
self-learning coordination approach using DRL. After centralized training, a distributed DRL
agent is deployed at each node in the network, making fast coordination decisions locally in
parallel with agents at other nodes. Each agent only observes its direct neighbors and does not
need global knowledge. Hence, the approach scales independently from the size of the network.
In the extensive evaluation using real-world network topologies and traffic traces, I show that
the proposed approach outperforms a fully distributed conventional heuristic from Chapter 6
as well as the centralized DRL approach from Chapter 8 (60 % higher throughput on average)
while requiring less time per online decision (1 ms).

This chapter is based on my paper [S34], which relies on concepts, code, and evaluation results
created by Haydar Qarawlus for his master’s thesis [207]. I proposed the initial topic and idea
and closely advised the thesis through written feedback and weekly discussions. Based on the
good outcomes of the thesis, we further improved the approach and extended the evaluation
as part of the RealVNF project [S20]. I led the RealVNF project, guided the improvements
and extensions, and wrote the published paper. This chapter contains verbatim copies of
this paper [S34]: Stefan Schneider, Haydar Qarawlus, and Holger Karl. “Distributed Online
Service Coordination Using Deep Reinforcement Learning.” In: IEEE International Conference on
Distributed Computing Systems (ICDCS). IEEE. 2021, © 2021 IEEE. In this chapter and throughout
my dissertation, I consistently write in the first-person singular form (“I” rather than “we”
for ease of reading. The source code corresponding to this chapter is publicly available on
GitHub [S11].

0.1. Introduction

Existing work on network and service coordination typically has some major limitations as
discussed in Section 8.1: Existing approaches mostly focus on long-/medium-term planning
based on estimated user demand for an upcoming time interval. Most existing work also
proposes conventional coordination approaches (such as in Part I), which are tailored to specific
scenarios by experts and built on rigid models and assumptions. Operational reality easily
diverges from such constructed scenarios and from estimated user demand, e.g., flows typically
arrive stochastically without following any rigid pattern or with unexpected distributions.
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Then, assumptions may no longer hold and the approaches could perform much worse than
anticipated or even break completely.

Hence, self-learning approaches have been proposed recently for network and service coordi-
nation. These approaches mainly use DRL or contextual bandits to learn coordination directly
from experience rather than following hand-written rules. The hope is that, in this way, they
can self-adapt to new scenarios or optimization objectives without human intervention or
expertise. Most existing DRL approaches, however, consider either complementary or simplified
subproblems of the full network and service coordination problem. As described in Chapter 3,
network and service coordination involves joint scaling, placement, scheduling, and routing.
Furthermore, most DRL approaches are centralized, where a single global DRL agent observes
and controls the entire network. Up-to-date global knowledge of fast-changing information
such as demand or resource utilization as well as fine-grained central control of individual,
rapidly arriving flows are unrealistic in practical large-scale networks.

To address these issues, I propose a self-learning approach that solves the full network and
service coordination problem in a distributed manner. The approach combines ideas from
the DeepCoord DRL approach of Chapter 8 and the fully distributed heuristics of Chapter 6.
Specifically, it deploys separate DRL agents at each node in the network, deciding coordination
individually in parallel. These agents are trained offline in a centralized fashion, leveraging
experience from all agents, and then coordinate network and services independently online in a
fast, fully distributed fashion. Each agent only observes itself and its direct neighbors and only
has local control of how incoming flows are processed and forwarded. Hence, the approach
requires neither global knowledge nor centralized control. In contrast to typical centralized
approaches, the size of observation and action spaces is invariant in the network size and only
depends on the network degree, i.e., the maximum number of neighbors per node. Since the
network degree is typically much smaller than the total number of nodes in the network [142],
the approach scales better to realistic, large-scale networks and allows fast fine-grained control
of individual flows. Furthermore, the approach generalizes to new, unseen scenarios and is also
more robust to failures than typical centralized approaches as there is no single point of failure.
Hence, the presented approach combines the flexibility and self-adaption of DRL (Chapter 8)
with scalability and fast per-flow control of distributed coordination (Chapter 6). The evaluation
shows that it consistently and significantly outperforms both the fully distributed heuristic
from Chapter 6 and the centralized DRL approach from Chapter 8. Overall, the contributions of
this chapter are:

® In Section 9.4, I formalize a Partially Observable Markov Decision Process (POMDP) and
propose a novel self-learning approach using distributed DRL agents for scalable network
and service coordination in practice.

* Section 9.5 evaluates the approach on real-world network topologies and traffic traces,
showing its adaptability, generalization capabilities, and scalability.

¢ For reproducibility, the code is publicly available online [S11].

0.2. Related Work

Existing work mostly proposes conventional optimization approaches without DRL for solving
the network and service coordination problem [166, 114, 110]. Many authors [182, 179, 28, 144]
consider offline coordination with full a priori knowledge of user demand. Related work that
does consider online coordination [85, 91, S2] focuses on scenarios with few and long flows
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(Case I in Section 3.1.3), assuming traffic to arrive in fixed intervals and to be known a priori
for each interval. Instead, this chapter focuses on scenarios with many, short flows (Case II),
which requires scheduling these rapidly incoming flows quickly at runtime. Blocher et al. [29]
do schedule flows dynamically at runtime but assume a given fixed placement and do not
consider routing. In contrast, this chapter proposes joint scaling, placement, scheduling, and
routing at runtime in a distributed fashion without any a priori knowledge.

In Chapter 6, I propose two algorithms for fully distributed network and service coordination at
runtime, including scaling, placement, scheduling, and routing. Similar to the fully distributed
DRL approach proposed in this chapter, these algorithms only have local observations and
control, making individual coordination decisions at each node in parallel. In contrast to the
approaches in Chapter 6, the approach here explicitly considers potential deadlines that bound
flows” maximum acceptable delay to achieve good Quality of Service (QoS). More importantly,
the algorithms of Chapter 6, as well as all other aforementioned approaches, are hand-crafted
and include built-in assumptions, which may not hold in practice. In contrast, the proposed
model-free DRL approach in this chapter does not follow a hand-crafted algorithm and has
very few built-in assumptions (e.g., about incoming traffic). Instead, it learns from experience
how to effectively deal with different traffic patterns. I evaluate and compare the proposed DRL
approach against a fully distributed conventional heuristic from Chapter 6 in Section 9.5.

Recently, DRL for self-learning coordination has been proposed [279, 199, 255, 209, 261, 265, 98,
S21]. Zhang et al. [279] focus only on placement and use tabular Q-learning, which does not
support large and continuous observations or generalization between observations, limiting
practical applicability. Pei et al. [199] rely on a simulator to test actions and select the best one
in each time step, which would be too slow for online coordination at runtime with rapidly
arriving flows—especially when done in a centralized fashion. Wang et al. [255] schedule
flows equally to all placed instances, which could lead to high end-to-end delays and bad
service quality. More similar to the approach proposed in this chapter, Quang et al. [209]
and Xiao et al. [261] dynamically control individual flows and adjust component placement
accordingly. However, these authors do not consider scaling or routing. Furthermore, they
propose centralized approaches, assuming global up-to-date knowledge and control of the
entire network. In practice, global knowledge can be achieved through monitoring but only
with some monitoring delay (e.g., 1 min in Prometheus by default [204]), making it unsuitable
for fast per-flow decisions at runtime. Such expensive centralized decisions per flow do not
scale to large networks and would be too slow for efficient online control of many rapidly
arriving, time-sensitive flows as considered here (Case II).

DeepCoord proposed in Chapter 8 as well as related approaches [265, 98] consider centralized
DRL but avoid scalability issues by installing scheduling rules at all nodes, which are then applied
to incoming flows in a distributed fashion at runtime. These rules are updated periodically
by the centralized DRL agent. Furthermore, DeepCoord only relies on realistically available,
infrequent, partial, and delayed observations. Compared to the distributed DRL approach
proposed in this chapter, these approaches still have a number of drawbacks: Xu et al. [265] only
consider traffic engineering but not scaling and placement of service components. DeepCoord
(Chapter 8) and the approach by Gu et al. [98] do not support dynamic routing but rely on
routing along predefined paths. Xu et al. and Gu et al. further require support from a hand-
written heuristic. Moreover, all three approaches optimize coarse-grained rules that are applied
to all incoming flows and do not have fine-grained control over individual flows. As shown in
the evaluation (Section 9.5), such fine-grained control is important for precise load balancing
and proper dynamic routing. The distributed DRL approach proposed in this chapter jointly
optimizes scaling, placement, scheduling, and routing, thus explicitly controlling all aspects of
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network and service coordination described in Section 3.2. It does not require support from a
heuristic and it controls individual flows efficiently by distributing decisions over different DRL
agents for each node.

To the best of my knowledge, this is the first distributed self-learning approach for online
network and service coordination. Compared to existing work, the approach is more powerful
as it considers dynamic scaling and placement as well as per-flow scheduling and routing and
it is more efficient due to its fully distributed architecture.

0.3. Problem Statement

I consider the problem of network and service coordination as described in Chapter 3. Similar
to DeepCoord from Chapter 8, the distributed DRL approach of this chapter does not require
explicit knowledge of the full network state and all network parameters (Section 3.1). Instead, it
self-adapts to any given scenario through partial observations and feedback from its actions.
In contrast to the centralized DeepCoord approach (Chapter 8), the fully distributed agents
here observe up-to-date local information rather than delayed global information. For example,
they observe the currently utilized resources r,(t) and r;(t) of neighboring nodes and links and
information about the currently requested component ¢f € Cs; U {@} of an incoming flow f
(detailed in Section 9.4.2). The size of these observations is bounded not by the network size
(i.e., |V] and |L|) but by the network degree A, i.e., the maximum number of neighbors in the
network.

Similar to Chapter 8, this chapter mainly focuses on scenarios with many, short flows (Case II in
Section 3.1.3) but is not strictly limited to such scenarios. These flows may have service-specific
QoS requirements ©; = {d;} in the form of hard deadlines d; that are defined relative to flow
arrival time t}“. The remaining time of a flow f from time ¢ until its deadline is denoted by
de(t) =ds, — (t— t}“) Once df(t) = 0, the deadline is reached, the flow expires and is dropped
automatically, freeing any currently blocked resources.

The goal here is to maximize the percentage of successful flows over all T time steps:

|Psucc‘
maxor = ———— € (0,1 .1
f |Fsucc| + ‘Fdrop| [ ] (9 )

A flow f is successful after routing from ingress v}n to egress 0¥ while traversing instances of all
components of the requested service sy and completing within deadline d, . Hence, maximizing

objective of requires dynamic service scaling and placement as well as flow scheduling and
routing (Section 3.2), taking limited resources and QoS requirements into account.

9.4. Distributed DRL Approach

I propose a DRL approach based on centralized training and fully distributed inference to
coordinate network and services online, maximizing objective oy. The approach consists of
separate DRL agents deployed at each node in the network, where each agent only has local
observations and control. In Section 9.4.1, I explain how these distributed agents jointly scale
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and place services as well as schedule and route incoming flows at runtime. Section 9.4.2
formalizes the POMDP, specifying the observation and action spaces as well the reward function
for the DRL approach. Finally, the overall framework for training and inference is discussed in
Section 9.4.3.

9.4.1. Joint Scaling, Placement, Scheduling, and Routing

At each node v, a separate DRL agent controls incoming flows independently from agents
located at other nodes. Whenever a flow f arrives at a node v, the DRL agent at v needs to
decide whether to process the flow locally at an instance of requested component ¢y hosted at
v (i.e., yf,c,(t) = v) or to forward f to a neighbor v (ie., zfy(t) = v'). By setting Yf,c;(t) and
zf,(t), the agents directly control flow scheduling and routing (Section 3.2).

Scaling and placement is jointly derived from yy f(t), by setting xco(t) = 1if ys, f(t) =.
Hence, if the agent decides to process f locally at node v, this implies that an instance of ¢
is either already available at v or a new instance is automatically started. Unused instances
of a component ¢y are removed after a manually configured timeout Jc,. If idle instances of
component ¢ consume a lot of resources (i.e., r¢, (0) is large), setting a short timeout is useful
to remove unused instances quickly and avoid wasting resources. Conversely, setting a long
timeout, e.g., for components with negligible idle resource consumption, reduces overhead of
frequently terminating and restarting instances due to fluctuating demand. In future work, the
DRL approach could be extended to also dynamically control timeout &..

Figure 9.1.: Example with separate DRL agents at each node coordinating two incoming flows f, f>. (Figure
from [S34]; © 2021 IEEE.)

Figure 9.1 illustrates the overall process in an example. Here, a flow f; and, shortly after, another
flow f, arrive at ingress node v; and both request service s with C; = (cy,c2). Flow f has
egress v;? = vy and f has egress vig = vs. When f7 arrives at v; at time t1, the node still has
enough free resources to host an instance of ¢y = ¢y, such that v1’s DRL agent decides to process
f1 locally, setting xc,,0, (t1) = 1, yf, ¢, (1) = v1, and zf,, (t1) = &. When f, arrives shortly after
at time fp, v1’s resources are already fully utilized such that v1’s DRL agent decides to forward f,
to its neighbor vy, setting zy, ,, (f2) = v2. At v, the corresponding DRL agent decides to process

f2 locally, i.e., xc;,0,(t3) = 1 and y, o, (t3) = 2.
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In the following, f; finishes processing c; at v1, then requests the next component c, and is
forwarded to neighbor v;. At v3, the corresponding DRL agent decides to instantiate ¢, and
process fi locally. Similarly, f, is sent to process c; at v3. After processing, the DRL agent at v3
sends each flow to its egress node, where the flows depart successfully.

This example illustrates how the distributed DRL agents coordinate incoming flows individually
and in parallel to the other nodes” agents. Depending on their own resource utilization as well
as the utilization and location of their neighbors, they decide for each flow whether to process
it locally or to forward it to a suitable neighbor, setting decision variables x¢(t), yf,(t), and
zf,(t) jointly at runtime.

9.4.2. Partially Observable Markov Decision Process (POMDP)

The complete network state depends on a multitude of parameters (Section 3.1) and cannot be
fully observed by the DRL approach. Instead, each agent only has local and partial observations
that are realistically available in practice. To solve the problem using DRL, I formalize the
corresponding POMDP as tuple (O, A, P, R), consisting of observations O, actions A, typically
unknown environment dynamics P, and reward function R. In contrast to DeepCoord (Chap-
ter 8), which is called periodically and independently from flow arrival, the fully distributed
DRL agents in the approach proposed here obtain observations, take actions, and receive a
reward whenever a flow arrives at their corresponding node. I define O, A, and R accordingly
as follows.

Observations O

An agent’s observations are restricted to local information about the incoming flow f, cur-
rent node v itself, and its neighbors. Specifically, O = (Ff, R%,RX , Dy, fr Xy) consists of flow
attributes Fy, link utilization RL, node utilization RY, delays to egress D, and available
instances X,. I normalize all elements within the vectorized observations to be in range [0, 1]
or [—1,1] as detailed below. Ensuring that all observations are in a roughly similar range is
important for effective training and generalization of deep neural networks [118]. Otherwise,
the DRL agent may become “blind” to the weak signals of observations with a small range,
which are drowned out by stronger signals of other observations with much larger ranges. Next,
I define observations @ = <Ff, REL,RY, Dy f, Xyp) in more detail.

Flow Attributes Vector Fr = (fy, d ) consists of two relevant flow attributes. The progress
inside the service chain of a flow f is indicated by p; € [0,1] (cf. service index in Service
Function Chaining (SFC) [210]). It starts at py = 0 when the flow arrives and progresses
towards pr = 1 with every traversed component. With respect to deadlines, the agent observes
d = ddf—(t) [0,1], which is the remaining time d(t) to the flow’s deadline normalized by
°f

deadline d;, itself (defined relative to flow arrival t}“). Hence, it starts at d; = 1 and gradually
decreases towards 0 over time.
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. . . L _ scap—ri(t)—As
Link Utilization Vector R; = <W

all outgoing links L, of node v, normalized by the maximum capacity of all outgoing links L,.
Subtracting the flow’s data rate A shifts the value to be > 0 if and only if a link can forward
the flow.
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Figure 9.2.: Example observations of the DRL agent at node v; in Figure 9.1. Node v, is a dummy node
to ensure a consistent size of observations across all agents. Time f is omitted for simplicity.
(Figure adapted from [S34]; © 2021 IEEE.)

To allow combining experiences from all agents (details in Section 9.4.3), the size of the
observation and action spaces need to be identical for all agents. Hence, I define |R}| = Ag
according to network degree Ag. If a node has less than Ag neighbors, I add dummy neighbors
ve to V3 and set their link utilization to —1, indicating that they do not exist. Figure 9.2 shows
the observations of the DRL agent at v; in the example network of Figure 9.1. Here, a dummy
node v, is added to v;’s two neighbors to match the network degree Ag = 3.

cap, —r (t[x

eyt (=10 ()=

max_, cap, i

V')
e |v) € V,U{v}) €

[—1,1]4¢*! contains the free compute resources at v and its neighbors if they were to process
the incoming flow f. Hence, elements in R} are > 0 for nodes with enough free resources to
process f and < 0 for nodes with insufficient resources. This helps the agent decide whether
to process flow f locally and to which neighbor to send f next, such that f can be processed
successfully without overloading nodes. As in Section 6.4.1, 7,/ (£]x, 1 (1) =1Ayge ’ (t) ="7')

Node Utilization Similar to R, vector R = (

denotes the total resources required at node v’ at time ¢ if f were to be processed there. This
can be calculated locally, even before making the corresponding scheduling decision y(t),
based on the monitored data rate processed at v’ and knowledge of A and rc(A). Chapter 7
presents how to automatically derive function r.(A) based on real-world data. In case flow f
is already fully processed (cy = &), it does not require further resources for processing, i.e.,

rv’(t‘xcf,v/(t) =1 /\]/f,cf(t) = U/) = rv/(t)'
As before, I ensure |[RY| = Ag + 1 (including v itself) by adding observations of 7y, (t) = —1

for dummy nodes v, if necessary. Similar to Rf, the observation for all non-dummy nodes is
normalized by the maximum node capacity such that it is in [0, 1] if there are enough resources
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for processing the flow and in [—1,0) otherwise. Here, there is a small difference in how values
are normalized compared to R}. Values in R} are normalized by the maximum capacity of
outgoing links L, (not all links L) because flow f must necessarily be routed via one of these
outgoing links L,. In contrast, f can be processed at v and its neighbors V;, but also at any other
node in V. Hence, I normalize values in RY by the maximum capacity over all nodes V (not
just neighbors V). This normalization helps the DRL agent to identify nodes with high available
absolute resources, not just relative to the neighborhood.

de(t)—d_ , eg

G 17 € Vo) € [1,1]%¢ defines the

shortest path delays (denoted by d_, cs) from current node v to flow f’s egress via each
Iy

Delays to Egress Vector D, = (max{ —1,

neighbor v’ in relationship to the remaining time d¢(t) to f’s deadline. This information helps
the agent forward f to neighbors that are in the direction of its egress node. If the observation is
below 0 for a neighbor ¢/, there is no chance that forwarding via v’ will be successful. Assuming
a fixed network topology and link delays, the shortest paths and their path delays dv,v’,vjig can

be precomputed and accessed in constant time during runtime. Again, D, ¢ is padded with —1
to ensure length [D, ¢| = Ag.

Available Instances Binary vector X, = (xcf,vf(t)|v’ € Vo U{v}) € {-1,0,1}2c*! indicates
whether an instance of requested component ¢ is currently available at v and its neighbors based
on variable x, f’-u/<t) (Section 3.2.1). For fully processed flows (i.e., ¢y = @), the corresponding
observation x4 v (t) is always zero. Again, I pad X, with —1 to ensure length |X;| = Ag + 1.

Actions A

The DRL agents take actions whenever a flow f arrives at their node. The action space
{0,1,...,Ag} is the same for all agents depending on network degree Ag. An action a €
{0,1,.., A} by a DRL agent at node v specifies how to set xc,o(t), yf,cf(t), and zs,(t) as de-
scribed in Section 9.4.1. If a = 0, the flow is processed locally, i.e., ¥ f(t) = v. An actiona > 0
sends the flow to v’s a-th neighbor v, € V;, ie., z f,v(t) = v,. An action is only valid for a < |V, ].
If a node has fewer neighbors than Ag, an action |V;| < a < Ag points to a non-existing
neighbor and is invalid. In this case, flow f is dropped and the agent receives a high penalty.
Based on the observed —1 values for non-existing dummy neighbors, agents should be aware
of which neighbors really exist and only forward flows there.

If a DRL agent selects 2 = 0 even though flow f is already fully processed (c; = 9), f
stays at the node for one time step and the agent is queried again. Doing so reduces the
remaining time d(#) to f’s deadline and incurs a small penalty. Based on this penalty and on
observation py, agents should learn to forward processed flows directly to their egress without
keeping them unnecessarily.
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Reward R

Ultimately, the DRL agents should learn a coordination scheme that processes as many flows
successfully as possible. Hence, I give a large positive reward of 410 when a flow completes.
Conversely, I penalize the agent with a reward of —10 when dropping a flow.

Successful completion of a flow requires proper coordination, taking available neighbors,
compute and link resources, link delays, and flow deadlines into account. Hence, when starting
training with a random policy, it is very unlikely that a series of random actions leads to a flow
completing successfully. Consequently, rewards of 410 will initially be very sparse, preventing
effective training.

One way to address the challenge of sparse rewards is through reward shaping [249]. To this
end, I add additional weaker reward signals that indicate whether an action seemed useful
or not—even before a flow is completed or dropped. Specifically, the DRL agents receive a
small positive reward of —0—‘(:1? whenever a flow successfully traverses an instance, where

|Cs f\ is the length of the requested service chain. This encourages the DRL agents to host
component instances and process flows locally when possible. Furthermore, I give a small
penalty of — g—lc whenever a DRL agent sends a flow along a link /. This penalty corresponds to
the link’s propagation delay normalized by the network’s diameter D (in terms of path delay).
It encourages the DRL agents to forward flows along fewer links and links with shorter delays
when possible. I give a similar penalty of *DLG when a DRL agent keeps a flow (y¢ f(t) =)

that is already fully processed.

These additional rewards help nudge the DRL agents towards a useful policy and can improve
training. Yet, it is important that these auxiliary rewards are significantly smaller than the
rewards/penalties for successful and dropped flows. Otherwise, they limit the agents’ ability to
find “creative” but successful policies. Too strong auxiliary rewards can even encourage un-
wanted behavior, e.g., if processing two flows half-way is more rewarding than fully completing
one flow. Hence, the auxiliary rewards are intentionally small compared to the 4/ — 10 rewards
for completed /dropped flows.

9.4.3. DRL Coordination Framework

As defined in Section 9.4.2, this chapter approaches network and service coordination through
local observations and actions that control incoming flows for each node. I propose a DRL
framework with offline training, combining experience from all nodes in a logically centralized
neural network as illustrated in Figure g.3a. After training converges, this single, central neural
network can make decisions for any node in the network. It distinguishes different nodes based
on different observations and takes suitable actions accordingly. Now, separate DRL agents
can be deployed at each network node, copying the neural network to each of these agents
(Figure 9.3b). This allows each agent to locally control incoming flows highly efficiently based
only on local observations. While each DRL agent has a copy of the same neural network and
thus follows the same policy, this policy is trained to distinguish flows at different nodes and
handle them correspondingly.
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Figure 9.3.: a) Centralized training procedure with multiple copies of the network environment and
the DRL agent. b) Fully distributed inference with trained DRL agents at each node. (Figure
from [S34]; © 2021 IEEE.)

Design Choices

Two natural alternatives to this approach are either centralized observations and control for all
network nodes at once or distributed training and inference using different neural networks for
each node. A centralized approach observing and controlling all nodes at once is more in line
with current related work (Section 9.2 and Chapter 8). Yet this would require a significantly
larger observation and action space, e.g., a concatenation of the observations and actions for
each node, which typically requires more training until convergence. Furthermore, centralized
inference decisions per flow would not scale to large networks with rapidly incoming flows,
where thousands of decisions may be necessary per millisecond for the network as a whole.
Besides, it would require up-to-date global knowledge, which is not realistically available,
but at best partial and delayed through monitoring (as assumed in Chapter 8). Distributed
training and inference using separate neural networks is a promising alternative approach,
yet makes training challenging. E.g., when training distributed neural networks, agents at
nodes that are seldom traversed by flows would barely be trained at all, possibly leading
to bad policies for these nodes. Hence, the proposed centralized training with distributed
inference tries to combine the benefits of both approaches, e.g., by leveraging experience from
all agents, providing more data for effective training. To support continuous online training
during inference, DRL agents could update their neural network locally and then synchronize
the gradient updates with all other nodes (cf. federated learning [163]). Lest online inference is
blocked, training and sharing of updates should happen asynchronously.

However, the approach also comes with the challenge of properly designing the POMDP such
that the trained neural network can effectively generalize between similar situations but still
distinguish semantically different situations. For example, to keep the action space small,
action i means selecting neighbor i, not necessarily node i. Hence, the same action i can lead to
very different results when executed by DRL agents at different nodes. To help the DRL agents
distinguish between different neighbors and selecting a suitable one, the observations include
all relevant information about neighbors’ resources, available instances, and distance to the
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egress node (in terms of shortest path delay). This should help the DRL agents learn to select
neighbors with sufficient resources and towards the egress node—independent from the exact
node IDs and thus generalizing across DRL agents at different nodes.

Algorithm

For training the DRL agents, I leverage the Actor-Critic using Kronecker-factored Trust Region
(ACKTR) algorithm [258]. ACKTR is an extension to the well-known Asynchronous Advantage
Actor-Critic (A3C) [180], which leverages multiple parallel environment copies during training
for more diverse training data. Similar to Trust Region Policy Optimization (TRPO) [227] and
Proximal Policy Optimization (PPO) [228], ACKTR ensures that the learned policy is updated
gradually during training, avoiding abrupt and potentially destructive changes in the learned
behavior. In contrast to Deep Deterministic Policy Gradient (DDPG) [155] used for continuous
actions in Chapter 8, ACKTR is better suited for discrete actions required here.

Algorithm 7 DRL With Centralized Training and Fully Distributed Inference

1: Initialize 7tg, Vi, b > Centralized Training
2: | < number of parallel training environments

3: for | environments in parallel do

4: while t < T do

5: if flow f arrives at node v then
6: ot, 1+ < adapter.process(f,v, Vy, Ly, G)
add

7: b — (0¢—1,8¢-1,71,0¢)

8: ay <— 7'[9(0,3)

9: Xepo(t),Y5,es(t), 2f0(t) 4 adapter.process(a;)
10: if b is full then
11 Train V,, using temporal difference updates [180]
12: Train 719 maximizing E[Y; V' (0444, a¢4i)]
13: Select best agent (779, Vi) > Distributed Inference

14: Deploy a copy 7j of 7y at each node v € V
15: while t < T do

16: if flow f arrives at node v then

17: ot, 1t < adapter.process(f,v, V,, Ly, G)

18: ay < 115(0¢)

19: Xepo(t), Yre; (1), 250(t) < adapter.process(a;)

Algorithm 7 shows the high-level algorithm for centralized offline training (lines 1—-12) and then
for distributed online inference (lines 13-19). ACKTR trains two neural networks for the actor 7ty
and the critic Vj using mini-batches b. The two neural networks are initialized randomly and
trained over [ parallel copies of the network environment (lines 1-3). Clearly, I = 1 if the
network environment cannot be duplicated. Whenever a flow arrives at a node (lines 5-9), the
DRL agent obtains current observation o; and previous reward r; from the network through an
adapter. It adds the experience to mini-batch b and selects the next action by passing o; to its
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actor 7ry. Based on selected action 4;, the corresponding coordination decisions are taken as
described in Sections 9.4.1 and 9.4.2.

Once mini-batch b is full, i.e., contains a predefined number of experiences, critic and actor are
trained (lines 10-12). Critic V} estimates the long-term value Vi (0) of observing o and following
the current policy. It is trained using bootstrapping and temporal difference as detailed in [258],
which is a standard technique for reinforcement learning [242]. The value estimate Vj(0) is
necessary to calculate the advantage, i.e., the relative value of each action a after observing o,
which is, in turn, needed to train the actor 7rg. The actor is trained to maximize the long-term
return, i.e., the discounted (by ) sum of future rewards, using the natural gradient method [258].
This training procedure is repeated for a configurable number of training episodes until the
agent converges.

As the random training seed can significantly impact convergence [108], I train multiple agents
(in parallel) using k different random seeds. After training, I automatically select the best agent
with the highest reward for online inference (line 13). The neural network of this agent is copied
to each network node to facilitate fast, distributed inference by a local DRL agent at each node
(lines 14-19). While offline training can be time-intensive, depending on the number of training
episodes, online inference is very fast [107]. With a fixed number of hidden units, time and
space complexity for inference is in O(Ag), i.e., linear in the network degree.

Implementation and Target Deployment

Figure 9.4 illustrates the implemented prototype of the DRL approach, which is built on
Tensorflow [4] and the stable-baselines framework [112] using Python. The source code is
publicly available on GitHub [S11]. As light-weight network simulator, I used coord-sim [S26].
Similar to DeepCoord (Section 8.4.3), each DRL agent here also interacts with the network
through adapters, using the OpenAl Gym interface [32]. These adapters interface the network
environment to retrieve relevant observations (e.g., from monitoring data), calculate the reward
during training, and apply the selected actions. In a possible Network Function Virtualization
(NFV) target deployment [110], the DRL agents could be deployed with and interface a distributed
Management and Orchestration (MANO) [215] for Virtual Network Function (VNF) orchestration
and traffic steering.

Critic
TR
Y

-
. Action-

> % adapter
< /

Network )

Observation-
DRL Agent adapter )

AN N\

Figure 9.4.: Implementation consisting of the DRL agent interacting with the network through adapters.
(Figure adapted from [S34]; © 2021 IEEE.)
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0.5. Evaluation

I evaluate the proposed fully distributed DRL approach and compare its performance against
state-of-the-art approaches in a variety of different scenarios. In Section 9.5.2, I evaluate how
well the DRL approach adapts to varying ingress nodes and traffic patterns, comparing the
percentage of successful flows (as defined in Section 9.3) over T = 20000 time steps. Similarly,
I evaluate its adaptability to varying flow deadlines in Section 9.5.3, just by retraining the
DRL agent for each scenario but without changing any hyperparameters or making manual
adjustments. In Section 9.5.4, I investigate how well the DRL approach generalizes to previously
unseen scenarios without any retraining. Finally, Section 9.5.5 evaluates the scalability of the
approach on large real-world network topologies.

9.5.1. Evaluation Setup

Base Scenario

I consider different variations of a base scenario using real-world network topology Abi-
lene [142], which connects 11 cities in the United States. In Section 9.5.5, I also consider
larger real-world topologies to evaluate scalability. Compute resources are assigned to nodes
uniformly at random between 0 and 2, link capacities between 1 and 5, and link delay is
derived from the distance between connected nodes. I consider a video streaming service s
with Cs = (cpw, CIDS, Cyideo) and deadline ds = 100 ms. While I successfully tested the approach
with multiple services, this evaluation focuses on a single service for simplicity. All components
¢ € Cs have a processing delay of d. = 5ms and require resources linear to their load. Flows
requesting s have unit data rate (A = 1) and length (6y = 1), but I consider scenarios with
increasingly complex flow arrival patterns (Section 9.5.2) and varying deadlines (Section 9.5.3).
I consider between 1 and 5 ingress nodes (v1-v5) and a single egress vg.

DRL Hyperparameters

I use the following hyperparameter settings for the DRL approach:

* Fully connected neural networks for both actor and critic. Each neural network is config-

ured with two hidden layers, each with 64 hidden units and tanh activation [126], trained

with the RMSprop optimizer [217].

Discount factor 7 = 0.99.

Initial learning rate & = 0.25.

Batch size |b| = 80.

k = 10 training seeds and ! = 4 parallel training environments (Section 9.4.3).

ACKTR-specific parameters: Entropy loss 0.01, loss on Vj 0.25, and Fisher coefficient 1.0,

max. gradient 0.5, Kullback-Leibler clipping 0.001.

¢ Timeout and removal of unused instances after J = 100ms for all components ¢ € C
(Section 9.4.1).

I selected these hyperparameter settings based on the ACKTR default settings [112] and manual
tuning to achieve good performance across scenarios. Tuning hyperparameters automatically
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for each scenario is slow and resource-intensive but could potentially further improve perfor-
mance.

Compared Algorithms

I compare the proposed fully distributed DRL approach against two coordination approaches
from previous chapters, where the code is publicly available, and against a simple greedy
baseline:

e DeepCoord: The centralized DRL approach from Chapter 8, which uses and periodically
updates scheduling rules at all nodes that are applied to incoming flows at runtime. It
handles partial and delayed observations of the global network state, which are available
via periodic monitoring.

* Greedy Coordination with Adaptive Shortest Paths (GCASP): The fully distributed heuristic
algorithm from Chapter 6. In both GCASP and the proposed approach in this chapter, each
node observes and controls incoming flows locally.

o Shortest Path Coordination Approach (sP): A simple greedy baseline, which tries to process
all flows along the shortest path from ingress to egress.

Execution & Figures

All experiments were executed on machines with an Intel Xeon W-2145 CPU and 128 GB RAM.
Figures show the mean and 95 % confidence interval over 30 random seeds.

9.5.2. Varying Traffic Patterns

I evaluate the proposed distributed DRL approach on the base scenario (Section 9.5.1) with
varying flow arrival patterns and an increasing number of ingress nodes (v1—vs) and thus
increasing load. The simplest pattern I consider is fixed flow arrival with flows arriving every
10 time steps at each ingress node. Figure 9.5a shows the corresponding percentage of successful
flows, which naturally decreases with increasing load and limited node and link capacities.
While all approaches process almost all flows successfully with one ingress node, only the self-
learning DRL approaches achieve around 100 % successful flows for up to three ingress nodes.
For four and five ingress nodes, the proposed distributed DRL approach outperforms all other
algorithms and successfully processes up to 35 % more flows than the centralized DeepCoord
approach. While DeepCoord relies on shortest path routing, the distributed DRL approach in this
chapter explicitly optimizes routing jointly with scaling, placement, and scheduling. In doing
so, it takes link capacities into account and balances load across different paths to minimize
dropped flows. The simple sP baseline relies on sufficient resources along the shortest path
and thus easily drops flows. Ingress nodes v1-v3 are co-located in the given network such that
their shortest paths to the egress overlap and compete for shared resources. Ingress v4 and vs
are farther away such that their shortest paths do not overlap and, instead, allow SP to utilize
more resources for more successful flows. Similar to SP, the fully distributed heuristic, GCASP,
favors processing flows along the shortest paths but dynamically reroutes flows when necessary,
avoiding bottlenecks and searching for compute resources.
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Figure 9.5.: Percentage of successful flows for an increasing number of ingress nodes, i.e., increasing load,
and increasingly realistic traffic patterns (here, fixed and Poisson flow arrival; extended in
Figure 9.6). Compared to other approaches, the distributed DRL approach processes most flows
successfully. (Figure adapted from [S34]; © 2021 IEEE.)

Next, I consider stochastic flow arrival following a Poisson process with exponentially distributed
inter-arrival times (mean 10 time steps). Figure 9.5b shows the corresponding results. Here,
DeepCoord performs worse because its centralized observations are always slightly outdated—
as they would be for any centralized approach in practice! Hence, it cannot effectively react to
small bursts where multiple flows arrive directly after another. Instead, the same scheduling
rules are applied to all incoming flows, which easily leads to dropped flows when considering
stochastic flow arrival. In contrast, the fully distributed architecture based on local observations
and control of both the proposed distributed DRL approach and GCASP lets them control
individual flows quickly at runtime. This allows them to react to short bursts, distributing
individual flows among available resources. Still, the distributed DRL clearly and consistently
outperforms all other algorithms and is 37 % better than GCASP on average.

Figure 9.6a shows very similar results for yet more realistic flow arrival following a Markov-
Modulated Poisson Process (MMPP) [80]. The corresponding two-state Markov process randomly
switches between flow arrival with mean inter-arrival time 12 and 8 (50 % higher rate) every
100 time steps with 5% probability. The distributed DRL approach successfully adapts to this
traffic pattern and outperforms all other approaches (GCASP by 39 % on average).

Finally, Figure 9.6b shows the results for flows following real-world traffic traces that are publicly
available for the Abilene network [194]. Here, DeepCoord and GCASP lead to comparable results.
Again, the distributed DRL is considerably better and even increases its lead over both approaches
with 60 % higher success rates on average.
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Figure 9.6.: Percentage of successful flows, extending Figure 9.5 with even more realistic traffic patterns
(MMPP and real-world trace). Again, compared to other approaches, the distributed DRL
approach processes most flows successfully. (Figure adapted from [S34]; © 2021 IEEE.)

9.5.3. Varying Deadlines

I now consider the base scenario (Section 9.5.1) with fixed ingress nodes (v1, v2), Poisson flow
arrival and instead systematically vary the deadline for service s (ds € {20, 30,40, 50} ms).
Figure 9.7 shows the resulting percentage of successful flows and corresponding average end-to-
end delay of completed flows. With deadline ds = 20 ms, all flows are dropped since flows need
more than 20 ms to complete, even in the best case where flows are processed along the shortest
paths. Indeed, the SP heuristic attempts to process all flows along the shortest paths, leading to a
fixed average end-to-end delay of 21 ms for deadlines ds = 30 ms and above. Further increasing
the deadline does not increase the percentage of successful flows for SP. In contrast, the other
algorithms exploit increasing deadlines and then also use longer paths to balance load. Overall,
the proposed distributed DRL approach balances the load effectively, taking the given deadlines
into account and processing more flows successfully than any other algorithm (21 % more than
GCASP on average).

9.5.4. Generalization to Unseen Scenarios

In the previous sections, I evaluate how well the distributed DRL approach adapts to changing
scenarios (traffic load, traffic patterns, deadlines) just by retraining but without human inter-
action. Here, I go one step further and investigate how well the trained DRL agent generalizes
to previously unseen scenarios without any retraining. In practice, it is important that the DRL
agent continues to coordinate services reasonably even if the scenario suddenly changes. A
new DRL agent may be retrained periodically (or even continuously) to optimize for the current
scenario. The frequency of periodic retraining depends on the available training resources
and on how frequently the scenario changes, e.g., in terms of flows’ ingress nodes or arrival
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Figure 9.7.: Percentage of successful flows and average end-to-end delay for varying deadlines. The
distributed DRL approach adapts to the given deadlines, outperforming the other approaches.
(Figure adapted from [S34]; © 2021 IEEE.)

pattern. Either way, the incumbent DRL agent still has to coordinate decently until the new,
retrained agent converges. To facilitate generalization, I designed the observation space to
include generally available and useful information and normalized all values to be in a similar
range (Section 9.4.2).

Here, I explore generalization to previously unseen traffic patterns with two ingress nodes in
the base scenario (Section 9.5.1). To this end, I train the distributed DRL approach on fixed flow
arrival and test it without retraining on unseen real-world traces. Similarly, I test generalization
of the DRL agent trained on Poisson and MMPP traffic. Figure 9.8a shows the percentage of
successful flows when generalizing these different DRL agents to unseen trace-driven traffic. For
comparison, the figure also shows the success ratio of DeepCoord trained and tested on these
traces and of the other algorithms. For the proposed distributed DRL approach, the success rates
of the generalizing DRL agents (“Gen.” in Figure 9.8a) are very close to the performance of the
retrained agent (“Retr.”) and still clearly outperform the other algorithms. This indicates that
the proposed distributed DRL generalizes well to unseen traffic patterns.

Next, I investigate generalization to unseen network loads by training the distributed DRL
approach on the base scenario with two ingress nodes (and Poisson traffic) and testing it with
1-5 ingress nodes, representing increasing load. Figure 9.8b shows the resulting successful flows
in comparison with a DRL agent that is retrained for each scenario and with the other algorithms.
Again, the generalizing DRL agent (“Gen.”) processes almost as many flows successfully as the
DRL agent that is retrained for each scenario (“Retr.”) and still clearly outperforms all other
algorithms.
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Figure 9.8.: The distributed DRL approach generalizes to scenarios with traffic patterns and network load
that were not previously seen during training. (Figure adapted from [S34]; © 2021 IEEE.)

Table g.1.: Real-world network topologies [142]
Network G Nodes |V| Links |[L| Degree (Min./Max. Ag/Avg.)

Abilene 11 14 2/3/ 255
BT Europe 24 37 1/ 13/ 3.08
China Telecom 42 66 1/ 20/ 3.14
Interroute 110 158 1/7/ 287

9.5.5. Scalability

Finally, I evaluate the scalability of the distributed DRL approach on large real-world network
topologies. Specifically, I consider the BT Europe, China Telecom, and Interroute networks
in addition to Abilene [142] (Table 9.1). Particularly the China Telecom network is highly
skewed in terms of node degree, which influences the size of the observation and action spaces
(Section 9.4.2). As before, I consider Poisson traffic at two ingress nodes (with node IDs v; and
V), one egress (vg) and randomly uniform node capacities (between 0 and 2) and link capacities
(between 1 and 5).

Figure 9.9a shows the resulting percentage of successful flows on these networks. Despite
the large size and node degree skewness of these networks, the distributed DRL approach
achieves almost perfect results with close to 100 % successful flows. In the BT Europe network,
link capacities between ingress and egress are scarce leading to more dropped flows for all
algorithms. sP fails completely on BT Europe (24 nodes) and Interroute (110 nodes) since there
are insufficient resources on the shortest paths. The distributed DRL approach outperforms
DeepCoord by 31 % and GCASP by 42 % on average. At the same time, Figure 9.9b (logarithmic
scale) shows that the inference time of the distributed DRL approach is on the order of 1 ms. In

138



9.6. Conclusion

particular, it is magnitudes faster than the central DeepCoord approach and, unlike DeepCoord,
invariant in the network size.
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Figure 9.9.: Percentage of successful flows and inference runtime (logarithmic scale) with increasing
network size. The distributed DRL approach scales well to large networks resulting in high
success rates yet short runtime. (Figure adapted from [S34]; © 2021 IEEE.)

9.6. Conclusion

The presented distributed DRL approach combines ideas and strengths from Chapters 6 and 8:
Similar to Chapter 8, the self-learning coordination approach using DRL self-adapts to varying
scenarios and requires neither expert knowledge nor human intervention. As such, it is more
flexible and better applicable in practice than conventional coordination approaches (Part I).
Inspired by the fully distributed heuristics in Chapter 6, the approach combines centralized
training with fully distributed inference. This allows fast, fine-grained, per-flow control (1 ms
per decision), relying only on local observations and scaling to large real-world networks. As a
result, the evaluation shows that the presented distributed DRL approach is more flexible, better
scalable, and generally more successful than existing solutions. Overall, this makes it a better
approach for autonomous network and service coordination in practice, particularly in large
networks with many, short flows.

The following Chapter 10 explores how self-learning coordination using DRL can be extended
and applied to wireless mobile networks. In comparison to wired networks, considered so
far, there are similarities (e.g., competition for limited resources) but also new challenges in
such wireless scenarios (e.g., user mobility). In these scenarios, Chapter 10 further investigates
benefits and drawbacks of centralized vs. distributed DRL approaches.
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10. Self-Learning Coordination for Mobile
Networks

In the chapters so far, I consider network and service coordination in wired networks. In this
chapter, I focus on coordination in wireless mobile networks where multiple moving users
compete for limited radio resources. In such mobile networks, macrodiversity is a key technique
to increase the capacity. Macrodiversity can be realized using Coordinated Multipoint (CoMP),
simultaneously connecting users to multiple overlapping cells. Selecting which users to serve by
how many and which cells is NP-hard but needs to happen continuously, in real time as users
move and channel state changes. Existing approaches often require strict assumptions about
or perfect knowledge of the underlying radio system, its resource allocation scheme, or user
movements, none of which is readily available in practice. Instead, I propose three novel self-
learning and self-adapting approaches using model-free Deep Reinforcement Learning (DRL):
DeepCoMP, DD-CoMP, and D3-CoMP. DeepCoMP leverages central observations and control of
all users to select cells almost optimally. DD-CoMP and D3-CoMP use multi-agent DRL, which
allows distributed, robust, and highly scalable coordination. All three approaches learn from
experience and self-adapt to varying scenarios, reaching 2x higher Quality of Experience (QoE)
than other approaches. They have very few built-in assumptions and do not need prior system
knowledge, making them more robust to change and better applicable in practice than existing
approaches.

This chapter is based on my paper [S19]. I proposed the idea and concepts, discussed them with
project partners, developed and evaluated all prototypes, and wrote the paper. This chapter
contains verbatim copies of this paper [S19]: Stefan Schneider et al. “DeepCoMP: Coordinated
Multipoint Using Multi-Agent Deep Reinforcement Learning.” In: IEEE Transactions on Network
and Service Management (TNSM) (2022). @ Under Review %& Invited Talk at Ray Summit 2021
In this chapter and throughout my dissertation, I consistently write in the first-person singular
form (“I” rather than “we”) for ease of reading. The source code corresponding to this chapter
is publicly available on GitHub [S13].

10.1. Introduction

Autonomous coordination is not just relevant for wired networks, discussed in previous
chapters, but also has real-world use cases in wireless mobile networks (Section 2.3). Modern
cellular networks coordinate resources across multiple terminals, base stations, cells, and access
network entities. An example is CoMP, a kind of cooperative Multiple Input and Multiple Output
Radio (MIMO) that leverages macrodiversity by allowing User Equipment (UE) to connect to
and receive data from multiple cells simultaneously. CoMP was introduced in 3GPP Long-Term
Evolution (LTE) Release 11 [1] but will play an even more important role in 5G and 6G with
many small and partially overlapping cells [69].

141



10. Self-Learning Coordination for Mobile Networks

As UEs move around, their channel state continuously changes due to path loss, shadowing,
reflections, etc. Especially UEs at the cell edge experience strong path loss and benefit from
connecting to multiple cells. At the same time, connections must be balanced across different
cells as all UEs served by a cell compete for limited resources, e.g., Physical Resource Blocks (PRBs)
in LTE. With more UEs connected to a cell, its available PRBs per UE decrease. Hence, a UE may
connect to more cells to increase its effective data rate but thereby increases competition at these
additional cells, possibly reducing the available PRBs and consequently the data rate of other
connected UEs. To navigate this trade-off and adapt to UE movement, changing load and channel
state, it is crucial to dynamically select how many and which cells should serve which UEs.

I focus on dynamic multi-cell selection in downlink CoMP with joint transmission and coor-
dinated scheduling [1]. Instead of maximizing mere data rate, my goal is to also support
maximizing QoE for all UEs. QoE depends on the considered scenario and may, for example,
require reaching a certain data rate threshold or show diminishing returns with increasing
data rate [77, 134]. Multi-cell selection is significantly more complex than single-cell selection
and the resulting problem is NP-hard and cannot be reasonably approximated [15]. Despite
this complexity, it must happen quickly online as user movement affects channel state and
achievable data rates.

Existing approaches for multi-cell selection typically use heuristic algorithms or solve Mixed-
Integer Linear Programs (MILPs) (Section 10.2). Often, these approaches build on rigid models or
rely on perfect knowledge of the underlying system, including radio model, resource allocation
scheme (i.e., intra-cell allocation of PRBs to connected UEs), or even user movement [15, 253, 169].
Such detailed knowledge may only be approximated or even be completely unavailable in prac-
tice (e.g., vendor-specific, unknown PRB allocation), limiting applicability of these approaches.
Simpler approaches based on channel measurements and simple rules, e.g., [169, 27], may
require different manual configurations for different scenarios and often lead to suboptimal
results (Section 10.7).

Instead, I propose three novel self-learning and self-adaptive approaches, DeepCoMP, DD-CoMP,
and D3-CoMP, using model-free DRL. DRL excels at sequential decisions to optimize long-term
rewards [242] and is thus particularly useful here, where I want to optimize UEs” long-term
QoE over multiple sequential cell assignments. Moreover, the proposed model-free approaches
require very few built-in assumptions and learn from experience of previous actions. They do
not need explicit and detailed system information but adapt to scenarios with varying and
even heterogeneous resource allocation schemes and cell density. Unlike existing work [39, 270,
281], they support multiple moving UEs and autonomously adapt to varying UE numbers and
movement. The approaches can continuously adapt to ongoing changes in the scenario through
online transfer learning. Similarly, they support transfer learning for fine-tuning pretrained
models to new, unseen situations without requiring expensive retraining from scratch (cf.
Google AutoML [246]). Overall, the DRL approaches are not explicitly aware of the underlying
wireless system details, which they abstract away, and instead self-adapt to any given scenario
through indirect feedback.

In more detail, DeepCoMP is a centralized DRL approach that jointly coordinates all UEs. By
central observation and control, DeepCoMP achieves close-to-optimal solutions but requires
long training for large scenarios, depending on the number of active UEs. To address scenarios
without global observations or with many UEs, I propose two variants: DD-CoMP and D3-CoMP.
Both are multi-agent DRL approaches that observe and control UEs individually, in a distributed
fashion. DD-CoMP trains a single neural network that is later replicated for distributed inference.
D3-CoMP distributedly trains separate neural networks. While the proposed DRL approaches
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learn without human intervention, designing the underlying Partially Observable Markov
Decision Process (POMDP) is known to be challenging for practical problems [242, 11, 63], which
I solved by applying domain knowledge to the POMDP design. For example, I carefully design
DD-CoMP’s and D3-CoMP’s observation and action spaces to be invariant in the number of
UEs, allowing fast training even in large scenarios. For the observations and reward of each
agent, I also take locally available information of surrounding UEs into account to encourage
cooperative behavior, which is an open challenge in multi-agent DRL [274, 101]. Overall, the
contributions of this chapter are:

¢ Section 10.4 proposes DeepCoMP as a centralized DRL approach, jointly selecting multiple
cells for all UEs.

¢ Section 10.5 proposes DD-CoMP and D3-CoMP as distributed multi-agent DRL approaches
that coordinate UEs individually and converge more quickly.

e Section 10.6 discusses architecture and options for practical deployment of DeepCoMP,
DD-CoMP, and D3-CoMP.

* In Section 10.7, I evaluate adaptability, robustness, and scalability of the three DRL
approaches and show that they consistently and significantly outperform existing ap-
proaches (2x higher QoE).

¢ All code is publicly available to encourage reproduction and reuse [S13].

10.2. Related Work

I first discuss related work proposing conventional approaches such as heuristic algorithms or
MILPs in Section 10.2.1. I then compare related self-learning DRL approaches in Section 10.2.2.

10.2.1. Conventional Approaches Without DRL

Xenakis et al. [259] and Giust et al. [92] survey approaches for mobility management and
dynamic cell selection, which are often addressed together with problems like resource allocation
or power control. While many authors consider selection of a single cell [183, 167, 247], I focus
on approaches that select multiple serving cells for CoMP. Qamar et al. [206] review different
CoMP modes and survey corresponding literature. One of their identified open research issues is
fairness in CoMP, which I encourage by optimizing a logarithmic utility function (representing
QoE) [135]. I focus on CoMP joint transmission (CoMP-]JT) with coordinated scheduling (CoMP-CS)
but expect the proposed approaches to also learn to effectively select cells for other CoMP modes,
e.g., CoMP coordinated beamforming (CoMP-CB), if trained in a corresponding environment.

Liang et al. [154] propose a heuristic algorithm selecting a fixed number of cells for CoMP-
CB. For their heuristic, they assume knowledge of each cell’s resource allocation scheme and
model UE requirements in terms of fixed amounts of radio resources. In contrast, the DRL
approaches proposed in this chapter are agnostic and unaware of cells’ resource allocation and
can adapt to various, even heterogeneous resource allocation schemes. My approaches optimize
a generic utility function, which supports UEs with fixed resource requirements but also allows
maximizing UEs’ QoE, e.g., with diminishing returns for increasing data rate. Finally, Liang et al.
always select exactly three cells for CoMP-CB, whereas my approaches dynamically vary the
number of selected cells according to the current situation.
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Marsch and Fettweis [169] statically cluster cells into fixed groups of given size, optimizing
CoMP for a priori known UE positions. Vijayarani and Nithyanandan [253] dynamically optimize
the number of serving cells for each UE without selecting the cells as such, but evaluating the
expected throughput for all possible numbers of cooperating cells. All these examples require
detailed knowledge of the underlying system and environment dynamics (e.g., UE positions,
data rates, resource allocation). Similarly, using such detailed knowledge, Nigam et al. [190]
analyze UE coverage for a given set of selected cells.

In contrast, I do neither assume detailed system knowledge or a priori knowledge of UE
positions nor given and fixed group sizes of cooperating cells. The proposed DRL approaches,
without such knowledge, dynamically decide both how many and which cells to select and
consistently outperform algorithms with a fixed number of cells (Section 10.7).

Similar to the approaches proposed here, Amzallag et al. [15] optimize how many and which
cells to select for CoMP and also consider fairness. They use an offline approach that requires
a priori knowledge of UEs, cells, and system details over all time steps. You and Yuan [270]
also dynamically select multiple cells for CoMP and additionally optimize resource allocation.
While their problem is very similar to the one in this chapter, their approach is not. Unlike their
conventional approach, the DRL approaches presented here neither require detailed, possibly
unavailable system knowledge nor are they tied to any specific resource allocation scheme.

Beylerian and Ohtsuki [27] propose a simpler, rule-based approach for multi-cell selection
where users connect to all cells above a Signal-to-Interference-and-Noise Ratio (SINR) threshold.
As I show in Section 10.7, the threshold parameter strongly influences performance and the
best value varies between scenarios, again requiring human expertise for proper configuration.
In contrast, the proposed DRL approaches adapt to different and even heterogeneous schemes
without explicit knowledge of these schemes through self-learning and consistently outperform
this approach.

10.2.2. Self-Learning DRL Approaches

Self-learning approaches, particularly reinforcement learning [162], have become popular
as they can be applied without detailed system knowledge and should adapt to different
scenarios. Nasir and Guo [186] propose multi-agent DRL for dynamic power control. Their
approach is comparable to DD-CoMP (Section 10.5) as it also relies on local observations to
make distributed decisions after centralized training. I also propose D3-CoMP, which supports
distributed training. They assume each UE to be connected to a single fixed cell and then control
transmission power. I do not consider power control but focus on cell selection. The approaches
are hence complementary. Similarly, Ozturk et al. [195] use supervised learning to predict UE
movement, which could be combined with my approaches to focus training on expected UE
positions and movement. Ayala-Romero et al. [19] jointly allocate radio and compute resources
using autoencoders and DRL without requiring a priori system knowledge but adapting to
different and even heterogeneous systems. Their approach could be combined with mine for
self-adaptive multi-cell selection and resource allocation.

More related to the problem in this chapter, Chen et al. [39] use DRL to select base stations for
Multi-Access Edge Computing (MEC) but only consider a single UE and connections to a single
cell. Elsayed et al. [66] use tabular Q-learning for cell selection and interference mitigation
in 5G by connecting UEs to a single cell, ignoring CoMP. Tabular Q-learning does not scale
to large or continuous observations such that their approach is limited to very small and
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simple threshold-based observations, possibly leading to suboptimal results and restricting
applicability to small scenarios. Niyato and Hossain [191] dynamically select a single network
in HetNets (comparable to single-cell selection), rely on tabular Q-learning, and do not consider
user mobility.

The work by Zhou et al. [281] is most related to this chapter. They also consider self-learning
approaches for dynamic cell selection with UEs moving across many small, partially overlapping
cells. Zhou et al. address the non-stationary nature of the problem by proposing a piece-wise
stationary approach using bandits for regret minimization. To this end, they assume that
UEs only move abruptly for short durations and otherwise stand still. In contrast, I support
constantly moving UEs, making a piecewise stationary approach inapplicable. My proposed on-
policy DRL approaches can learn continuously online and adjust to changes in the environment
(unlike typical off-policy approaches [263]). Moreover, the authors focus on a single UE, only
consider connections to one cell at a time, and maximize throughput directly. I support multiple
moving UEs and simultaneous connections using CoMP. My proposed approaches support not
only optimizing throughput but focus on deriving and optimizing UEs” QoE.

In general, I go beyond existing work by proposing three different DRL approaches geared
towards different, realistic scenarios. In particular, the proposed approaches are among the
first in the area to successfully use cooperative multi-agent DRL, which is known to be chal-
lenging [101], as well as online transfer learning. My DRL approaches make fewer limiting
assumptions, e.g., about the number or movement of UEs, and optimize a more generic and
complex utility (supporting QoE in addition to plain throughput), which I believe makes my
approaches more meaningful and generally applicable.

10.3. Problem Statement

The self-learning DRL approaches proposed in this chapter require very few assumptions and
only readily available information about UEs and cells in the area (current connections, SINR, and
QoE per UE as detailed in Sections 10.4.1 and 10.5.2). | intentionally omit a formalization of radio
models or other system details that are irrelevant for the DRL approaches. The example model
used for evaluation is described in Section 10.7.1. Unlike previous chapters, this chapter focuses
on coordinating multi-cell selection in wireless mobile networks rather than coordination in
wired networks. Hence, this section explicitly states the coordination problem in wireless mobile
networks and does not build on the problem statement in Chapter 3.

10.3.1. Parameters

I consider M UEs u; € U and N cells ¢; € C, transmitting in discrete time steps t = 1,2,..., T,
synchronized among cells. I focus on the downlink and assume each cell ¢; € C to schedule
its PRBs (or other units of radio resources) to connected UEs autonomously and transparently
using CoMP coordinated scheduling (CoMP-CS) [168]. Inside one cell, a PRB is assigned to at most
one UE, but one UE can be assigned multiple PRBs from one or several cells. I make no other
assumptions about cells’ resource allocation scheme, i.e., how or how many PRBs they assign
to each connected UE. Considering multi-cell selection for uplink communication (using CoMP
joint processing [119]) is interesting future work, where I expect similar problems and solutions
as described here for downlink.
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UEs uj € U move around freely with varying direction and velocity, unknown to the system.
Movement affects channels between UEs and connected cells, fluctuating the measured SINR over
time. Here, in the context of cell selection, I focus on fluctuations on the order of seconds and
assume that fast-fading effects on the order of sub-milliseconds are handled and averaged out
in the physical layer. I denote by SINR; ;(#) the measured SINR from cell ¢; to UE u; at time .

UE u; can only connect to and receive data from cell ¢; if the SINR is above a given threshold sur.
Assuming it can connect, the effective downlink data rate ; ;(f) from cell ¢; to UE u; at time ¢
depends on cell-internal resource allocation, e.g., power, PRBs, antennas [146]. The proposed
DRL approaches are neither explicitly aware of r; () nor of the cells’ resource allocation but
learn to adapt to a given scenario through feedback of UEs” QoE.

10.3.2. Decision Variables

I express cell selection by binary decision variable x;;(t) € {0,1}, indicating whether cell ;
serves UE u; at time £. To allow xi,j(t) = 1, the corresponding SINR must be above threshold ysr.
A UE’s total rate is simply the sum of its cell rates (considering CoMP-CS [146]):

N
rj(t) = ;xi,j(t)”i,j(t) (10.1)

Deciding which cells serve which UEs may be driven completely by the network or UEs may
trigger or assist cell connections themselves (Section 10.6). To limit signaling overhead, UEs can
connect to or disconnect from at most one cell per time step. Frequent connection changes
are still possible as time steps are typically quite short, depending on the acceptable signaling
overhead in a given scenario.

10.3.3. Objective: Optimize Quality of Experience (QoE)

Rather than simply maximizing the data rate per UE, as commonly done in related work [253,
281, 66], I am mostly interested in optimizing UEs’ QoE, which better reflects users’ satisfaction
and strongly affects operators’ financial success [122]. UEs’ QoE typically increases roughly
logarithmically with increasing data rate, i.e., with diminishing returns [77, 134]. I quantify QoE
of UE u; by its utility U;(t). Using a logarithmic function as example, U;(t) could be formalized
as

U;(t) = min {U]max,max {U]mi“, wilogu, (w3 +1j(t)) }} (10.2)

where wy, wy, w3 are configurable weights and limits umin  ymax engyre that the utility is
finite and well defined. An advantage of using logarithmic utility is that maximizing the sum
of logarithms is equivalent to ensuring a natural concept of fairness, namely proportional
fairness [135]. Nonetheless, logarithmic utility is just an example based on previous studies [77,
134]. The proposed approaches are not tied to this particular utility function but can also
maximize plain data rate or adapt to other utility functions as shown in Section 10.7.2. In fact,
they do not even require the utility function to be known. Instead, it suffices to approximate the
instantaneous QoE of each UE (i.e., their utility), which is possible from the network side without
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relying on UEs reporting their QoE truthfully [173]. The overall goal is, therefore, to maximize
the long-term utility, averaged over all UEs and time steps:

11
Average QoE: max lim —— U;(t) (10.3)
T TM, 18 My
The proposed self-learning DRL approaches approximate and optimize this long-term utility
through typical discounted rewards. I present the details of these DRL approaches next: Deep-
CoMP in Section 10.4, DD-CoMP and D3-CoMP both in Section 10.5, and a discussion of

architecture and deployment options in Section 10.6.

10.4. DeepCoMP: Centralized DRL

DeepCoMP is a centralized DRL approach that simultaneously observes and controls all UEs
in an area with a single DRL agent. While this requires centrally collecting observations of
all UEs as well as centralized control, it enables DeepCoMP to learn close-to-optimal policies.
These observations contain SINR and QoE estimates, but no detailed system information, which
may be unavailable. Section 10.4.1 details DeepCoMP’s observations, actions, and reward and
Section 10.4.2 presents the overall algorithm. In Section 10.6, I discuss how DeepCoMP could
be deployed in practice.

10.4.1. Partially Observable Markov Decision Process (POMDP)

Due to the complexity of the mobile scenario, it is unrealistic to capture the complete environ-
ment state, even for a centralized agent. Instead, I focus on partial observations that could be
available in practice. The POMDP consists of tuple (O, A, P, R) with observations O, actions A,
unknown environment dynamics P, and reward function R, defined next. Figure 10.1 shows
an example of DeepCoMP’s observations, actions, and reward.

DeepCoMP

- Cg
T X, =(1,1,0) X, = 0,01
Esfﬁil — (1,07, 0.4>§ STN\Rz — (0.05,0.9, 1)
W e ((A)) @ L Pe=0sl
6

Figure 10.1.: Illustration of DeepCoMP’s POMDP. (Figure from [S19].)
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Observations O

In each time step, DeepCoMP only observes the UEs’ current connections, their SINR, and their
utility, which are readily available (Section 10.6). Specifically, the DeepCoMP agent observes
0= <<Xj,sﬁ-\I\R]«, U;)|Vj € {1,..., M}) for each cell ¢; and UE u;. Observations are grouped into
vectors X]-, STN\R]-, and ﬁj for each UE uj, containing elements for each cell ¢; as detailed below.
I normalize all observations to be in range [—1,1] (or [0,1]), which is important for effective
training and generalization of neural networks [118]. Otherwise, stronger observation signals
with a larger range could drown out weaker signals with a smaller range, making the DRL agent
“blind” to such observations.

Current Connections X; = (x;;(t)|Vi € {1,..,N}) € {0,1}" indicates to which cells ¢; a
UE u; is currently connected and directly corresponds x;;(t) (Section 10.3.2). UEs hold their
connections unless they are told explicitly to connect or disconnect or until they move away
from a connected cell.

SINR SINR; = (

cell ¢; and UE u;. Specifically, SINR; ;(¢) is normalized by the maximum SINR of all cells for UE u;
at time ¢. This maps the observed SINR of the strongest cell to 1 and highlights the differences in
SINR between the available cells, simplifying cell selection. In the special case that a UE is far off
any cells (with zero SINR), I set the vector to all zeros to avoid division by zero.

N, (1) 6] Vi € {1,..,N}) € [0,1]" is the normalized SINR; ;(t) between each
j

max; SINRj; ;

uj(t)— u;“i“
max _ umin
] ]

scaled to range [—1,1] based on bounds U]I.“i“, U]I.“ax (Section 10.3.3). If these bounds are not

Utility The normalized utility of each UE u; is U; = 2- —1€ [-1,1] ie, Ut)

known explicitly, they can be approximated by keeping track of the lowest and highest U;(t)
over all UEs and time steps so far. Observation lAl]» provides valuable information about each
UE’s current QoE, which is affected by the observed SINR but also by other factors that are
not directly observable, e.g., cells” resource allocation and UE movement. Again, note that the
current utility U;(t) of each UE can be approximated locally without relying on UEs to report
their QoE truthfully [173].

Actions A

To limit protocol overhead, each UE can either connect to or disconnect from at most one cell
per time step. This also simplifies and shrinks the action space considerably compared to
alternatives like choice of arbitrary subsets of cells. I design the corresponding action space
as A = (aj|Vj € {1,..,M}) € {0,1,..., N}*. Hence, DeepCoMP selects for each UE u; either a
specific cell ¢;, where it toggles the connection status, or a no-op. Action a; =i € {1,..,N}
means that u;’s connection to cell ¢; should be toggled, i.e., establishing a connection if #; and c;
are not yet connected or disconnecting otherwise. Alternatively, a; = 0 indicates a no-op, where
all of u;’s connections remain unchanged.
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Reward R

DeepCoMP’s reward in time step ¢ is the average of current utilities over all UEs, using l:lj €

.....

the goal of maximizing the average QoE over all UEs (Section 10.3.3). Internally, the DRL agent
maximizes the sum of discounted rewards to optimize long-term utility.

Varying Number of UEs

Since DeepCoMP observes and controls all UEs, the size of its observation and action spaces
depends on the number of active UEs in the area, which may change over time. Observations
and actions, on the other hand, are used as inputs and outputs of a neural network and, thus,
need to be of fixed size. Even if the number M of active UEs in the area varies over time, the
size of these observations and actions must not change. To this end, I define M™% as the
maximum number of supported active UEs in the area and set the size of the observations and
actions to MM, If M < M™%, related observations are padded with zeros to ensure consistent
size of observations and to indicate which UEs are currently missing. Resulting actions for
je{M+1,.., MM}, ie., for non-existing UEs, are simply ignored. Overall, the observation
and action spaces of DeepCoMP grow linearly with M™#*. The distributed DRL approaches
(Section 10.5) are invariant in M™® and therefore suitable for larger scenarios.

10.4.2. DeepCoMP Algorithm

Algorithm 8 DeepCoMP: Centralized Training and Inference

1: Initialize 79, Vi, b
2 fort€{1,.., T} do
3: foru; € U do

4 0j,1j ¢ get_obs_and r(u;)
5: ot < (0j|Vj € {1, ..., M}) U(0|Vj € {M+1, ..., M™*})
6 T4 21 Lief1, M} 7]
add
7: b <— (04-1,8t-1,71,01)
8: ay <— 77:9(01‘)
9: for a; € a; with j € {1,.., M} do
10: x;j(t) < set_conn(u;, a))
11 if training and b is full then
12 Train Vj using temporal difference updates [242]
13: Train 719 maximizing E[Y; V7 (0441, ar4i)]

I leverage Proximal Policy Optimization (PPO) [228], which is a state-of-the-art actor-critic DRL
algorithm, to train the DeepCoMP DRL agent. Algorithm 8 shows the centralized training
and inference procedure for DeepCoMP. DeepCoMP starts training by initializing stochastic
policy 7y (actor), value function Vj (critic), and mini-batch b (line 1). DeepCoMP then observes
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and acts in each time step for all UEs simultaneously. First, it collects observations and rewards
and constructs the observation vector and total reward as defined in Section 10.4.1 with function
get_obs_and r(u;) for each UE u; (lines 3-6). It then adds the experience (observation, action,
reward, next observation) to mini-batch b (line 7) and selects an action a; for the observation
vector o; according to policy 7ty (line 8). Action a; is a vector that specifies the cell selection
for all UEs and is applied to the environment by setting decision variable x; ;(t) accordingly
(lines 9-10). Function set_conn(u;, 4;) applies action 4; for UE u; by dis-/connecting from/to
the selected cell ¢; if a; > 0 and the selected cell is in range (a; toggles connectivity).

During training, critic V,’s weights are updated whenever mini-batch b is full (line 12). Using
standard temporal difference updates [242], critic Vj is trained to approximate long-term value
Vi (0) of receiving an observation o and then following policy 7. In turn, V(o) is used to
calculate advantage A(o,a), which is the relative value of taking an action a after receiving
observation o compared to all other actions. Finally, advantage A is used inside the policy
update when training actor 77y to optimize the long-term discounted reward (line 13), which
corresponds to maximizing the average QoE, i.e., the objective defined in Section 10.3.3 [116].

I repeat this procedure over many episodes to train DeepCoMP offline and then switch to
quick online inference upon training convergence. DeepCoMP also supports continuous online
training, which I evaluate in Section 10.7.3. Here, training (lines 11-13) happens asynchronously
to avoid blocking online inference. With a fixed number of hidden units, time and space
complexity for inference with DeepCoMP is in O(M™2* - N) based on the size of the observation
and action spaces (Sections 10.4.1 and 10.4.1).

10.5. DD-CoMP & D3-CoMP: Distributed DRL

DeepCoMP leverages global knowledge and simultaneous control of all UEs to learn highly
optimized policies. In practice, however, observations from all UEs may not be available cen-
trally or only with significant overhead, preventing fast centralized inference. Furthermore, its
observation and action spaces grow with the (maximum) number of active UEs in the network. I
hence propose distributed DeepCoMP (DD-CoMP), which only requires local observations and
control per UE. DD-CoMP is a multi-agent DRL approach that trains a logically centralized neural
network, which is replicated for distributed inference. I also propose D3-CoMP, which trains
separate neural networks for each UE. Table 10.1 summarizes these differences in training and
inference between the three DRL approaches as well as deployment options, which I discuss in
Section 10.6.

Table 10.1.: Proposed DRL approaches

DRL Approach Training Inference Deployment

DeepCoMP (Section 10.4) Centralized Centralized Core network
DD-CoMP (Section 10.5)  Centralized Distributed Network or UEs
D3-CoMP (Section 10.5) Distributed Distributed Network or UEs
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10.5.1. Trade-Offs and Design Choices

Decisions per Cell vs. per UE

Using multi-agent DRL, an obvious idea would be to assign one agent per cell, controlling
its connections. However, this leads to the same complications as discussed in Section 10.4.1,
where the number of UEs fluctuates but the size of the observation and action spaces are fixed
and thus need to be padded. The alternative of assigning one agent per UE appears more
suitable as the number of cells is rather fixed. As UEs arrive and depart over time, DRL agents
can be spawned/terminated on demand. Using separate agents per UE does not predicate the
networking architecture/location of control (Section 10.6).

Using separate DRL agents for each UE, I can limit each agent’s observations to only observe
a single UE instead of all UEs, where relevant observations are available locally at the UE
(Section 10.5.2). Similarly, the agent’s actions determine the UE’s cell selection, which can be
applied locally without much communication overhead. In large areas with many cells, the
observation and action spaces could be reduced by limiting agents” observations and actions
to each UE’s k closest cells, which are most relevant for cell selection. A remaining challenge
with this approach is that each agent only observes and controls a single UE. This easily leads
to greedy and unfair behavior and ultimately lower average QoE if agents do not consider or
observe other UEs’ utility. To overcome this challenge, I slightly adjust DeepCoMP’s POMDP for
DD-CoMP and D3-CoMP so that it takes other, nearby UEs into account (Section 10.5.2).

DD-CoMP vs. D3-CoMP

DD-CoMP and D3-CoMP only differ in their training architecture. DD-CoMP trains a single,
logically centralized neural network for actor 719 and critic Vj, respectively. It collects experience
from all DRL agents in joint mini-batches. While DD-CoMP’s training is logically centralized, it
could be implemented in a distributed fashion with minimal adjustments. For example, each
agent may update its neural network locally and only share the computed gradient updates to
synchronize the neural network weights across all DRL agents (cf. federated learning [267]).

D3-CoMP trains separate, logically decentralized neural networks for each agent/UE. D3-CoMP
can hence learn individual cell selection policies per UE, allowing DRL agents to adapt to
heterogeneous UE characteristics that affect QoE but are not explicitly observed, e.g., UE velocity
or movement patterns. Furthermore, D3-CoMP does not exchange agents” experiences or
gradients during training, lowering overhead. Training decentralized DRL agents independently
easily leads to greedy or adversarial policies, which I address by coupling the reward of nearby,
competing UEs (cf. best response strategy [109]). In comparison, DD-CoMP’s central neural
network is trained with more diverse data (from all UEs) than each of D3-CoMP’s distributed
DRL agents. Hence, DD-CoMP often learns more robust policies (Section 10.7).

10.5.2. Partially Observable Markov Decision Process (POMDP)

For DD-CoMP and D3-CoMP, I adjust DeepCoMP’s POMDP from Section 10.4.1. Instead of
vectors containing observations and actions for all UEs, agents only observe and control cell
selection for a single UE u;. To allow some awareness of nearby UEs and improve fairness, I
extend the observation space and adjust the reward function.
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Observations O

For DD-CoMP and D3-CoMP, O = <X]-,Sf\I\R]-, Uj, (18, M) includes X]-,Sf\I\R]-, Uj as defined in
Section 10.4.1. While DeepCoMP receives these observations as a vector for all UEs, DD-CoMP
and D3-CoMP just observe a single UE u;. Additionally, I assume that cells collect and broadcast

aggregated information U8 and M about their connected UEs. Specifically, cells approximate
the instantaneous QoE of their connected UEs [173] (or rely on QoE reported by the UEs) and
calculate their corresponding utility U; as defined in Section 10.4.1. Each cell ¢; then broadcasts

the average utility of all connected UEs as U} ° = M% Y xij(t) - Uy, where M; = Y xij(t)
denotes the number of currently connected UEs at ¢; with j,j’ € {1,..., M}. If no UEs are currently
connected (M; = 0), I set U;"® to zero. Similarly, if the observing UE u; is too far away from
a cell ¢; to receive its broadcast (i.e., SINRi,]-(t) < 7Ysmnr), the UE assumes M; = 0 and U?Vg =0
as observations. Finally, vector U8 = (U;"®|Vi € {1,...,N}) € [-1,1]" contains the observed
average utility of all cells. Hence, vector U?"8 can be observed locally by each DRL agent and
helps the agent to select suitable cells with high lAlng to avoid competing for radio resources at
cells with already low average utility.

To give the DRL agent a better sense of the load at different cells, cells also broadcast the
number of currently connected UEs M; as defined above. Based on the received M; (if not
M;
Yieq,..ny Mi”
setting M; = 0 if M; = 0. It then observes vector M = (M;|Vi € {1,..,N}) € [0,1]N containing
the normalized amount of connected UEs at each cell. This helps to avoid congested cells and
identify free cells without any UEs, i.e., without competition for radio resources. The signaling
overhead for UJ2'8 and M is small and constant (Section 10.6.2). Centralized DeepCoMP does
not require additional observations ('8 and M as it observes all UEs’ connections and their

QoE individually.

received, M; = 0), the DRL agent calculates the normalized load per cell M; =

Actions A

Actions of DD-CoMP and D3-CoMP are similar to DeepCoMP but refer to a single UE. Partic-
ularly, each DRL agent makes an action A = a € {0,1, ..., N}, controlling cell selection for its
UE u; as defined in Section 10.4.1.

Reward R

An obvious choice for the reward function of a DRL agent controlling UE u i would be R = EI-,
i.e., rewarding high utility of the corresponding UE. However, this reward would encourage
agents to greedily optimize their UE’s utility: Agents would tend to increase their UE’s data rate
even if it only marginally increases their utility. As a consequence, this could significantly harm
other UEs” utilities and overall average utility, which is the main objective (Section 10.3.3).

Instead, I define R = Yicr1, N} U8 - M; € [—1,1] as the average utility at all cells in range

(i.e., with received broadcasts), weighted by their normalized amount of connected UEs M;. If
UE u; is connected to some cell(s), its utility is already included in the sum above. Otherwise, if
u; is not connected to any cells, I explicitly include its weighted utility in the reward and define
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_ Nave u;
R =Yieq,.. vy U; - Mi+ -

does not dominate the reward. Hence, this reward function encourages DRL agents to maximize
the average utility over all UEs and not just the utility of their own UE.

. The UE’s own utility is therefore always considered but

== \\eighted Cells' Avg. QoE
Own QoE (Greedy)

0 100 200 300 400 500
Training Steps [in thousands]

Figure 10.2.: DD-CoMP learning curves with different reward (figure from [S19]).

Figure 10.2 illustrates the average QoE (Section 10.3.3) for the two reward formulations in an
example scenario. Using just the own UE’s QoE as reward leads to greedy behavior, which is
easier to learn and leads to faster yet clearly suboptimal convergence. The more sophisticated
reward based on weighted average QoE at surrounding cells requires negligible signaling
overhead (Section 10.6.2) and still leads to quick convergence and ultimately to a significantly
better policy (20 % higher QoE).

10.5.3. DD-CoMP Algorithm

DD-CoMP agents observe and control each UE’s connections separately in parallel (Algorithm o,
lines 3—7) rather than jointly for all UEs like DeepCoMP. Still, experiences from all UEs are
added to the same mini-batch b and train a central neural network for actor 77y and critic Vj
(lines 8-10). After logically centralized training, DD-CoMP performs distributed inference with
separate DRL agents, each using a copy of the trained actor network (line 11) for local inference
(lines 12—-16).

To support continuous training, all DRL agents need to continue sending their UEs’ experiences to
central batch b to train the the logically centralized neural network. Again, sharing and training
happens asynchronously to avoid blocking inference. For quick inference, the distributed DRL
agents could regularly update their local copies 775, Assuming a fixed number of hidden units,
space and time complexity of inference itself is in O(N), i.e., it is invariant in the number of
UEs M and linear only in the number of cells N. If N is large, space and time complexity could
further be reduced to be constant by only considering the k closest cells per UE (Section 10.5.1).

If the number of UEs in the area varies over time, the number of DRL agents is adjusted
accordingly. If a new UE arrives, a new DRL agent is instantiated, and removed again when
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Algorithm 9 DD-CoMP: Centralized Training, Distributed Inference

1: Initialize 7tg, Vi, b > Training
2 fort €{1,..,T} do

3: for u; € U in parallel do

4 ojt-, r]t. < get_obs_and r(u))

dd , 11 4.
b &S (0]; 1gt 1,r]?,0]t.)

]
a; + 19(0})
xj(t) < set_conn(u;, a;)
if b is full then
Train V,, using temporal difference updates [242]

10: Train 77y maximizing [E[Y; ¢ ’ykr(0§+k, a§+k)]

11: Deploy a copy 7y, of 71 for each UE u; € U > Inference
12 fort € {1,..,T} do
13: for u; € U in parallel do

e *® N > 9

14: 0;, r; < get_obs_and r(u))
15: a; < 11,(0%)
16: x;j(t) < set_conn(u;, a;)

the UE leaves the area. All DRL agents access the logically centralized neural network and thus
directly start with a good policy, benefiting from experience of other UEs. Note that, while all
UEs share the same neural network weights, their experiences are never shared with each other
directly.

10.5.4. D3-CoMP Algorithm

Algorithm 10 shows the distributed D3-CoMP training and inference procedure. While the main
procedure is similar to DeepCoMP and DD-CoMP, D3-CoMP directly initializes M different
actor T, and critic V(/,/. networks for each UE u; (line 1). Experiences from different UEs are
added to different mini-batches b; (line 5). Consequently, actor and critic of each DRL agent are
trained only on the corresponding UE’s experiences (lines 8-10). Similar to DD-CoMP, inference
time and space complexity is in O(N).

D3-CoMP also automatically adjusts the number of DRL agents to the number of UEs in the area,
starting new DRL agents when UEs arrive and terminating them once UEs leave. As D3-CoMP
trains separate policies per UE, it typically initializes new neural networks for newly spawned
DRL agents. However, trained neural network weights for a UE could be stored when the UE
leaves the network and loaded again (e.g., based on a UE identifier) when it returns to avoid
retraining from scratch. New UEs (with a previously unseen ID) could start with a trained and
stored policy of another UE (e.g., with similar velocity or movement pattern). A hybrid solution
between DD-CoMP and D3-CoMP is also conceivable, where a shared default policy is trained
centrally up front by DD-CoMP and then used as starting point for new DRL agents in D3-CoMP
when new UEs arrive in the network.
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Algorithm 10 D3-CoMP: Distributed Training and Inference
1 Initialize 79, Vy,, b;  Vj € {1,..., M}
2 fort€{1,.., T} do
3: for u] G U in parallel do

< get_obs_and r(u))

4: ]/]dd
a -

b<——(]

a eng( )

xll] (t) set,conn(uj, a;)

1 -1
/4 r]’o])

if training and b]- is full then

Train Vy, using temporal difference updates [242]
btk gtk

10: Train 7tp, maximizing E[}; 7y kr(o

10.6. Architecture and Deployment Options

There are different architectural options for deploying DeepCoMP, DD-CoMP, and D3-CoMP,
summarized in Table 10.1. All three approaches can be deployed in the network for network-
initiated cell selection. Depending on available resources and latency requirements, deployment
could be in the core, edge, or access network [243]. Alternatively, DD-CoMP and D3-CoMP also
support distributed deployment of DRL agents at the UEs, enabling UE-initiated cell selection.
Both network-controlled and UE-based cell selection are supported and relevant in 5G [187]. In
both cases, the DRL approaches can leverage already available data with low overhead. In the
following, I detail the two architectural options (Sections 10.6.1 and 10.6.2), which are illustrated
in Figure 10.3, and discuss training and inference in practice (Section 10.6.3).

2. Derive obs. o U

and reward 74 ((( ))) 1.cal
—2 U"%, Mi—
«— == 7t
((( ))) 1. CQl c; 4au (Dis-)connect
S SUt
3. a;: (Dis-)connect 3. Derive obs. o;
C1 and reward 7
(a) Network-based deployment (b) UE-based deployment

Figure 10.3.: Architecture and deployment options: a) DRL agents deployed in the network for network-
initiated cell selection. b) Deployed at each UE for UE-initiated cell selection. (Figure
from [S19].)
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10.6.1. Network-Based Deployment

The centralized DeepCoMP approach is designed to be deployed on the network side for
network-initiated cell selection. Here, the agent collects available data and exchanges control
messages between cells for centralized observations and actions. The entire network could be
split into different areas (e.g., based on cell coverage or business aspects) that are controlled
independently by separate DeepCoMP agents. Within each area, a single DeepCoMP agent is
deployed, which should be pretrained (e.g., in simulation) as further discussed in Section 10.6.3.
Inside an area, the responsible DeepCoMP agent observes and controls all active UEs.

For the agent’s observations, the network could keep track of each UE’s current connections
and collect the UEs” SINR and QoE (step 1 in Figure 10.3a). I emphasize, again, that this approach
does not assume any predefined, known utility function (e.g., a logarithmic function) but
only requires instantaneous approximations of UEs” QoE. To do so, UEs could either report their
SINR and QoE directly or cells could use already available information, e.g., UEs’ Channel Quality
Indicators (CQIs) and Quality of Service (QoS) measurements, to approximate SINR and QoE
locally [173, 35]. In doing so, cells can locally process available data to derive the necessary
observations (Section 10.4.1) and reward (Section 10.4.1) in step 2. In step 3, the processed
observations are passed through DeepCoMP’s actor neural network to obtain the next action,
which selects suitable cells for all UEs and triggers necessary connections or disconnections.

DD-CoMP and D3-CoMP can also be deployed in the network for network-initiated cell selection.
This works similarly as with DeepCoMP but, here, with multiple DRL agents being deployed
for the different active UEs in the area, spawning and terminating DRL agents on demand (as
discussed in Sections 10.5.3 and 10.5.4). These agents could be deployed at different cells,
where each one only requires observations and reward of its corresponding UE rather than
data from all UEs. If DD-CoMP and D3-CoMP agents are deployed in the network, cells can
locally compute and exchange their average utility I*'8 and load M, which are required as
observations and for the reward (Section 10.5.2), without the need to broadcast them.

10.6.2. UE-Based Deployment

Alternatively, each DRL agent could be deployed directly at a UE for user-initiated cell selection.
Deploying DeepCoMP at the UEs is theoretically feasible but impractical since it requires each
UE to collect observations from all other UEs. Instead, DD-CoMP and D3-CoMP are suitable for
UE-based deployment because they rely on local observations and control. Each cell ¢; still needs
the QoE of its connected UEs, which the cells can approximate locally based on UEs” reported
CQIs [173, 35] (step 1 in Figure 10.3b). In step 2, cells calculate and broadcast their average
utility U?Vg and number M; of connected UEs (from which M can be derived). In step 3, the
DRL agents at each UE derive the current observations and reward (Section 10.5.2) based on the
received broadcasts and locally observed X;, STl\I\Rj, and ﬁj. Finally, each DRL agent uses its actor
neural network to choose an action for its UE and initiates the corresponding connections or
disconnections (step 4).

Cells’ broadcasts of ﬁ?Vg and M; have small, constant size and could be included in existing
System Information Broadcasts (SIBs) [2] without requiring extra signaling messages. Hence,
DD-CoMP and D3-CoMP require negligible signaling overhead; much smaller than existing
approaches that require detailed system knowledge (e.g., [15, 270]). Furthermore, UE-based
deployment allows DRL agents to collect all relevant observations locally at the UEs without
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requiring cells to exchange information with each other directly, e.g., for scenarios with cells
of different operators. While UE-based cell selection enables UEs to indicate which cells they
want to connect to, the final connection decision can still be controlled by the network (cf. UEs’
connection requests in 5G [187]).

10.6.3. Training and Inference in Practice

In practice, I suggest to train a reasonable policy in simulations up front and then copy
and deploy the trained neural networks at the network or UE side. The pretrained neural
networks can then be used for fast online inference with low resource requirements. The trained
neural networks are lightweight (less than 5MB in size) and can be further optimized using
TensorFlow Lite for efficient inference with minimal space, compute, memory, and power
consumption [49].

As I show in Section 10.7.3, it is important to train on randomized simulation scenarios for
learning robust policies. To further support bridging the gap from simulation to real deployment
(“simzreal gap” [125]), the proposed DRL approaches support online transfer learning, where
they continuously fine-tune their pretrained policy in the actual deployment scenario. I explore
and evaluate online transfer learning in Section 10.7.3. This online training could happen at
edge computing centers close to the cells as proposed in 5G [243]. To facilitate online learning
in practice, the reward signal for DeepCoMP, DD-CoMP, and D3-CoMP can be directly and
locally derived from the collected observations without requiring additional information or
overhead (Sections 10.4.1 and 10.5.2). During training, DD-CoMP agents periodically share
their experiences and update their copy of the joint neural network, but D3-CoMP agents
train locally without extra communication. To reduce communication overhead for DD-CoMP
during training, agents could locally calculate their gradient updates and only share those
using federated learning [267]. The computed gradients are smaller and therefore require less
communication overhead than sharing the agents’ full experiences, including observations,
actions, and reward. Federated learning is practically feasible on mobile devices and already
being used for commercial applications, e.g., Google Gboard [104]. During inference, no
communication between DRL agents (or UEs) is necessary for either of the approaches.

10.7. Evaluation

I implemented prototypes of DeepCoMP, DD-CoMP, and D3-CoMP using Python 3.8, Tensor-
Flow 2, and RLIib [153]. To encourage reproduction and reuse, the source code is publicly
available [S13]. It also contains the light-weight simulation environment I used for training and
evaluation, which others can use to study and improve their approaches, too.

10.7.1. Evaluation Setup

I evaluate DeepCoMP, DD-CoMP, and D3-CoMP in different scenarios, comparing their average
QoE over T = 100 time steps (Section 10.3.3). In Section 10.7.2, I train the approaches from
scratch in different mobile scenarios and evaluate how well they adapt to each scenario through
self-learning without changing their hyperparameters or making any manual adjustments.
In Section 10.7.3, I investigate how well the pretrained DRL approaches generalize to new
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scenarios without any further training and how continuous online transfer learning can boost
performance and training efficiency. Finally, Section 10.7.4 compares the scalability of the
different approaches.

Base Scenario

I vary a base scenario with three partially overlapping cells and three moving UEs, using typical
LTE parameters [248] and the Okumura-Hata model [171] for path loss in urban areas, detailed
in Table 10.2. Since I focus on downlink, there is no intra-cell interference. The approaches
control cell selection but not resource allocation, e.g., scheduling of PRBs, which the cells
coordinate transparently themselves using CoMP coordinated scheduling, avoiding inter-cell
interference [168, 206].

Table 10.2.: Evaluation parameter settings

Parameter Value

Carrier frequency 2.5GHz

Bandwidth 9MHz

Thermal noise density —90dBm/Hz

Path loss model Okumura-Hata [171]
Cell transmit power 30dBm

SINR connection threshold ysng  —77 dB

Cell tower height 50m

UE height 1.5m

Cell-to-cell distance 100 m

UEs move according to the improved random waypoint model [269] with uniformly distributed
velocity of 1m/s-3m/s and pause 2 time steps at waypoints. Each UE u; has utility U;(t) =

101og;4(7j(t)) with U]mi“ = —10 and U™ = 10, quantifying its QoE [77, 134]. As evaluation
metric, I consider the average QoE over all time steps and UEs as defined in Section 10.3.3, where
positive values close to U]‘-“ax = 10 indicate excellent QoE, values around 0 indicate satisfactory
QoE, and negative values close to umin — 10 indicate bad QoE. The chosen utility function and

limits are examples and could also be chosen differently. In Section 10.7.2, I show that the DRL
approaches also successfully adapt to other objectives and utility functions.

DRL Hyperparameters

To avoid time-intensive and resource-intensive hyperparameter tuning, I used the PPO default
settings [153]:

¢ Fully connected neural networks for both actor and critic. Each neural network is config-
ured with two hidden layers, each with 256 hidden units and tanh activation [126], and
trained with the Adam optimizer [138].

¢ Discount factor v = 0.99.

* Learning ratea =5-107°.
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* Mini-batch size |b| = 4000 with 30 training epochs, each using a subset of 128 experiences
sampled from b.

PPO clipping parameter of 0.3.

Kullback-Leibler coefficient initialization of 0.2 and target of 0.01.

Generalized advantage estimation parameter A = 1.

Value function parameter 1 and entropy coefficient 0.

These settings are largely in line with general recommendations for practical DRL [16]. Tuning
hyperparameters automatically for each scenario could further improve performance.

Compared Algorithms

I compare DeepCoMP, DD-CoMP, and D3-CoMP against three other approaches:

* Dynamic: A dynamic UE-centric multi-cell selection heuristic by Beylerian and Ohtsuki [27],

which connects a UE u; to all cells ¢; with SINR; ;(t) > € - SINR}“aX(t), where SINR}“aX(t)

is the SINR of the strongest cell. I consider settings € € {0,0.5,1}. With € = 1, the
heuristic only connects to the strongest cell, similar to common 3GPP-based approaches
for single-cell selection [281].

e Static: A static clustering approach similar to the approach by Marsch and Fettweis [169].
It groups all cells into fixed clusters of size C and then connects UEs to all cells of the
strongest cluster. I consider C € {1,2,3}.

® Per-Step Optimal: A brute-force approach that has full knowledge and checks all actions
to select the best one in each time step. The selected action is optimal per step but not
necessarily in the long term. This approach is clearly impractical and only serves as a
comparison.

All approaches have the same action space, but only the proposed DRL approaches learn through
feedback from their actions.

Execution & Figures

I repeated all experiments with 10 different seeds for training and testing, running on machines
with an Intel Xeon W-2145 CPU and 100 GB RAM. Figures show the mean and 90 % confidence
interval of the average QoE as defined in Section 10.3.3.

10.7.2. Self-Adaption to Varying Scenarios

Varying Resource Allocation

I first consider the base scenario (Section 10.7.1) with varying resource allocation schemes
applied by the cells to allocate their available PRBs to connected UEs. In particular, I consider
scenarios with the following schemes:

* Resource-fair: All cells allocate their available PRBs equally among connected UEs [224].
¢ Rate-fair: Each cell ensures the same downlink data rate for its connected UEs by assigning
more PRBs to UEs that are farther away.
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* Proportional-fair: Cells allocate PRBs in a proportional-fair way, based on UEs’ instanta-
neous and historical data rates [266].

In addition, I also consider a heterogeneous scenario with all three schemes used in parallel, each

by one of the three cells.
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Figure 10.4.: The DRL approaches adapt to varying resource allocation schemes, without explicit knowl-
edge of these schemes (here, resource-fair and rate-fair allocation; extended in Figure 10.5).

Compared to other approaches, the proposed DRL approaches lead to significantly higher
average QoE. (Figure from [S19].)

Figures 10.4 and 10.5 show the resulting average QoE under the different schemes. While the
average QoE is mostly satisfactory (around o or above) in these scenarios, there are significant
differences between the algorithms. DeepCoMP’s results are almost identical (within 0.4 % on
average) to the brute-force approach (“Per-Step Opt.” in the figures) and much better than
the heuristics. On average, DeepCoMP is 2x better than the dynamic heuristic (abbreviated as
“Dyn.” in the figures) and 2.3x better than the static heuristic over all parameter settings. In
fact, DeepCoMP is even slightly better (2.5 %) than the brute-force approach for the rate-fair
scheme (Figure 10.4b). Recall that brute force is only optimal per step but not necessarily long-
term. Particularly, DeepCoMP learns to favor actions that may be suboptimal in short-term
(e.g., connecting to a far-away cell) but pay off in long-term QoE. In contrast, the brute-force
approach may get stuck at myopic optima since each UE is limited to at most one connection or
disconnection per time step to limit overhead (Section 10.3.2). With rate-fair allocation, switching

to a far-away cell is very resource-expensive but may pay off when reducing competition at a
closer cell.

DD-CoMP and D3-CoMP only have local observations and control for each UE and are thus
slightly worse than DeepCoMP but still much better than the dynamic and static heuristics.
On average, DD-CoMP is 87 % better than the dynamic heuristic and 107 % better than the
static heuristic. D3-CoMP is comparable to DD-CoMP but learns slightly better policies in
some resource-fair scenarios where different UEs benefit from heterogeneous policies. Note
that the performance of the two heuristics strongly varies with their parameter (¢ and C) and
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Figure 10.5.: Average QoE under varying resource allocation schemes, extending Figure 10.4 (proportional-
fair and heterogeneous). Again, the DRL approaches adapt to the different resource allocation

schemes and even to heterogeneous schemes, outperforming all other approaches. (Figure
from [S19].)

that the best parameter depends on the specific resource allocation scheme. For example, the
dynamic heuristic works best with € = 1 in the rate-fair case, with € = 0 in the proportional-fair
case, and with € = 0.5 in the other two cases. Similarly, the static heuristic works best with
different parameter settings in different scenarios. Hence, for best results, these heuristics
require knowledge of the resource allocation schemes and corresponding (possibly manual)
configuration. In contrast, the three self-learning approaches autonomously and successfully
adapt to the different resource allocation schemes and even the heterogeneous mix of schemes

from training experience. I emphasize again that the agents have no explicit knowledge about
which resource allocation scheme is employed inside the cells!

Varying Number of UEs

I again consider the base scenario (Section 10.7.1) with heterogeneous resource allocation and
now vary the number of active UEs. Figure 10.6 shows the average QoE for five different scenarios
with 1-5 UEs, respectively. Overall, average QoE decreases with more UEs as competition increases.
With few UEs (1 or 2), there is little competition for radio resources. Here, the static heuristic
with C = 3 works well as it connects UEs to many cells and uses available resources effectively.
Conversely, selecting fewer cells (C = 1) leads to better results in scenarios with higher load (4
and 5 UEs) as it reduces competition among UEs by limiting a UE to a single cell. The dynamic
heuristic works best with € = 0.5 across all scenarios (except for 1 UE) but is still clearly worse
than the DRL approaches (e.g., DeepCoMP is 35 % better on average). The three proposed DRL
approaches self-adapt to the number of UEs and learn cell selection policies that are very close
to the per-step optimal brute-force approach. They consistently and considerably outperform
both heuristics—in low-load as well as high-load scenarios and with any parameter setting.
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Figure 10.6.: Average QoE for varying number of active UEs. The DRL approaches successfully adapt
to scenarios with varying numbers of UEs and outperform all other approaches. (Figure
from [S19].)

Varying Cell Density

I now vary the cell-to-cell distance (80 m-120m) in the base scenario (three UEs, heterogeneous
resource allocation), where cell size is generally small due to strong path loss in the considered
urban scenario (Section 10.7.1). While the average QoE naturally decreases with sparser cells
(from very good to satisfactory), Figure 10.7 shows that varying cell density affects the heuristics
with different parameters differently: The static heuristic works best with C = 1 in denser cells
(80m), where a single serving cell can achieve good QoE, and with C = 3 in sparser cells (120 m),
where multiple connections are required for cell-edge UEs. The dynamic heuristic is also affected
by the cell density (¢ = 0 vs. € = 1) but works best with € = 0.5 across all scenarios and is
comparable to DD-CoMP and D3-CoMP at 80 m. However, the DRL approaches adapt much
better to other cell densities and overall outperform both the dynamic and the static heuristic
by 6 %-73 % on average, depending on the parameter setting (e and C).

Varying Objective and Utility Function

Now, I consider the base scenario (Section 10.7.1) with heterogeneous resource allocation and
investigate the impact of using different utility functions. Instead of the logarithmic utility
function, I first consider maximizing UEs” data rate directly rather than their QoE by setting
U;(t) = rj(t) with U]min = 0 and U™ = 1000. I choose U™ = 1000, i.e., capping data rates
above 1000 Mbit/s, as example supporting even upcoming highly demanding and immersive
services [208]. Figure 10.8a shows UEs’ resulting average data rate for each algorithm. Since
UEs” data rates fluctuate heavily with their movement and distance to connected cells (due
to strong path loss), the error bars are comparably large here. Still, the results clearly show

that the proposed DRL approaches achieve similar average data rates as the per-step optimal
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Figure 10.7.: DRL adapts to varying cell density. (Figure from [S19].)

brute force approach and outperform all other algorithms (by 18 %—49 % on average, depending
on € and C). Particularly, they learn to only connect one UE per cell with the highest channel
capacity. While this is unfair towards other UEs, e.g., at the cell edge, it maximizes the overall
data rate and therefore the objective in this case. This illustrates why maximizing only data
rate, as commonly done in related work, often does not reflect user satisfaction and easily leads
to undesired behavior.

As another example, in Figure 10.8b, I consider the case that UEs have a hard data rate re-
quirement (here 1 Mbit/s) that must be met. Hence, the utility follows a step function with
U;(t) = —10if rj(t) < 1Mbit/s and U;(t) = 10 otherwise. Figure 10.8b shows the resulting
average percentage of UEs with satisfied data rate requirement, i.e., with r;(t) > 1 Mbit/s. The
DRL approaches adapt to this scenario exceptionally well and outperform all other approaches,
ensuring that 26 %-38 % more UEs reach their data rate requirements compared to the dynamic
and static heuristic. They learn to select cells such that UEs" data rate is just high enough
(> 1 Mbit/s) and there are sufficient remaining radio resources to satisfy the data rate require-
ments of as many UEs as possible. Note that the DRL approaches are neither explicitly aware of
UEs’ required data rate nor the utility function but learn to adapt through feedback from UEs’
instantaneous utility. The dynamic and static heuristic are also not aware of the required data
rate but, unlike the DRL approaches, do not learn from experience. Instead, they tend to waste
radio resources by either providing unnecessarily high data rates to some UEs or connecting cell
edge users whose data rate still remains under the required threshold. Ultimately, this leads to
many UEs with unfulfilled data rate requirements.

Figure 10.8b shows that the DRL approaches even outperform the brute force approach. Again,
this is possible because the brute force approach is only optimal per step but not necessarily in the
long term. Indeed, brute force leads to suboptimal cell selection in this setting where one cell uses
proportional fair resource allocation, which depends on UEs” historic long-term data rate. While
the DRL approaches are not explicitly aware of the resource allocation schemes at the different
cells, they implicitly learn to select actions with possibly suboptimal instantaneous utility but
that optimize the average QoE in the long term. Overall, the DRL approaches effectively self-adapt
to different objectives and utility functions and outperform all other algorithms. Again, I used
these utility functions merely as examples for evaluation. In practice, the approaches do not
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require defining a utility function at all and it suffices to approximate UEs’ instantaneous QoE
(e.g., with machine learning [173]).
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Figure 10.8.: DRL adapts to varying objectives and utility functions. (Figure from [S19].)

10.7.3. Generalization and Transfer Learning
Generalization

In Section 10.7.2, I train the DRL approaches from scratch in different scenarios and test how
well they adapt to each scenario, using identical UE positions and movement during training
and testing. Here, I consider pretrained DRL agents and evaluate their capability to generalize
to unseen, randomized UE movement without further training. Note that the approaches are
only indirectly aware of UEs’ position and movement via observed SINR and QoE.

When trained on a single UE movement pattern, Figure 10.9 (“Fixed”) shows that DeepCoMP
and D3-CoMP generalize poorly to new UE movement patterns (bad average QoE indicated
by negative values) while DD-CoMP generalizes much better. This is because DeepCoMP
and D3-CoMP learn cell selection separately for each UE, whereas DD-CoMP combines UEs’
experiences and learns a joint policy for all UEs. Based on the diverse experience from these
UEs, the joint policy is naturally more robust to different UE locations and movement. Accord-
ingly, Figure 10.9 (“Random”) shows that training on randomly varying UE movement greatly
improves generalization for DeepCoMP and D3-CoMP but also for DD-CoMP.

A challenge when training with randomized UE movement is the resulting high variance of
experience collected during training, which is known to negatively affect performance of DRL
approaches [97]. While randomized UE movement during training helps generalization, a simple
option to reduce variance is to increase discounting of rewards by smaller 7y (cf. Algorithm 8,
line 13). This decreases the weight of subsequent rewards and, thus, also reduces impact of
variance in later time steps. Figure 10.9 (“Discounted”) shows that stronger discounting with
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v = 0.5 (instead of 7 = 0.99) increases average QoE when training the DRL approaches on
randomized UE movement, significantly outperforming the two heuristics by 40 %—-143 % on
average (“Baselines”).
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Figure 10.9.: Generalization to unseen UE movement. (Figure from [S19].)

Online Transfer Learning

As UE movement patterns may change over time, the pretrained DRL approaches can adapt
online to the current pattern using transfer learning. In fact, fine-tuning a pretrained policy to
new UE movement with transfer learning is much more efficient than training a new policy from
scratch, i.e., starting with a randomly initialized neural network. For DeepCoMDP, Figure 10.10
shows that such fine-tuning helps to quickly converge towards a very good policy (similar
to the per-step optimal brute-force approach). Compared to training from scratch, it requires
roughly half the amount of training steps until convergence—both for policies pretrained on
fixed and randomized UE movement.

In practice, a safe and efficient approach would be to pretain a robust policy on randomized
scenarios and then quickly and continuously fine-tune it for highly optimized QoE in the current
scenario (comparable to “Fine-tuned Rand.” in Figure 10.10). This approach quickly reaches and
exceeds the quality of the best heuristic (dynamic with e = 0.5) within just 6 training iterations
or 24k training steps (batch size |b| = 4000; Section 10.7.1). With ongoing transfer learning,
the approach exceeds the best heuristic by ultimately 13 %. DD-CoMP and D3-CoMP converge
even faster than DeepCoMP as shown in following Section 10.7.4. For a production system,
the efficiency of my prototype implementation could be further improved, e.g., through code
optimizations or hyperparameter tuning, leading to even faster online transfer learning.
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Figure 10.10.: The DRL approaches support online transfer learning for efficiently fine-tuning pretrained
policies to new scenarios. (Figure adapted from [S19].)
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Figure 10.11.: DRL adapts to dynamic arrival of 15 UEs. (Figure from [S19].)

10.7.4. Scalability

Dynamic UE Arrival

I now explore a scenario similar to the base scenario (Section 10.7.1) but with up to 15 UEs
that arrive dynamically over time. Due to the significantly higher number of UEs and the
resulting combinatorial explosion, the brute-force approach becomes intractable and is therefore
omitted. Overall, the average QoE is much lower than in previous scenarios due to the higher
load and increased competition between UEs (Figure 10.11). With dynamically arriving UEs,
DeepCoMP’s observation and action spaces need to be configured for the maximum number of
UEs, here M™& = 15 (Section 10.4.1). In contrast, DD-CoMP and D3-CoMP have much smaller
observation and action spaces that are invariant in the number of active UEs and can simply
spawn new DRL agents whenever a new UE arrives (Sections 10.5.3 and 10.5.4). Consequently,
DD-CoMP and D3-CoMP scale better to many UEs and converge much faster (investigated
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further in Section 10.7.4). Still, DeepCoMP also learns a good cell selection policy within
the given training steps (here, 1 million). All three DRL approaches adapt successfully to the
dynamically changing number of active UEs and outperform both heuristics with all parameter
settings by 14 %—67 %.

Large Scenario

I further investigate the scalability of the proposed DRL approaches in a larger scenario with
7 cells and up to 20 moving UEs. Figure 10.12 shows the learning curves of the DRL approaches
for 20 UEs, trained from scratch. DD-CoMP and D3-CoMP converge rapidly even in large
scenarios with many UEs since their observation and action spaces are small and invariant in
the number of UEs. In contrast, DeepCoMP’s observation and action spaces grow linearly with
more UEs, leading to higher complexity for larger scenarios, and indeed to much slower training
convergence. At 1 million training steps, DeepCoMP is still significantly worse than DD-CoMP
and D3-CoMP but keeps learning with more training and eventually catches up with DD-CoMP
and D3-CoMP.
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Figure 10.12.: DRL learning curves in a large scenario with 7 cells and 20 UEs. (Figure adapted from [S19].)

Figure 10.13 shows the final results of the DRL approaches trained for 2 million training steps,
compared to the other algorithms. Again, average QoE decreases from rather good (> 0) to
rather bad (< 0) with more UEs as competition increases. Due to the escalating complexity,
the optimal brute-force approach is intractable and omitted for 10 or more UEs. Thanks to its
global view and control of all UEs, DeepCoMP learns highly optimized cell selection and even
exceeds DD-CoMP and D3-CoMP for 5-15 UEs. As shown in Figure 10.12 for 20 UEs, it reaches
comparable performance within 2 million training steps but is not yet fully converged and
would likely further improve with even more training. In contrast, DD-CoMP and D3-CoMP
converge rapidly and still clearly outperform both heuristics with all parameter settings. For
example, DD-CoMP is 69 % better on average than the best heuristic (Dyn. € = 0.5) at 20 UEs.

167



10. Self-Learning Coordination for Mobile Networks

4 BN Per-Step Opt.  imm Dyn. £=0.5
3 y pZam DeepCoMP Dyn. e=1.0
H A% DD-CoMP mmo Static C=1
Ly 2 ‘> * m D3-CoMP Static C=2
s ‘\’.ﬂ }*‘ s Dyn. £=0.0 Static C=3
> el il
AN== AN\ . b (K
<o ity e
2 *
5 10 15 20
Number of UEs

Figure 10.13.: Scalability to 7 cells and 5-20 UEs. (Figure from [S19].)

10.8. Conclusion

The three self-learning DRL approaches proposed in this chapter effectively self-adapt to various
scenarios and objectives. They consistently and considerably outperform existing approaches
without requiring detailed system knowledge or human instructions. DeepCoMP leverages its
global view and control to learn highly optimized results and is useful for network-initiated
cell selection when long training times are acceptable. Alternatively, DD-CoMP and D3-CoMP
are suitable for either network-initiated or mobile-initiated cell selection, converge rapidly, and
are particularly useful in practical large-scale scenarios. DD-CoMP learns a single, robust policy
and D3-CoMP learns separate policies that can adapt to heterogeneous UEs. The source code is
available online [S13] and can be used as a platform by others to study and evaluate their own
solutions.

In future work, DeepCoMP, DD-CoMP, and D3-CoMP could be combined into a hybrid solution
that dynamically switches to the most suitable approach. DD-CoMP and D3-CoMP could be
further improved through recent advances in cooperative multi-agent DRL, e.g., curriculum
learning [101]. Overall, I believe that the proposed DRL approaches are an important step
towards self-adaptive, effective CoMP and higher QoE in practice. This chapter demonstrates
that self-learning coordination techniques from wired networks (Chapters 8 and 9) can be
adjusted and effectively applied to coordination in wireless mobile networks. Hence, I expect
the proposed techniques to also carry over to other network control tasks, paving the way to
zero-touch network and service management [25].
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This chapter discusses promising future work (Section 11.1) and finally concludes my disserta-
tion (Section 11.2).

11.1. Future Research

While this PhD thesis covered a wide range of approaches for network and service coordination,
there are many options for interesting future research building upon and complementing my
contributions. My work focused on the underlying generic problem of network and service
coordination (Chapter 3), which is relevant for a variety of real-world use cases. To use the
proposed approaches in practice, they need to be tailored to the specific use case, integrating
with available frameworks to obtain necessary inputs for the approaches and to apply coor-
dination decisions. Chapter 2 discussed options for such integration, e.g., with Management
and Orchestration (MANO) systems for coordination in Network Function Virtualization (NFV)
scenarios.

Apart from these technical challenges, future research could focus on conceptual improve-
ments or extensions of the proposed coordination approaches. For example, the hierarchical
coordination approach (Chapter 5) repeatedly solves Mixed-Integer Linear Programs (MILPs)
for the different domains on each hierarchical level. While this yields good solution quality,
it becomes impractical in large, dynamic scenarios where quick decisions are required. Here,
the proposed two-phase procedure could be combined with a fast heuristic algorithm instead
of solving an MILP. This would maintain the benefit of hierarchical coordination, i.e., limited
global knowledge and control as well as better scalability to large scenarios, but could speed up
coordination significantly. Similarly, with recent progress in hierarchical Deep Reinforcement
Learning (DRL) [197], hierarchical self-learning coordination approaches are an interesting
research direction. Such approaches could strike a balance between centralized and distributed
self-learning coordination approaches proposed in Chapters 8-10. Here, DRL agents on a lower
hierarchical level could handle fast, time-critical coordination decisions locally (e.g., per-flow
scheduling and routing). Medium-level agents could handle service scaling and placement on
slightly longer time scales. Agents on higher hierarchical levels could focus on the bigger picture
and continuously optimize network and service coordination in the long term by maintaining
an overview and parametrizing and constraining lower-level agents. Alternatively, as discussed
in Sections 6.6 and 10.8, the proposed centralized and distributed coordination approaches
(conventional and/or learning-based) could be combined into a single hybrid approach. This
approach could delegate time-critical coordination decisions to the fast, distributed coordination
approaches (e.g., for small mice flows) and highly optimize other decisions with centralized
coordination approaches (e.g., for elephant flows [42]).

To ensure meaningful progress in network and service coordination, the community needs more
standardized procedures for evaluating and comparing proposed coordination approaches.
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Similar to widely adopted benchmarks in machine learning (e.g., ImageNet [54] for computer
vision or OpenAl Gym and Atari environments for reinforcement learning [32]), the networking
community needs common and open datasets, simulation environments, baselines, and agreed-
upon metrics for meaningful comparison. Consequently, all my coordination approaches as well
as environments and datasets used for learning and evaluation are publicly available as open
source to encourage reproduction and reuse [S25, 526, S11, S27, 528, S12, S17, 523, S14, S13, S29,
Sg]. Still, more effort is required to agree upon and adopt common processes for evaluation of
both conventional and machine learning approaches.

Generally, I see self-learning coordination as an exciting and promising way forward for
network and service coordination. As I showed in Chapters 8-10, these approaches self-adapt
to varying scenarios and objectives without detailed knowledge or human instruction and
can significantly outperform conventional coordination approaches. Nevertheless, there are a
number of open challenges regarding self-learning coordination that must be solved before
such approaches can be safely deployed in practice. Safe DRL is a field of active research and
focuses on avoiding potentially harmful actions during online training and inference while
still encouraging exploration [87, 223, 12, 41]. To avoid destructive coordination decisions (e.g.,
overloading available resources), safe DRL is also crucial for network and service coordination
and should be considered in future research. Safe deployment of self-learning coordination
approaches also requires bridging the gap from training on simulation to deployment on
production infrastructure, i.e., addressing the “simz2real gap” [125, 111, 130]. Moreover, there
are several other areas that are relevant for self-learning network and service coordination
in practice: Leveraging available expert knowledge to accelerate learning [226, S38], few-shot
transfer learning to quickly adapt to new scenarios [52], encoding and representation learning
for more useful observations [53, 254], explainability of coordination decisions [205], and
automated reward design and techniques for lifelong learning as coordination scenarios and
goals evolve over time [7, 133, 81]. Since my work in this PhD thesis already showed the
potential and benefits of self-learning coordination compared to conventional approaches, I
suggest to next focus more on safe deployment of such self-learning coordination approaches
than on further improving them. At the same time, explainability is important to build trust in
these novel coordination approaches. Once self-learning coordination approaches are deployed
successfully in practice, they can be improved iteratively (e.g., accelerating training, improving
observations, automating reward design), taking insights from use in production into account.
Overall, this PhD thesis significantly advances the state of the art in network and service
coordination but also offers exciting opportunities for even more powerful and better applicable
coordination approaches building upon my work.

11.2. Conclusion

My proposed approaches for network and service coordination each have different strengths
and weaknesses and are therefore suitable for different scenarios: The conventional coordination
approaches in Part I are useful for rather static and well-understood scenarios since they build
on corresponding expert knowledge to coordinate network and services almost optimally. The
centralized Bidirectional Scaling and Placement Coordination Approach (BsP) of Chapter 4
offers good coordination of few and long flows (Case I in Section 3.1.3) whereas the fully
distributed heuristics of Chapter 6 focus on rapid coordination of many, short flows (Case II).
The hierarchical coordination approach (Chapter 5) constitutes an intermediate solution, e.g.,
for medium to long flows in large networks.
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To rely less on rigid rules and expert knowledge, a clear trend goes towards coordination
approaches using machine learning (Part II). These approaches leverage available data to
learn network and service coordination and can support existing conventional approaches
(Chapter 7). While manually collecting data is cumbersome and expensive, data collection
can often be automated, e.g., using automated service benchmarking or self-learning with
DRL. DRL approaches can learn network and service coordination entirely by themselves, self-
adapting to varying scenarios and objectives without detailed knowledge or human intervention
(Chapters 8-10). Coordination approaches building on machine learning, particularly DRL, are
therefore suitable for most practical scenarios, which are not perfectly understood and evolve
over time. Again, there is a trade-off between centralized (highly optimized) vs. distributed (fast
and scalable) coordination. This trade-off should be navigated depending on the considered
problem size, pace of change, and available compute resources. If in doubt, I recommend using
the distributed DRL approaches of Chapters 9 and 10 as sensible default approaches. These
approaches incorporate my insights and lessons learned from all previous approaches and
combine very good solution quality with fast, scalable, and self-adaptive coordination.

Overall, my PhD thesis presented approaches for automated and continuously optimized
network and service coordination, significantly improving over existing work. Such improved
coordination is critical to ensure great service quality with higher efficiency, leading to better user
experience, lower costs, and reduced environmental impact. I therefore believe my contributions
to be highly relevant for many real-world use cases and expect them to become even more
important in the future!
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