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Abstract

The development of new business models is essential for startups to become successful,
as well as for established companies to explore new business opportunities. However,
developing such business models is a challenging activity. On the one hand, various tasks
(e.g., conducting customer interviews) of business model development methods (BMDMs)
need to be performed. On the other hand, different decisions (e.g., advertisements as a
revenue stream) for the business models (BMs) need to be made. Both have to fit the
changeable situation of the organization (e.g., availability of financial resources, mobile
apps as application domain) in which the business model is developed to reduce the risk of
developing ineffective business models with low market penetration. Therefore, the BMDMs
and the BMs must be developed situation-specific. This situation-specific adaptation has
already proven its value in Situational Method Engineering (SME), in which situation-specific
software development methods are constructed from fragments of a method repository.

In this thesis, we conduct a design science research study to transfer the concept of SME
to business model development. Our solution is a novel approach for the situation-specific
development of business models with three stages. In the first stage, we create a method
repository with method fragments for the BMDMs and a canvas model repository with
modeling fragments for the BMs. Both repositories are filled by the knowledge of domain
experts. Out of these repositories, in the second stage, situation-specific BMDMs for devel-
oping situation-specific BMs are composed by a method engineer based on the changeable
situation of the organization and enacted by a business developer. The business developer
collaborates with other stakeholders (e.g., software developer) during the enaction to create
artifacts. Moreover, in the third stage, he receives IT support (e.g., design suggestions for the
business model), provided by development support engineers, in different development steps.
In particular, we support the crowd-based validation of prototypes for business models. In
contrast to existing approaches, we point out the importance of the method engineer who
composes a development method that fits the business developer’s actual needs. We develop
the whole approach as a modular concept and implement it as an extensible open-source tool.
We apply it to the application area of software ecosystems, particularly mobile ecosystems.

For these ecosystems, we provide an evaluation through a case study and a user study.






Zusammenfassung

Die Entwicklung neuer Geschiftsmodelle ist sowohl fiir den Aufbau erfolgreicher Startups
als auch zur ErschlieBung neuer Geschiftsmoglichkeiten fiir bereits etablierte Unternehmen
von entscheidender Bedeutung. Die Entwicklung solcher Geschiftsmodelle ist jedoch eine
anspruchsvolle Aufgabe. Einerseits miissen verschiedene Aufgaben (z. B. Durchfiithrung
von Kundeninterviews) von Geschiftsmodellentwicklungsmethoden (GMEMn) durchgefiihrt
werden. Andererseits miissen verschiedene Entscheidungen (z. B. Werbung als Einnahme-
quelle) fiir die Geschiftsmodelle (GMe) getroffen werden. Beide miissen an die verdanderliche
Situation der Organisation (z. B. Verfiigbarkeit finanzieller Ressourcen, mobile Apps als
Anwendungsbereich) angepasst werden, in der das Geschiftsmodell entwickelt wird, um das
Risiko der Entwicklung ineffektiver Geschiftsmodelle mit geringer Marktdurchdringung zu
verringern. Daher miissen die GMEMn und die GMe situationsspezifisch entwickelt werden.
Diese situationsspezifische Anpassung hat sich bereits im Situational Method Engineering
(SME) bewihrt, bei dem aus Fragmenten eines Methodenrepositories situationsspezifische
Softwareentwicklungsmethoden konstruiert werden.

In dieser Arbeit nutzen wir Design Science Research, um das Konzept von SME auf die
Geschiftsmodellentwicklung zu iibertragen. Unsere Losung ist ein neuartiger Ansatz fiir
die situationsspezifische Entwicklung von Geschiftsmodellen mit drei Stufen. In der ersten
Stufe erstellen wir ein Methodenrepository mit Methodenfragmenten fiir die GMEMn und
ein Canvas-Modellrepository mit Modellierungsfragmenten fiir die GMe. Beide Repositories
werden mit Wissen von Doménenexperten gefiillt. Aus diesen Repositories werden in der
zweiten Phase situationsspezifische GMEMn fiir die Entwicklung situationsspezifischer
GMe auf der Grundlage der verédnderlichen Situation der Organisation von einem Meth-
oden Engineer konstruiert und von einem Business Developer ausgefiihrt. Der Business
Developer arbeitet bei der Ausfithrung mit anderen Stakeholdern (z. B. Softwareentwick-
ler) zusammen, um Artefakte zu erstellen. Dariiber hinaus erhilt er in der dritten Stufe
IT-Unterstiitzung (z. B. Designvorschlige fiir das Geschiftsmodell), die von Entwicklung-
sunterstiitzern fiir verschiedene Entwicklungsschritte bereitgestellt werden. Wir unterstiitzen
insbesondere die crowd-basierte Validierung von Prototypen fiir Geschiftsmodelle. Im

Gegensatz zu bestehenden Ansétzen betonen wir die Bedeutung des Methoden Engineers, der



eine Entwicklungsmethode zusammenstellt, die den tatsdchlichen Bediirfnissen des Business
Developers entspricht. Wir entwickeln den gesamten Ansatz als modulares Konzept und
implementieren ihn als erweiterbares Open-Source-Tool. Wir wenden diesen auf den Bereich
der Softwaredkosysteme und speziell der mobilen Okosysteme an. Fiir diese Okosysteme
liefern wir eine Evaluation auf Basis einer Fall- und einer Nutzerstudie.
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Chapter 1
Introduction

In this thesis, we show our approach for situation-specific business model development
within software ecosystems. At the beginning of the thesis, we motivate our thesis topic and
explain the underlying problem statement (1.1). For that, we present our research approach
based on our stated research question (1.2). Next, we give an overview of the solution based
on identified high-level requirements (1.3) and provide an overview of the publications on
which our thesis is based (1.4). Finally, we present the structure of the thesis (1.5).

1.1 Motivation and Problem Statement

The development of effective business models, defined by Osterwalder et al. as “the rationale
of how the organization creates, delivers, and captures value” [OP10], is an essential task
for an organization to remain competitive and sustainably successful. Here, a study by
CB Insights [CBI19] in 2019 analyzed 101 bankrupt startups and concluded that 42% of
them failed due to a missing market need. But also for established companies, the GE
Innovation Barometer [Gen18] in 2018 stated that 64% of the over 2000 business executives
have the problem of developing effective business models for new ideas. By comparing the
results with a previous study in 2015, the challenge is getting even more prominent (59%
of over 3000 executives). An important reason for this is that customers want solutions
for perceived needs rather than just products [TeelO]. This corresponds to the potential
effect that the business model can often be more important than the latest technology of
the product [Chel0]. Here, especially Software Ecosystems (SEs), that can be defined as
"a software platform, a set of internal and external developers and a community of domain
experts in service to a community of users that compose relevant solution elements to
satisfy their needs" [BBS10] tend to standardize more and more technological parts within

Software Development Kits (SDKs) on their software platforms and make them available
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for all developers. Therefore, external developers are highly dependent on developing
and modifying their business models to stay competitive with their services against other
developers. In particular, for mobile ecosystems as a subset of SEs, the AppAnnie’s State
in Mobile 2021 study [App21] highlighted that these ecosystems provided 218 billion app
downloads that led to 142 billion dollar revenue just in 2020. Nevertheless, app developers
compete with their apps against millions of other apps over the users’ usage time.

The development of business models is a complex and creative activity that consists
of different phases (e.g., discover, develop) where multiple tasks (e.g., conduct customer
interviews, analyze competitors) of Business Model Development Methods (BMDMs) need
to be conducted [GSE17]. Inside those tasks, communication and collaboration between
different stakeholders (e.g., business developer, customer) is crucial or even required [EHB11,
EBL16], different alternative decisions for the Business Models (BMs) have to be developed
(e.g., subscription or advertisement as a revenue stream) [SEP119, ADv13], and underlying
hypotheses need to be validated (e.g., sales channel, product price) [McG10, BO20]. As
shown in Figure 1.1, for Business Model Development (BMD), the BMDMs and the BMs are
both essential and highly interrelated. Moreover, they can be assisted using software-based
Business Model Development Tools (BMDTs).

Business Model Development (BMD)

Business Model Development Methods Business Models
(BMDMs) (BMs)
[ —P>] I .
I

el ad

Business Model Development Tools (BMDTs)

Fig. 1.1 Interplay of BMDMs, BMs, and BMDTs (based on [SL20])

To support the BMD, organizations often rely on light visualization tools like Kanban
boards [GMO3] for structuring the development steps of the BMDT or modeling artifacts like
canvas models [OP10] for structuring the information of the BM. Due to the complexity of
the BMD, there are several options for each development step. Consequently, a development
method with inappropriate steps can lower the quality of the business model. Here, the
guidance of domain experts supports the development by providing all stakeholders with the
needed understanding of the development steps in the development method and presented
information in the modeling artifacts [SL20]. In literature, different domain experts propose

various methods to develop such business models in the form of development methods (e.g.,
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[McG10, SEP"19]) and method repositories (e.g., [BO20, SP09]). Moreover, these experts
provide knowledge in the form of taxonomies with decisions of possible (e.g., [HZFN16,
AIBO7]) and patterns of successful (e.g., [RHTK17, GFC14]) business models. However, the
BMDMs should match the organization’s current situation (e.g., financial resources, target
market size), and the information within the BMs needs to match the application domain (e.g.,
mobile app, social network) of the product/service of the organization [STRV10, FWCG13].
This, in turn, raises the chance of developing an effective business model for the organization.
For that, organizations (e.g., external developers of services) are supported with BMDMs
and corresponding BMDTs to develop effective BMs.

Fixed Selection of a Configuration Tailoring Modular Composition
Method Fixed Method of a Method of a Method of a Method

——
ﬁ Compose
I

[ | | >
Usage of Controlled Flexibility

Fig. 1.2 Classification of Business Model Development Methods (based on [HBO94])

Although various BMDMS for developing BMs have been proposed, they do not cover
the composition and modification of the method and the modeling artifacts to the existing
and changeable context based on refactored expert knowledge. As shown in Figure 1.2, those
approaches can be classified through their Usage of Controlled Flexibility [HBO94]. Thereby,
controlled flexibility is defined as the combination of the free arrangement of the development
steps (i.e., flexibility) and the restricted arrangement of the development method (i.e., control).
Here, most approaches (e.g., [McG10]) provide Fixed Methods that do not focus on the
organization’s context and apply the same tasks to every situation. Out of the approaches,
also a Selection of Fixed Methods (e.g., [McG10] or [Riel4]) can be made. Some approaches
try to cover this lack of controlled flexibility by providing different Configurations of a
Method (e.g., [SEP T 19]) or basic Tailoring of a Method (e.g., [BO20]). Nevertheless, these
one-size-fits-all methods cannot fit every existing and newly detected context in advance (e.g.,
availability of a low or high number of competitors). This context, in turn, can be considered
with the Modular Composition of a Method out of refactored expert knowledge and changed
during the development. Therefore, we consider the context-specific composition of the
development method and the modeling artifacts based on the knowledge of domain experts
by refining the concept of Situational Method Engineering (SME) [HSRAR14] for BMDMs.
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Originally, SME is used for the situation-specific composition and enactment of software

development methods to structure the development of software projects.

o 2 A Method Integrated m .:A Customizable Customizable
S -_%’ Development Development Tg -_g’ Visualization Development
= Knowledge Knowledge = Support Support
g 5
% 0 Combined £ Predefined
as Development 2 Development
e % Knowledge a Support
= c
. o - -
b No Artifact = Fixed Fixed
= Development Development s Visualization Development
= = Knowledge Knowledge & z Support Support
¥ 5 < o
= —- = s
low . . high low high
Knowledge of Modeling Artifacts Development Support of Tools

a) Usage of Integrated Development Knowledge b) Usage of Customizable Development Support

Fig. 1.3 Classification of Business Model Development Tools

To assist the development, BMDTs are developed in research and practice and provide
different types of support like guidance in the development of the actual model or collab-
oration among the stakeholders [VCB™14]. While the tools in practice are often focused
on the pure visualization of the business models [SSJ*19], tools in research are able to use
existing knowledge and provide design and decision support for specific tasks [BARHF20].
As shown in Figure 1.3, we classify selected approaches through their usage of integrated
development knowledge and customizable development support.

As in Figure 1.3 a) Usage of Integrated Development Knowledge, we refer to the uti-
lization of existing knowledge for the development method (e.g., knowledge about different
development steps within a development method) and the modeling artifacts (e.g., knowl-
edge about different decisions of the business model) to support the BMD. Here, most
tools focus on the pure visualization of business models with No Development Knowledge
about the methods and within the modeling artifacts (e.g., [FP10] with the visual structure
of a business model). Some tools use Method Development Knowledge to structure the
different phases and development steps with predefined knowledge (e.g., [BO20] with a
fixed repository of different experiments for the validation phase). Other tools use Artifact
Development Knowledge to guide the possible decisions within the modeling artifact with
prefined knowledge (e.g., [LFBBM19] with a repository of different patterns for possible
business models). Moreover, a few tools use the Combined Development Knowledge of
fixed methods and model artifacts to support both the structuring of the development method
and the modeling of the artifacts (e.g., [BM17] with the fixed phases for the development
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method and domain-specific knowledge for the models). However, none of the identified
tools uses the Integrated Development Knowledge of various freely-definable methods and
models from different domain experts that are utilized in a reusable manner. Based on those
reusable knowledge sources, the development can be tailored to the organization’s situation
and the application domain of the product/service with low additional effort in contrast to
one-size-fits-all methods. For that, both the Method Development Knowledge and Artifact
Development Knowledge need to be utilized to use them during the BMD. Therefore, we
use the concept of Model Engineering (ME) [Béz06] within BMDTs. Here, ME is used to
abstract specific information from the real world into models, making them reusable.

As in Figure 1.3 b) Usage of Customizable Development Support, we refer to the usage of
software (e.g., specific software for visualizing the business model) to provide flexible support
for different development steps (e.g., design support for developing the business model based
on recommendations) during the development. Here, most tools have a Fixed Visualization
Support that does not offer real development support but focuses on the visualization of
those business models (e.g., [FP10] with the visual structure of a business model). Some
tools provide Customizable Visualization Support for the business model (e.g., [FAM18]
with different visual representations of the organization’s data). Other tools use Fixed
Development Support on specific development steps (e.g., [DLEL19] with the validation of
the business model with the crowd). Moreover, a few tools provide Predefined Development
Support to support a fixed set of development steps (e.g., [BM17] with predefined support
for the configuration and the analysis of business models). However, none of the identified
approaches uses Customizable Development Support for supporting different development
steps with adjustable software parts. With this, the development can be supported flexibly on
those needed steps. Therefore, we apply the concept of Modularization [Par72] to BMDTs.
Here, Modularization is used to bundle different functionalities for a specific use case within
a single dedicated piece of software.

Based on those challenges of current BMDMs and BMDTs, we provide a modular
concept for the situation-specific BMD. This approach uses the knowledge of methods and
modeling artifacts to compose a development method for a defined context. This development
method is enacted, and development support in the form of adjustable software parts is used
for specific development steps. During the enactment, the development method can be
modified according to the changed context. We show the application of our approach based
on developing business models for service providers in SEs. Our applied approach can be
seen in Figure 1.4. Here, we have a Software Platform that a Platform Provider provides.
Moreover, we have Service Providers who have developed some Services that the End Users

execute. If a New Service Provider develops a New Service for the ecosystem, he also needs
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Fig. 1.4 Development of a New Service for a Software Ecosystem

to find a suitable business model. For that, in turn, he can use the existing Method Knowledge
(e.g., customer interviews as a development step) for the development method and the Model
Knowledge (e.g., subscription as a revenue stream) within the modeling artifacts from the
Domain Experts. Out of that knowledge, the New Service Provider develops and modifies a
business model using the development method. In particular, we focus on mobile ecosystems
as one of the most established but also competitive markets within SEs.

Inside this thesis, we are using the running example of a mobile app developer who
develops a mobile to-do app. Here, the app could provide various features like managing
to-dos in general, advanced collaboration features, and the integration of machine learning
techniques. The developed business model is based on the context in terms of the situation
of the mobile app developer (e.g., availability of low or high financial resources) or the
application domain (e.g., an app for productivity or collaboration). Out of this context, a
development method is composed and enacted. During the composition, different tasks are
assigned as development steps (e.g., choose problem analysis and target market analysis as
development steps), and in the enactment, those tasks are conducted to develop a business
model (e.g., choose subscription or advertisement as a revenue stream). Moreover, during
the enaction, the development method might be modified due to a changing context which
could lead to a change in the business model. Last, the conduction of specific development
steps is supported by different software pieces (e.g., calculation of business outcome). Based
on those identified challenges, we state the research question of our thesis to provide a
situation-specific BMD.
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1.2 Research Question and Research Approach

By analyzing the existing BMDMs and BMDTs, we identified three challenges to support
the situation-specific development of BMs. These were the Usage of Integrated Development
Knowledge with the lack of Integrated Development Knowledge, the Usage of Controlled
Flexibility with the lack of Modular Composition of a Method, and the Usage of Customizable
Development Support with the lack of Customizable Development Support. Out of those
challenges, we derive our overall research question (RQ) for the situation-specific BMD as

presented in this thesis:

* Overall RQ: How to enable the situation-specific development of business models for

service providers within software ecosystems?

Based on the three challenges, we also divide our overall research question into three
subquestions (RQ1, RQ2, RQ3) that will be answered within the thesis. The first one goes
along with the Usage of Integrated Development Knowledge. Here, we want to use the
knowledge from development methods and canvas modeling artifacts to guide the BMD. For
that, we need to formalize and store the knowledge of different domain experts in a uniform

and structured way. Therefore, the first question is:

* RQ 1: How to utilize the knowledge about development methods and canvas modeling

artifacts to support the business model development?

The second one is related to the Usage of Controlled Flexibility. Here, we want to use the
provided knowledge of the development methods and the modeling artifacts to allow the
situation-specific composition of a BMDM. This composition, in turn, goes hand in hand
with their enaction to support the stepwise development of a BM. Therefore, the second

question is:

* RQ 2: How to handle the situation-specific composition and enactment of business
model development methods by using utilized knowledge for the development methods
and the canvas modeling artifacts?

The third focuses on the Usage of Modular Development Support. Here, the enacted BMDM
contains various development steps. Those development steps can be conducted with the
assistance of different software support. In order to provide those support at the right time,

the support needs to be flexibly adjusted to those steps. Therefore, the third question is:

* RQ 3: How to support the development of artifacts within the business model develop-

ment steps using flexibly customizable software support?
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To answer those three questions and the overall RQ, we conducted a design science research
(DSR) study [HMPRO4] to create a situation-specific development approach for business
models. We used DSR as it aims to solve a class of problems by developing a solution to a
specific problem and then generalize that gained knowledge [GH13]. This, in turn, is based
on developing and evaluating a corresponding IT artifact [HMPRO4]. Here, we solved the
problem of situation-specific development in the mobile app application area and ensured

that the knowledge is generalizable to other application areas.
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Fig. 1.5 Three Cycles of Design Science Research (based on [Hev07])

Typically Design Science Research, as shown in Figure 1.5, is originated between
the Environment where it will be applied and the Knowledge Base where it is founded
[Hev07]. Here, the Environment consists of the organization in terms of involved people,
used (technical) systems, and corresponding problems and opportunities. Those real-world
problems are usually brought as Requirements into DSR using the Relevance Cycle and need
to be constantly evaluated with Field Testing. Moreover, the Knowledge Base consists of
existing scientific theories and methods, formalized experience and expertise, and already
designed meta-artifacts. Those foundations are used as Grounding of the DSR using the
Rigor Cycle, and the obtained results need to be pushed back in Addition to the Knowledge
Base. Both cycles are combined using the Design Cycle in Design Science Research, where
artifacts are constantly designed and evaluated [HMPRO4].

For this thesis, we initiated the Relevance Cycle with recent studies about the problems
of BMD in companies using the GE Innovation Barometer 2018 [Gen18] and startups using
the CB Insights 2019 report [CBI19]. We addressed the application domain of mobile apps
because of their attractiveness but also competitiveness [App21]. Moreover, we initiated the
Rigor Cycle based on the kernel theories of opportunity creation [ABA13] and boundary
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objects [SG89]. The opportunity creation theory states that businesses are co-created under
high uncertainty. Here, the development is an entrepreneurial process where companies
create a business model based on their assumptions that need to be validated with the
customers [Vog17]. Therefore, the process needs both parts of exploitation and exploration.
The bounded object theory states that development is a complex activity where different
understandings can occur. Here, the development is a heterogeneous task that requires
the collaboration of different stakeholders with different knowledge [SL20]. Therefore, a
common understanding between all stakeholders needs to be achieved. Moreover, we based
both the Requirements of the Relevance Cycle and the Grounding of the Rigor Cycle on
an exhaustive review of literature on BMD and a tool analysis of existing Business Model
Decision Support Systems (BMDSSs). To connect the Design Science Research with the
Environment and the Knowledge Base, we made use of the Field Testing of the Relevance
Cycle and the Additions to the Knowledge Base for the Knowledge Base. For the Field
Testing, we conducted a case study and a user study on developing business models for
mobile apps. For the Additions to the Knowledge Base, we demonstrated our developed
artifacts and published parts of our research. In the Design Cycle of Design Science Research,
we conducted three cycles based on the cycle of Kuechler and Vaishnavi [KVO08]. The
cycle, see Figure 1.7, consists of the following five iteratively conducted steps. First, the (/)
Awareness of [The] Problem is identified based on a real-world problem and a (2) Suggestion
of a possible solution is provided. Next, the (3) Development of the artifact is done and an
(4) Evaluation is conducted. Based on the evaluation results, a further iteration is conducted
or the research contribution as a (5) Conclusion is provided.

An important aspect of DSR is the positioning of the research contributions. According
to Gregor and Hevner [GH13], the positioning can be divided into different Contribution
Types and be situated to the Knowledge Contribution Framework as shown in Figure 1.6.
The Contribution Types are divided into their Knowledge attractiveness and completeness
to reuse the gained knowledge in other application domains. Here, Level I provides a
situated implementation of the artifact (e.g., software tool), Level 2 provides the knowledge
as operational principles (e.g., method), and Level 3 provides a well-developed design theory
(e.g., mid-range theory). Moreover, the Knowledge Contribution Framework divides between
a high or low Solution Maturity and a high or low Application Domain Maturity. Here, the
DSR can be defined as Invention, where a new solution is developed for a new problem,
Improvement, where a new solution solves a known problem better, Exaptation, where a
known solution is extended to a new problem, and Routine Design, where a known solution

is used for a known problem.
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In this thesis, we will develop different Contribution Types. Here, we will contribute our
evaluated modularized concept (Level 2) and our implemented open-source software tool
(Level 1). Moreover, we will create an Exaptation according to the Knowledge Contribution
Framework. Here, we will refine parts of the concepts of Software Product Lines (SPLs)
[ABKS13], SME [HSRAR14], and modularization [Par72] to the application domain of
BMD. Based on our overall RQ, the three cycles of DSR, and the positioning of the research
contribution, we conducted three design cycles, as shown in Figure 1.7. In this thesis, we
will present the results of the five steps of our third cycle.
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Fig. 1.7 Design Science Research Process (cycle from [KVO08])
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In the First Cycle, we got Aware of [the] Problem based on the studies on BMD
[Genl8, CBI19] and the theories on opportunity creation [ABA13] and boundary objects
[SG89]. That information was used for an exhaustive literature review on BMD and a tool
analysis on BMDSSs. The tools are collected by a Systematic Literature Review (SLR)
[Kit04]. Based on those, we derived high-level requirements (HRs) of our solution with a
grounding in literature. In Suggestion, we provided conceptual parts for the situation-specific
development of business models. Here, we focused on RQ 1 of formalizing and storing
knowledge by applying the concept of SPLs [ABKS13] to business models. We modeled all
possible business models as a feature model [CNO9] based on the canvas model structure
of the Business Model Canvas (BMC) [OP10]. Moreover, we developed a method to fill
the feature model initially and change the selected features based on the conduction of
experiments of a method repository. For the Development, we designed web-based tooling
and implemented the conceptual parts as software fragments. As Evaluation, we conducted a
feasibility study to show the applicability of an illustrative scenario. Here, we developed a
potential business model for a mobile to-do app.

In the Second Cycle, we updated our Awareness of [the] Problem by taking the lessons
learned from the last cycle. During the evaluation of the first cycle, we saw especially
limitations in the method by considering an initial development of all possible business
models and their following validation through experiments. Moreover, we saw the limitation
of using just the BMC for structuring the knowledge. Based on those findings, we updated
our HRs for the solution. In Suggestion, we provided an integrated concept for the situation-
specific development of business models. Here, we focused on solving RQ 2 of composing
and enacting methods and improved RQ 1 by applying the concept of SME [HSRAR14]. We
stored knowledge about possible method parts in a method repository and possible model
parts in a model repository. Out of those, we provided a situation-specific composition of the
method. Moreover, different stakeholders might collaborate to develop the business model
during the enactment. For the Development, we designed an architecture and implemented the
whole concept as a software tool. As Evalaution, we conducted a case study on developing
potential business models for a local event platform.

In the Third Cycle, which results will be presented in this thesis, we updated our
Awareness of [the] Problem by taking the lessons learned from the last cycle. During the
evaluation of the second cycle, we saw limitations in the proposed tools of the method
repository that can not directly interact with the models in the model repository. Moreover,
current BMDSSs are not based on each other but are built from scratch. Based on those
findings, we updated our HRs for the solution. In Suggestion, we provided the modularized

concept of the situation-specific development of business models. Here, we focused on
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solving RQ 3 of flexible development support and improved RQ 1 & 2 by applying the
concept of modularization [Par72]. Here, we bundle that development support in the form of
parts in software modules. For that, we provide different exemplary modules. In particular, we
develop development support for crowd-based validation of prototypes for business models.
For that, we used an additional DSR study that will be presented in the corresponding Section
7.3.3. For the Development, we designed a modularized architecture to allow the usage of
such modules and revisited our software tool. As Evaluation, we conducted a user study in
student courses on mobile and augmented reality (AR) / virtual reality (VR) applications.
Finally, we draw a Conclusion with the evaluated concept and the software tool. With this
conclusion, we provide the Contribution Type of operational principles of the concept (Level
2) and the situated implementation of the software tool (Level ). Moreover, we provide
the adaptation of existing concepts to the BMD according to the Knowledge Contribution
Framework (Exaptation). In the following, we present the HRs out of that third cycle.

1.3 High-level Requirements and Solution Overview

To get aware of the problem during our DSR study, we reviewed BMD literature and analyzed
BMDSSs. The SLR that built the foundation of our tool analysis is provided in Appendix
A. Out of that, we derived the high-level requirements (HRs) behind our solution to answer
our overall RQ, including the subquestions of RQ 1, RQ 2, and RQ3. Here, we based the
choices of our requirements on the theories of opportunity creation [ABA13] and boundary
objects [SG89]. Those HRs were updated through the design cycles, and in the following
paragraphs, we provide the requirements of the third design cycle.

The development of business models is a complex and challenging task. This task can be
supported with knowledge about tasks to be accomplished (i.e., methods) and decisions to
be made (i.e., models) [SL20], where the development process can be as important as the
model itself [JKS17]. In order to utilize that knowledge, well-defined syntax and semantics
for the development methods and modeling artifacts are needed [VCB™14] that can also
represent different levels of abstractions and content [MTA17]. Existing tools provide that
knowledge based on metamodels and, partly, shared vocabulary [BM17]. Based on those
metamodels, relevant data can be gathered from different repositories and consolidated for
the development [Sch14]. Those tools use the knowledge for the visualization [FAM18] or
transformation [AFM18] of business models. Therefore, an utilization of the knowledge for
the development methods and modeling artifacts is needed.

* HR 1: Knowledge Utilization: The solution should allow the utilization of knowledge

about business model development methods and canvas models.



1.3 High-level Requirements and Solution Overview 15

The first part of BMD contains the tasks for the BMDM that need to be performed. Here,
BMD is a complex and creative activity consisting of different phases where multiple tasks
must be accomplished [GSE17]. Some development methods stay on a high-level description
of the process consisting of iterations of exploration and exploitation [McG10]. Other
methods provide deeper insights into the distinguishment of different phases [FWCG13] or
the conduction of different experiments [BO20]. Existing tools are developed for different
phases of BMD [BdRHF20]. Here, some approaches provide overall guidance through
the phases [IRAH™ 16], deeper integration of specific phases like configuration or analysis
[Sch14], or overall phase management on the analysis, design, implementation and integration
[EBL16]. Therefore, comprehensive methods that can support all phases of the BMD with

tasks to be made are needed.

* HR 2: Method Comprehensiveness: The solution should allow the comprehensive
development of business model development methods for all phases.

The second part of BMD contains the decisions for the BM to be made. To reduce the complex
phenomena of a business, conceptual models can be used [MTA17]. Those conceptual
models are often based on visualizations where different representations for the business
model itself [JKS17] and corresponding tasks during the development process [TA17] exist.
However, the BMC is the most used visualization technique [OP10]. The BMC is also
well-applied by software tools in practice [SSJ*19]. Existing tools provide a visualization of
the changes in the business model [FP10], heatmaps based on influencing factors [BHH™ 18],
or customization of the canvas components [BM17]. Therefore, visual representations of the

business model with decisions to be made are needed.

* HR 3: Model Visualisation: The solution should allow visual representations of the
business model.

Before beginning the BMD, it is essential to know the context in which the development
takes place [STRV10]. Here, the context can consist of internal and external factors of the
business [McG10]. Moreover, approaches can take prior experience in business modeling and
industrial characteristics of the business into account [SSJ*19]. However, just a few studies
investigate BMD concerning the specific context of the business [BSRP16]. Exiting tools use
the maturity of the user to support the development [FP16], provide different business model
patterns based on the type of business [LFBBM19], or support ideation based on the context
of the idea [Joh16]. Therefore, awareness of the context is essential during the development

of the business model.
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* HR 4: Context Awareness: The solution should be aware of the context in which the

business model is developed.

After getting aware of the actual context, the business developer needs to find the best
BMDM for the BM. For that, the business developer can select from a variety of different
models and methods [SL20]. For example, this could be different experiments from a large
repository [BO20] of experiments or patterns for a large database of patterns [RHTK17].
Existing tools solve those with different levels of guidance for different levels of maturity
of the users [FP16]. Here, the method is guided by a wizard for the different phases
[VOPN13], and the modeling is supported by a previous questionnaire [RRE*19]. Moreover,
recommendations for different visualizations based on the development goal are provided
[dRAH16]. Therefore, an assistant for selecting the development method and canvas models

for a specific context is important.

* HR 5: Selection Assistance: The solution should assist the development of business

models with the selection of business model development methods and canvas models.

Based on the selected methods and models, the business developer starts to develop
the business model. Here, such a development is a continuous activity [Teel0], where the
business needs to react to changes in the business environment [OPT05]. This is because busi-
ness models are developed under high uncertainty, where not everything can be anticipated
in advance [McG10]. Therefore, experiments need to be continuously conducted [Chel0].
Possible changes can be inside the target market, the value proposition, the value capture, or
the value delivery [SLF17]. Existing tools provide continuity with a loop of experimentation
[KB10] and the iterative validation of business model ideas [DLEL19]. Moreover, they
provide iterative adjustments based on changing market conditions [RHRH ™ 19]. Therefore,
continuity in the changes of the BMDM and the BM during the development is needed.

* HR 6: Development Continuity: The solution should allow continuous changes in
the business model and the business model development method during the whole

development.

During the continuous development of the business model, different stakeholders are
involved. Here, parts of the development consist of creative tasks where those different
stakeholders need to collaborate [SL20]. For that, the stakeholders can interact during the
different phases [AdR20], like in the phase of generating new ideas for a business model
[EHB11]. In general, there is a division between the internal and external stakeholders of
a company [SL20] and the synchronous and asynchronous collaboration [SSJT19]. Exist-

ing tools provide basic functionalities for sharing business model ideas among different
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stakeholders [VOPN13]. Moreover, they provide functionalities to discuss and rate busi-
ness models, including their components [SBK18a]. Therefore, a collaboration of different

stakeholders during the development is needed.

e HR 7: Stakeholder Collaboration: The solution should allow the collaboration of

different stakeholders during the business model development.

During the development of the business model, different artifacts are created. Here,
developing business models is a complex activity, where traceability of the artifacts can
ensure the understanding of the reasons behind all changes over time [OPTO05]. With that, it
is possible to see the evolution of a business model [OPT05], analyze the reasons for failed
experiments [McG10], and develop a change plan [BSRP16]. Existing tools visualize the
evaluation of business models [FP14b], provide a tracing between current and target business
models [AFM18], track the reasons for changes [SBK18a], and provide advanced reasoning
to managers [HKB18]. Therefore, management, including the traceability and reasoning, of

all (canvas) artifacts is needed.

* HR 8: Artifact Management: The solution should provide management of all (canvas)
artifacts that are created during the business model development.

To support the BMD, including artifact management, different BMDTSs have been intro-
duced in research [BARHF20] and practice [SSJT19]. However, to efficiently support the
development, those tools need to evolve into BMDSSs [OP13a]. Currently, there are different
tools for different phases, different stakeholders, different units of analysis, and different
values [BARHF20]. Here, an ongoing question in research is the level of automation that
can be used within the BMD [BdARHF20]. Existing tools provide different types of decision
support like generation of ideas [Joh16], analysis of robustness [HBJdR17], simulation of
alternatives [GFCL], and validation of ideas [DLEL19]. Our SLR of those tools can be seen
in Appendix A. Therefore, support for decision-making during the development is needed.

* HR 9: Decision Support: The solution should provide support for decision-making

during business model development.

Like for decision support, software tools can be used to reduce the complexity at all
phases of BMD. Those BMDTs can be used to support both methods and models during the
development [SL20]. In practice, various BMDTs have been introduced that mostly focus on
filling out the BMC [SSJ19]. Common tool functionalities are comparing different business
models [OPTO05] and sharing ideas between different stakeholders [BARHF20]. Therefore,

support in the form of a software tool is needed.
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* HR 10: Tool Support: The solution should provide a software tool to support the

development of business models.

Out of the derived HRs, we propose a sketch of our solution for situation-specific BMD,
shown in Figure 1.8. It consists of three stages, where each stage provides a solution for
one of the research questions (RQ1 - RQ3). The stages are the (/) Knowledge Provision of
Methods and Models (to answer RQ 1), (2) Composition and Enactment of Development
Methods (to answer RQ 2), and (3) Support of Development Steps (to answer RQ 3) together
with the seven roles of the Meta-Method Engineer, the Domain Expert, the Method Engineer,
the Business Developer, Other Stakeholders, the Development Support Engineer, and the
Meta-Development Support Engineer. Here, the second stage is mainly used for the BMD by
using the knowledge from the first stage and the development support from the third stage.
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Fig. 1.8 Solution Sketch of the Approach proposed in the Thesis

To provide the knowledge for our approach, the (1) Knowledge Provision of Methods
and Models utilizes the information about methods and models (i.e., HR 1: Knowledge
Utilization). For that, the Meta-Method Engineer needs to develop the structures that can
utilize the knowledge of the methods and the models (/.7). Next, the different Domain
Experts need to utilize their method and modeling knowledge from various sources (e.g.,
literature reviews, expert interviews, business observations) with the support of the Method
Engineer (1.2) so that it can be accessed and used in a structured way. Here, the knowledge

should be able to represent all phases of the development method (i.e., HR 2: Method
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Comprehensiveness) and adequately visualize the used canvas models (i.e., HR 3: Model
Visualisation).

Based on that utilized knowledge, the (2) Composition and Enactment of Development
Methods composes and enacts a situation-specific development method. For that, the
Business Developer informs the Method Engineer about the business context who uses
that information to formalize the context (i.e., HR 4: Context Awareness / 2.1). Based on
that formalized context and additional information, the Method Engineer composes the
development method (i.e., HR 5: Selection Assistance) / 2.2). This development method,
in turn, is then enacted (2.3) by the Business Developer. During the enaction, the Business
Developer conducts different development steps together with Other Stakeholders to create
artifacts (2.4). Specific steps are assisted with provided development support. Moreover,
depending on changes in the context, a modification of the development method might be
needed (i.e., HR 6: Development Continuity) / change needed), or the development could be
finished (i.e., development finished).

To provide development support, the (3) Support of Development Steps assists the
conduction of different development steps. For that, the Meta-Development Support Engineer
needs to develop the structures for the development support in the software tool (3.7).
Next, those structures are used by the Development Support Engineer to create different
development support for specific development steps (3.2). During the conduction, different
stakeholders should collaborate (i.e., HR 7: Stakeholder Collaboration) and the created
artifacts should be managed (i.e., HR 8: Artifact Management). Moreover, the conduction
might be assisted by decision support (i.e., HR 9: Decision Support). Finally, all stages are
supported with a software tool (i.e., HR 10: Tool Support). Those stages are also proposed
by different published publications.

1.4 Publication Overview

During the work on the thesis, we already published parts of our research, as shown in
Figure 1.9. We divide those publications into the six categories of domain overview, solution
overview, solution concept (first cycle), solution concept (second cycle), solution concept
and modules (third cycle), associated publications, and follow-up works.

Inside the Domain Overview, we provide insights into the application domain in which
the thesis takes place. Here, we analyze the Business Models of Software Ecosystems
[GRE19a] by mapping the business model decisions of different store-oriented software
ecosystems to the BMC. Out of these decisions, we create a variability model for the decisions

of the store provider, the service providers, and the end-users. Moreover, we provide an
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Fig. 1.9 Overview of the Underlying Publications of the Thesis

Overview of Decision Support for Business Model Development [GY21]. Here, we discuss
the division between data-based and data-driven BMD and show how data-driven approaches
use data, information, and knowledge from internal and external company sources during
development.

Inside the Solution Overview, we show a high-level overview of our solution and the
underlying research approach. Here, we attend a doctoral consortium on the topic of Situation-
specific Development for Service Providers [Got21b]. This paper shows our DSR approach
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and sketches a preliminary solution after the third cycle. Moreover, we attended a researcher
career workshop with the research statement of Decision Support Systems for Business Model
Development [Got21a]. This statement shows how we connect our two different DSR studies
of the situation-specific BMD and the crowd-based prototype validation that are presented in
Section 1.2 and Section 7.3.3.

In the Solution Concept (First Cycle), we apply the concept of SPLs to BMD during
the first design cycle. With the Intertwined Development of Business Models and Product
Functions [GRE19b], we use so-called features models to structure the knowledge of business
models and related product functions in a common structure. Out of those feature models,
we extract both using an iterative and incremental selection approach. By using Business
Model Development based on Product Line Engineering [GRE20], we provide a method to
insert the features in the feature model based on an analysis of the business and select them
based on an analysis of the customer. Moreover, the method adapts those selected features
based on the conduction of experiments.

In the Solution Concept (Second Cycle), we apply the concept of SME to BMD during
the second design cycle. With the Situation-specific Business Model Development Methods
[GYNE21b], we show how the method repository of SME can be translated to BMD. For
this, we create a method repository for composing BMDMs for mobile app developers. With
Domain-specific Business Knowledge Modeling [GKE21], we show how a canvas model
repository for BMD based on feature models can be used. For this, we provide a method to
consolidate the knowledge of different domain experts to support the design of BMs. Inside
the Composition and Enactment of Business Model Development Methods [GYNE21a], we
show the definition of a context in terms of situational factors and applications domain to
compose a development method out of both repositories. Moreover, we use lightweight
structuring techniques of Kanban boards and canvas models during enaction. The Tool-
Support of Situational Business Developer [GYNE22c] is a presentation of a prototype
of our corresponding software tool. For that, we present an architectural overview and
the functionalities of knowledge provision, method composition, and method enactment.
In Continuous Situation-specific Business Model Development [ GYNE22a], we provide a
journal article of our second design cycle consisting of the knowledge provision, the method
composition, and the method enactment.

In the Solution Concept and Modules (Third Cycle), the modularized architecture
and development support modules of the third design cycle are shown. In Modularized
Architecture for Business Model development Tools [GYNE22b], we present our modularized
architecture to support different development steps of BMDTSs on a software business and a

free software conference to represent its extensible. The used support modules contain
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different tools with atomic steps to conduct and meta artifacts with artifacts to create.
Moreover, we worked on different development support modules in separate publications.
Here, Hypothesis Validation for Business Model and Product Functions [GYE20] supports
the iterative validation step for the hypotheses about the business models and the product
functions. For that, we have developed a modeling language and a development approach
that we translate into a support module of our approach. With the Crowd-based Prototype
Validation Platform for Services [GAYE21, GPYE22], we have developed a platform to
support the validation step using the feedback of crowd-workers. Here, we conducted three
design cycles of DSR to derive the operational principles and situated implementation of
such a platform. For that, we connect the platform to our approach as an external support.

The Associated Publications present work related to our approach but not directly
integrated. In Model-based AR Product Configuration [GYSE20a, GYSE20b], we use the
created and implemented concept of feature models to model AR products. Those AR
products can be freely adjusted within the real environment using a mobile phone and might
be used to show prototypes of physical products. In Detecting Process Incompatibilities
Process-based DSS [KGE22], we provide an approach to detect incompatibilities during
the composition and the enactment of the process. That approach provides a fine-granular
definition of incompatibilities and might be used to detect incompatibility between different
steps of our development support.

Last, the Follow-Up Works present work that is currently in an early development
stage but can be included in our approach as presented in the future work in Section 10.3.
Here, with Visualizing and Simulating Platform Ecosystems [VG21], we present the idea of
modeling platform ecosystems based on intra- and inter-related dependencies of the platform
actors. That work might be used in the future to simulate parts of the ecosystem’s behavior.
In Business Model Ideation for Business Ecosystems [VGK 22, RBLL122], we present a
procedure for supporting the ideation of possible business ecosystems based on canvas models.
That work might be used in the future to consider the BMD of the whole software ecosystem
instead of a single service provider. In Model-driven Continuous Experimentation [GYE22,
GBW122], we present a model-driven approach to support software experimentation by
connecting those models to component-based software architectures. That work might
be used in the future to integrate the knowledge of the product into our approach. In
Situation-specific Design Thinking Processes [GYNE22d], we investigate the extension of
our situation-specific approach toward design thinking workshops. That work might be used
in the future to use our approach in workshop settings for developing business models.
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1.5 Thesis Structure

This thesis presents the third design cycle of our situation-specific BMD approach. The thesis
1s structured into ten chapters around three parts, as shown in Figure 1.10. The parts are part
1 of the introduction, foundations, and related work, part 2 of the solution concept, and part 3

of the implementation, evaluation, and conclusion.

(1) Introduction (2) Foundations (3) Related Work

(4) Conceptual Overview

Overview of Solution Application to Software Ecosystems

(5) Knowledge Provision of Methods and Models

Provision of Method Repository Provision of Canvas Model Repository

(6) Composition and Enactment of Development Methods

Composition of Development Methods Enactment of Development Methods

(7) Support of Development Steps

Modularization of Development Support Types of Support Modules
(8) Implementation (9) Evaluation (10) Conclusion

Fig. 1.10 Structure of the Thesis

In Part 1: Introduction, Foundations, Related Work, we start the thesis with a
general overview. In (1) Introduction, we motivate our thesis topic, state our research
question, and point out our research contributions. In (2) Foundations, we elaborate on
the fundamental topics of model engineering, situational method engineering, and business

model development on which the thesis is based. In (3) Related Work, we introduce related
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approaches that use business aspects in situational method engineering and situational factors
for business model development, together with tools for business model development.

In Part 2: Solution Concept, we present our concept for situation-specific business
model development. In (4) Conceptual Overview, we show how the overall approach is
working. For that, we give an Overview of [the] Solution of all stages and show the Ap-
plication to Software Ecosystems as our application area. In (5) Knowledge Provision of
Methods and Models, we show how corresponding repositories for methods and models can
be derived. For that, we show the Provision of [a] Method Repository based on different
method fragments. Moreover, present the Provision of [a] Model Repository based on dif-
ferent model fragments. In (6) Composition and Enactment of the Development Methods,
we show the composition and enactment based on those repositories. For that, the Compo-
sition of Development Methods includes the definition of the context, the situation-specific
composition of methods, and the domain-specific composition of models. Moreover, the
Enactment of Development Methods consists of the execution of the development process,
the stakeholder involvement inside those steps, and changes in the context. In (7) Support of
Development Steps, we show how software tools support different development steps. For
that, the Modularization of Development Support presents the provision of support modules
together with their composition and enactment. Moreover, the Types of Support Modules
show exemplary module types, including the crowd-validation of prototypes.

In Part 3: Implementation, Evaluation, Conclusion, we exploit the thesis by applying
our approach. In (8) Implementation, we show our modularized architecture and our software
tool. In (9) Evaluation, we evaluate our approach based on a case study on OWL Live and a
user study in student courses. In (10) Conclusion, we summarize our contributions, revisit

the high-level requirements and point out future work.



Chapter 2
Foundations

In the previous chapter, we motivated our approach and presented an overview of our solution.
Based on that, this chapter shows the relevant foundations for this thesis. First, we explain
model engineering to utilize the knowledge of development methods and canvas models
within our approach (2.1). Next, we describe situational method engineering, which concept
of composing and enacting development methods we refine in our approach (2.2). Last,
we introduce business model development as our application domain (2.3). Finally, we

summarize the used parts of the foundations (2.4).

2.1 Model Engineering

Model Engineering (ME) is a discipline of designing, developing, and using models as an
abstraction of specific objects or systems within the real world [Béz05]. Models can be
defined as “a complex structure that represents a design artifact, such as a relational schema,
object-oriented interface, UML model, XML DTD, website schema, semantic network,
complex document, or software configuration” [BHP0O]. With this, models aim to express
and communicate the essential aspects of the real world while avoiding irrelevant details.

In this section, we first give an overview of the metamodeling of models to abstract the
essential information (2.1.1). Based on that overview, we show domain-specific languages
for developing such models for a specific domain (2.1.2). To support the applicability of
those domain-specific languages also for larger models, we present different categories of
computer-aided modeling tools (2.1.3).
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2.1.1 Metamodeling

Metamodeling is an activity that is often used with model-based and model-driven software
development [Béz05]. The focus here is on developing a so-called metamodel from which a
set of models can be derived. With this, certain real-world aspects can be abstracted through
the models and interpreted according to the metamodels [BCW17]. For this purpose, a
metamodel consists of constructs and rules from which the models can be created. In this
context, a model created based on a metamodel is also referred to as an instance of this
metamodel.

To develop metamodels, bottom-up or top-down approaches can be used. In bottom-up
approaches, examples of the real world are observed, and out of the gained knowledge,
constructs and rules are derived. This can be done directly out of the real world or by
abstracting the real world into exemplary models and deriving the constructs from them.
This has advantages if the initial requirements for the metamodels are not fixed. In top-down
approaches, the already existing knowledge (and specific requirements of the use case) is
used to derive the metamodel, which is then instantiated with models. This has advantages if
the initial requirements are fixed and no exemplary models for all use cases exist [BCW17].

To support the metamodeling activity, the Object Management Group (OMG) has defined
the Meta-Object Facility (MOF) [Obj16] standard. This standard, in turn, is used for the
unified modeling of metamodels and meta-data repositories. For that, MOF defines a self-
conforming M3 layer, as shown in Figure 2.1, from which an infinite amount of layers can
be instantiated, while at least two are needed. With this, MOF provides high flexibility in
defining metamodels. One prominent example of the usage of MOF is the Unified Modeling
Language (UML) [Obj17], which is used for the specification and documentation of software
parts or whole systems. The illustration of MOF with the four layers of MO, M1, M2, and
M3, based on [BCW17], and the example of a mobile to-do app is depicted in Figure 2.1.

The layer M0O: Real World Objects consists of the objects of the real world that need
to be abstracted. For the mobile to-do app, that could be the technical perspective, like the
source code or a running system of the app, but also the existing market or the running
organization from a business perspective.

The layer M1: Model consists of models of the objects in the real world. Here, those
models abstract the essential aspects of those objects for a specific use case. For the mobile
to-do app, that could be, from a technical perspective, a UML class diagram to represent the
structure of the source code with specific instances for those diagrams. Moreover, from a
business perspective, it could be the representation of the BMC with filled-out information

about the organization as a specific instance of the canvas.
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Fig. 2.1 Overview of the Meta-Object Facility (based on [BCW17])

The layer M2: Metamodel consists of the metamodels that built the specific models’ foun-
dations. Moreover, those layer provides the possibilities of specifying new Domain-specific
Languages (DSLs) [BCW17], as explained in Section 2.1.2, and extension mechanisms
of existing modeling languages. From the technical perspective of the mobile to-do app,
that could be the UML [Obj17] that specifies the UML class diagram. From the business
perspective of the mobile to-do app, that could be the Business Model Ontology (BMO)
[Ost04], as explained for BMD in Section 2.3.1, which specifies the BMC.

The layer M3: Meta-Metamodel consists of MOF as the foundation for the specification
of metamodels. Here, MOF is a self-describing language that can define its own language
constructs. Both the UML and the BMO can be specified through MOF. With this, the MOF
is a DSL that can be used to define metamodels.

2.1.2 Domain-specific Languages

Domain-specific Languages (DSLs) are modeling languages that are designed to fulfill the
needs of a specific application domain. For this purpose, a reduced language vocabulary that
is already established in the domain is often used [BCW17]. This, in turn, has the advantage
of increasing the effectiveness with optimization for the domain and increasing the efficiency
by reducing the language constructs. Moreover, DSLs often come with a simplified visual
notation to support the understandability and usage by non-experts of the domain [Fral3]. In

contrast, General Purpose Languages (GPL), like UML [Obj16], provide support for a larger
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and more complex set of domains [V6113]. The development of a DSL can be supported by
a clear definition of the modeling language and a development method.

For the Definition of a Modeling Language, particularly a DSL, the definition of
syntax, semantics, and notation, together with mechanics (or pragmatics) for later usage,
is needed [KKO02]. Syntax describes the structure of the different elements of the language
and how those elements can be combined. Those combinations are often specified by using
metamodels. Semantics describes a modeling language’s meaning consisting of a semantic
domain and a semantic mapping. Here, the semantic domain describes the concrete meaning
using concepts like ontologies or taxonomies, while the semantic mapping connects those
meanings to the actual syntax. Notation describes the visualization of the language. This can
be done by using graphical symbols for the different elements of the syntax. Last, Mechanics
(or pragmatics) describes how the modeling language is used. Here, the mechanics can be
defined for a specific modeling language or inherited from a meta-language that also provides
syntax, semantics, and notation for different related languages [KKO02].

For the Development of a Modeling L.anguage, particularly a DSL, the development
method of Frank [Fral3] provides seven-step guidance in structured development. In the
beginning, the (1) Clarification of the Scope and Purpose is used to justify the rationale of
the language and its motivation. Here, it is important to determine the scope, elaborate on
the expected benefits and economic outcomes, and look at the long-term perspective and
feasibility. Next, the (2) Analysis of Generic Requirements analyzes the existing generic
requirements for the modeling language. For that, catalogs of existing requirements should
be analyzed to determine if they can be used or need to be modified and prioritized. During
the (3) Analysis of Specific Requirements, the domain-specific details of the language need
to be clarified. For that, scenarios can be developed and refined over time from which the
requirements are derived and prioritized. For the (4) Language Specification, the semantics
and syntax of the DSL need to be defined. For that, a glossary of the terms for the DSL should
be developed over time as a foundation to develop a new or extend an existing metamodel.
Based on that, the (5) Design of Graphical Notation develops the notation for the defined
syntax to ensure simple usage. For that, existing guidelines and guiding questions can be
used. Additionally, the optional (6) Development of Modeling Tool supports the usage of
the language with a software tool. For that, a new tool can be created, or an existing tool
can be extended. Last, the (7) Evaluation and Refinement should continuously optimize the
DSL. For that, the DSL should be checked against different test cases and current practices.
Overall, using existing development methods increases the quality of the DSL.

Based on the language definition and the development method, different DSLs can be

defined. DSLs can be used to model a design artifact’s structure (i.e., product) or behavior
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(i.e., process). One example of modeling the structure is so-called feature models (FMs)
that are used for modeling different software variants within SPL with a common graphical
representation [ABKS13]. With this, FMs allow a lightweight visualization of the different
possible configurations. One example to model the behavior is the Business Process Model
and Notation (BPMN), which is used to model the activity flows of business processes
by providing a graphical representation [Obj10]. With this, BPMN allows a lightweight
visualization of the process flow. Both modelings might be interrelated, like the BMDMs and
the BMs in BMD, as presented in Section 1.1. Moreover, different computer-aided modeling
tools, like the BMDTs in BMD, can be used to support the modeling process.

2.1.3 Computer-Aided Modeling Tools

To support ME, various computer-aided modeling tools, in short modeling tools, have been
developed over the years. Those modeling tools are provided with an extensive and varying
set of features that can support different phases of ME. Moreover, those tools can differ
in various aspects, like the license (e.g., open-source vs. closed-source), the scope (e.g.,
entire framework for all phases vs. individual development steps), or the platform [BCW17].
We categorize those modeling tools into the overlapping categories of visualization tools,
general-purpose modeling tools, and domain-specific modeling tools.

The so-called Visual Modeling Tools are often used as lightweight modeling tools
for different modeling languages and other visual graphics. Those tools provide basic
functionalities like the creation, reading, update, or deletion of models, the versioning or
recovery of models, and the collaboration on or sharing of models with other stakeholders.
However, those tools often focus on the free arrangement of symbols for the notation while
not considering the syntax and semantics of the underlying languages. This means that
graphical symbols of different modeling languages can be freely combined in a single
visualization without restricting constraints. Examples of those visual modeling tools are the
desktop application Microsoft Visio! or the cloud solution of LucidChart?.

The so-called General-Purpose Modeling Tools are often used as middleweight model-
ing tools for different languages. Besides the basic functionalities of the Visual Modeling
Tools, they focus on integrating metamodels to support the modeling process. However, those
tools often focus on the syntax and notation of the models while working less on the onto-

logical semantics of the underlying modeling language. This means that out of a modeling

'Website of Microsoft Visio: https://www.microsoft.com/en-us/microsoft-365/visio/
2Website of LucidChart: https://www.lucidchart.com/


https://www.microsoft.com/en-us/microsoft-365/visio/
https://www.lucidchart.com/

30 Foundations

language, various visual notations according to the syntax can be created. Examples are the
non-extended versions of Enterprise Architect® and Eclipse®.

The so-called Domain-specific Modeling Tools are often used as heavyweight modeling
tools for a single DSL. Besides the basic functionalities of the Visual Modeling Tools and the
metamodel integration of the General-purpose Modeling Tools, they focus on integrating
the domain-specific aspects according to the semantic domain. With this, they can take the
syntax, the ontological semantics, and the notation of the modeling language into account.
This means that the ontological semantics can restrict the overall syntax and the arrangement
of symbols for visual notations by, for example, using a predefined vocabulary. The domain-
specific modeling tools can be delivered as standalone solutions or extensions for existing
modeling tools. Examples for BPMN are the cloud solution of Camunda® or the extension of
the BPMN2 Modeler® for Eclipse.

2.2 Situational Method Engineering

Situational Method Engineering (SME), which originates in software development, is a
discipline for creating development methods that fit the specific project’s situation where they
are applied [HSRAR14]. A method can be defined as "an approach to perform a systems
development project, based on a specific way of thinking, consisting of directions and rules,
structured in a systematic way in development activities with corresponding development
products" [Bri96]. With this, methods aim to represent and communicate a structured
development towards a predefined purpose.

In this section, we first give an overview of the concept behind method engineering
(2.2.1). Based on that, we show different types of SME approaches to design methods,
including the method composition and enactment (2.2.2). To support the applicability, we,
lastly, present different software tools to support the process of (S)ME (2.2.3).

2.2.1 Concept of Method Engineering

Method engineering is the research field of designing, constructing, and adapting develop-
ment methods to create information systems [Bri96]. For this purpose, a new method is
designed out of parts of existing methods. This, in turn, has the advantage of increasing
the effectiveness with optimization for the specific information system and increasing the

3Website of Enterprise Architect: https://www.sparxsystems.de/

“Website of Eclipse: https://www.eclipse.org/eclipseide/

SWebsite of Camunda: https://camunda.com/

®Website of the BPMN2 Modeler: https://www.eclipse.org/bpmn2-modeler/
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efficiency by conducting just the necessary development steps. For that, method engineering
often uses an existing and continuously updated method base from which different methods
can be constructed [HSGP10]. The process of method engineering can be supported by a
clear definition of the method and a development approach.

For the Definition of a Method, the method can be decomposed into different parts. That
decomposition can be done into method fragments, method chunks, and method components
[HSR/OXR14], together with method patterns [FB16]. A Method Fragment is a reusable
atomic part of a method that can have a process- (called work unit), product- (called work
product), or producer-focus. According to the triangle of producer, work unit, and work
product [HSGP10], the producer performs the work unit to produce a work product. The
work product, in turn, is created, evaluated, or iterated by the work unit. This triangle is also
used in Software & Systems Process Engineering (SPEM) [Obj08], a software engineering
DSL, which can be used to model the method modeling activities. The focus of fragments
can be further refined based on the application of the method. A Method Chunk is the direct
combination of a producer- and product-fragment into a method part. While this reduces
the complexity of the method construction due to decreased amount of parts, it also reduces
the flexibility of the constructed methods. A Method Component, in turn, consists of input
and output work products together with a work unit to transform the inputs into the outputs.
With this, single fragments can be combined into larger development steps [HSRAR14]. A
Method Pattern denotes a structured sequence of method components. By using patterns, the
method components can be combined with the constructed development method [FB16]. To
identify the different method parts, Ralyte [Ral04] presents the two principles of existing
method re-engineering and ad-hoc construction. Existing Method Re-engineering splits
existing (non-modular) methods into their different atomic parts based on decomposition
and exploration. Here, the decomposition takes the whole method and transforms it into
method parts by identifying product and process models. Moreover, the exploration identifies
additional method parts by analyzing different use cases of the given method. This has
advantages if multiple methods already exist for the application area. Ad-hoc Construction
creates the method parts from scratch by analyzing new application areas where existing
methods have not been applied or insufficiently solve the given use cases. This has the
advantage of not getting biased by existing methods. Moreover, the development of a method
can be supported with an underlying meta-method. Here, Sauer [Saull] proposes MetaME,
which uses a product and a process dimension. For the Product Dimension, different artifacts
are derived from software engineering concepts. For the Process Dimension, those artifacts

are modified due to different software development tasks.
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Fig. 2.2 Concept of Method Engineering (based on [MCF195])

For the Development of a Method, the approach of Mayer et al. [MCF"95], as depicted
in Figure 2.2, consists of six steps. In the beginning, it is important to (/) Document [the]
Motivation behind the method development. This can be done by, for example, isolating
the basic intuitions for the method, identifying potential stakeholders, and analyzing the
shortcomings of existing methods. After that, a (2) Search for Existing Method(s) needs
to be conducted. Here, the goal is to find methods that already fulfill parts of the previous
motivation for a new method. Based on the results, it is possible to adopt an existing method,
tailor it, or develop a new one. During the (3.1) Adopt[ion] [of an] Existing Method, an
existing method can be reused because it fulfills all requirements of the motivation. During
the (3.2) Tailor[ing] [of an] Existing Method, an existing method is modified so that it fulfills
the requirements behind the motivation. During the (3.3) Develop[ment] [of a] New Method,
the method is created from scratch out of the requirements behind the motivation. After
that, the (4) Design [of] Method Application Techniques is needed to define under which
different circumstances the method should be used. Here, it is crucial in which scenarios
and under which conditions the proposed development method should be applied. This
application technique should then be validated by (5) Test [the] Candidate Design Elements.
Here, the proposed method is applied to test its applicability. The results of those tests are
used to (6) Iteratively Refine [the] Method Design. The usage of structured development
methods increases the quality developed method. Different types of SME approaches have
been proposed to develop individual methods for specific projects.

2.2.2 Types of Situational Method Engineering Approaches

SME develops a method directly for a specific project based on its situational context. The
goal is to manage a set of projects with specific methods that are created from the same set
of method parts. This creation, in turn, is often done by the role of a method engineer, while

the role of a project manager does the management. To apply SME, various approaches
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have been developed over time. By analyzing the Trade-Off of Effort vs. Flexibility and
the Flexibility of Tailoring, Fazal-Baqaie [FB16] classifies those approaches into the three
categories of Configuration-based, Assembly-based, and Creation-based approaches. As
shown in Figure 2.3, those categories are originated between the usage of a complete Fixed
defined method and a totally Free definable method.
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Fig. 2.3 Different Types of SME Approaches (based on [FB16])

The Configuration-based Approaches are based on a set of configuration points where
the method engineer can configure the situation of his project. Out of that configuration,
an automated process creates a tailored method for the project manager without requiring
additional changes. With this approach, the tailoring of a situation-specific method needs little
effort. Those approaches have the advantage that direct tailoring ensures a high quality of the
method by restricting the possible configurations. However, due to the fixed configuration
points, the methods cannot be customized by the method engineer, and the methods can not
be directly applied to unknown situations.

The Assembly-based Approaches are based on a repository of different method parts
from existing methods that can be continuously updated. The method engineer assembles a
new method from this repository that the project manager uses. During the usage, the project
manager informs the method engineer about the occurring quality problems of the method
that the method engineer needs to be changed. With this, the tailoring can be done with a
medium effort. Those approaches have the advantage that the method engineer can customize
the methods, and method parts for unknown situations can be added directly to the repository.
However, they have higher upfront costs for providing the repository and ensuring a high
quality of the tailored method.

A high-level overview of the steps for assembly-based SME is shown in Figure 2.4
(adapted from [HSRAR14]). Here, we have the roles of the Method Engineer and the Project
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Fig. 2.4 Stages of Assembly-based SME (based [HSRAR14))

Manager, together with the stages of situational method composition and situational method
enactment. In Stage 1: Situational Method Composition, the Method Engineer needs a
Method Base consisting of different method parts that can be created by the engineer or
gathered from an external source. Here, the Method Engineer uses the Situational Factors
of the project and additional Composition Guidelines to construct a Composed Method that
conforms to the underlying Metamodel. In Stage 2: Situational Method Enactment, the
Project Manager uses the method as Enacted Method to develop the software within the
project. Here, he can also report quality problems with the method.

The Creation-based Approaches are based on a metamodel with general composition
constraints but no explicit repository with predefined method parts. With the support of that
metamodel, the method engineer needs to formalize the needed method from scratch for each
project of the project manager. For that, the method engineer can use his experience from
past projects. With this, the method creation can be done with high effort. Those approaches
have the advantage of providing high flexibility in the construction of the method and their
adoption in unknown situations. However, they have high runtime costs by developing the
method from scratch and issues providing a high quality of the created method.

To assist the development of (situation-specific) methods using the configuration-based,
assembly-based, and creation-based SME approaches, computer-aided method engineering

tools can be used.
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2.2.3 Computer-Aided Method Engineering Tools

To support SME, different computer-aided method engineering tools, in short method tools,
have been developed over the last years. Those tools can have various functions like
representing different methods, administrating the method parts, selecting the method parts,
and assembling the methods [BH95]. We categorize those method tools into the overlapping
categories of method visualization tools, method modeling tools, and method engineering
tools. Those tools can also be seen as a subset of the modeling tools in Section 2.1.3.

The so-called Method Visualization Tools, which can be seen as a subset of the Model
Visualisation Tools, are used to define a fully customizable method freely. For that, those
tools provide a graphical interface to visualize the tailored method and modify it. However,
those tools do not provide quality assurance of the developed method by using an underlying
syntax. This means that the method engineer is fully responsible for constructing the tailored
method out of a repository of graphical symbols. Examples are BPMN symbol repositories
within the already mentioned tools of Microsoft Visio and Lucidchart.

The so-called Method Modeling Tools, which can be represented within the General-
Purpose Modeling Tools, are used to define a method from scratch using an underlying syntax.
Those tools often provide modeling support based on the metamodels of existing method
modeling languages to allow a conformance checking of the developed method. However,
those tools provide just a limited form of quality assurance due to the lack of a semantic
understanding of the usage of the method. This means that the method engineer is fully
responsible for tailoring the method according to the correct semantics. Examples are the
MetaEdit+ Domain-Specific Modeling Environment’ [ALBT09] and the BPMN2 Modeler
for Eclipse 8

The so-called Method Engineering Tools, which can be represented within the Domain-
Specific Modeling Tools, are used to define a method from an existing repository of method
parts. For that, those tools often support managing such a repository, which also represents
parts of the semantic domain. With this, the methods can be tailored directly according to the
syntax, the semantic domain, and the visual notation. This means that the method engineer
has a good guidance tailoring method with high quality. Examples are the generic ADOxx
Metamodeling Platform” [FK15] and the specific Method Engineering with Method Services
and Method Patterns [FB16].

"Website of the MetaEdit+ Domain-Specific Modeling Environment: https://www.metacase.com/
$Website of the BPMN2 Modeler: https://www.eclipse.org/bpmn2-modeler/
9Website of the ADOxx Metamodeling Platform: https://www.adoxx.org/
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2.3 Business Model Development

Business Model Development (BMD) is a discipline for creating new or innovating existing
business models under high uncertainty [ADv13]. A business model can be defined as “the
rationale of how the organization creates, delivers, and captures value” [OP10]. With this,
business models aim to provide a detailed representation of the desired business strategy
of the organization and an abstraction of the value creation mechanism of the underlying
business processes of the organization [ADEHAOS].

In this section, we first give an overview of the modeling languages for the visualization
of business models (2.3.1). Based on that, we show development methods to develop such
business models (2.3.2). To support the applicability of business model development, we

show different software tools to support the development (2.3.3).

2.3.1 Business Model Modeling Languages

Business Model Modeling Languages (BMMLs), which could be created using model
engineering as explained in Section 2.1.2, are DSLs that are used to support a common
understanding and the communication of business models [OPTO0S5]. For that, those BMMLs
can range from the pure visualization of the business model using a graphical notation
to modeling support using syntax and semantics. For the visualization, Taeuscher and
Abdelkafi [TA17] analyzed various visual business model representations from their cognitive
perspective and grouped them into three categories of element view, transactional view,
and casual view. Based on this categorization, they derived a recommendation of which
graphical visualizations can be used for which phase of BMD. This has the advantage of
reducing the user’s cognitive load of the representation. For modeling support, John et al.
analyzed different BMMLs regarding their syntax, semantics, and pragmatics [JKS17]. From
the visualization, they divide those BMMLs into connection-based and geometric-based
languages together with their hybrid combination.

The Connection-based Languages use freely-definable structures based on graphical
symbols and their connections. With this, those languages can be used to model relationships
within and between the business models of different organizations (e.g., multiple service
providers and their relationships within a software ecosystem). For that, there exists purely
visualization languages (e.g., ValueMap [AlI00], Value Stream Map [PHS08]) where those
symbols can be arranged without any guidance and modeling languages (e.g., e3-Value
[GAO1], Strategic Business Model Ontology [SYTO09]) where a syntax in the form of a
metamodel and ontological semantics of the business model domain is used. The most

prominent example of the connection-based approach is the e3-Value language [GAOI,
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AGO3], which can be used to model and analyze different actors within a value network.
For that, the approach allows the modeling of the different actors and market segments.
Those actors and market segments have interfaces with different ports (e.g., subscriptions)
to exchange certain objects (e.g., money). Moreover, those initiated models can be used to

calculate the business outcome of different predefined scenarios.

Key Partners Key Activities Value Propositions |Customer Relation. |Customer Segment.
Hosting Provider Develop App Save Privacy Self Service Private User
Social Networks Plan Marketing Free For all Phone Support Professional User

Collaborate
With Others
Key Resources Channels
Algorithms Facebook Ads
Infrastructure LinkedIn Ads
Cost Structures Revenue Streams
Development Marketing In-App License
Costs Costs Advertisements Subscription
Legend: Canvas Building Block Element

Fig. 2.5 Overview of the Business Model Canvas (structure from [OP10])

The Geometric-based Languages use fixed structures based on solid geometric boxes
where different information can be defined. With that, those languages can be used to structure
the information for the business model of a single organization (e.g., service provider in a
software ecosystem). While the representation of the boxes is the graphical notation, the
arrangement can be interpreted as syntax and their labeling as ontological semantics. The
most prominent example and de-facto standard in business modeling is the Business Model
Canvas (BMC) [OP10] as shown in Figure 2.5. The BMC as a Canvas divides the business
model up into the nine Building Blocks of the Value Propositions, the Customer Segments,
the Customer Relationships, the Channels, the Key Partners, the Key Activities, the Key
Resources, the Revenue Streams, and the Cost Structures. Those building blocks are filled
out with Elements about the business. In Figure 2.5, an example for filling out the BMC for a
mobile todo app is given. Here, the Private User is an element of the Customer Segments,
the Save Privacy is an element of the Value Propositions, and the In-App Advertisements is

an element of the Revenue Streams. Additionally, the ontological semantics is improved by
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Osterwalder by providing guiding questions (e.g., For whom are we creating value? Who are
our most important customers? for Customer Segments) and example elements (e.g., Mass
Market, Niche Market, Segmented, Diversified, Multi-sided Platform for Customer Segments)
[OP10]. Moreover, the relationship between the different elements can be displayed by using
different colors [FP10]. Due to the success of the BMC, other canvas models like the Value
Proposition Canvas (VPC) [OPB™14] for developing a value proposition of the customer and
the Platform Canvas [SSSV19] for developing platform business models have been proposed.

Partnership Actor Relationship
/ Agreement Channel \
Capability L-— Value Configuration —J Value Proposition L— Channel Customer
Resource Activity Offering Link Criterion
Cost Profit Revenue
Account Pricing
Legend:
BMO BMO — BMO
Building Block Sub Building Block (Sub-)Relationship

Fig. 2.6 Overview of the Business Model Ontology (based on [Ost04])

While the BMC uses fixed boxes to reduce the cognitive load, the underlying thesis of
Osterwalder [Ost04] proposed an enhanced connection-based Business Model Ontology
(BMO). As shown in the overview in Figure 2.6, the BMO consists of additional BMO
Building Blocks (e.g., Actor), decomposed BMO Sub Building Blocks (e.g., Offering), and
BMO (Sub-)Relationships (e.g., Activity to Offering) around the four categories of the Product,
the Customer Interface, the Infrastructure Management, and the Financial Aspects. With this
enhanced ontological semantic, it is also possible to provide enhanced development support
for the BMD. For example, based on the BMO, system dynamics can be integrated to support

dynamic business modeling [CN18] for the calculation of possible business outcomes, or
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the business model can be mapped to an enterprise architecture [MIN™ 12] for aligning the
business with the IT. This has the advantage of deeper integrating the business modeling to

related application areas and supporting information exchange.

2.3.2 Business Model Development Methods

Business Model Development Methods (BMDMs), which could be created using method
engineering as explained in Section 2.2.1, are used to guide the development of new or
innovation of existing business models. Here, BMD is a complex and creative activity
that consists of different phases where multiple tasks need to be conducted. Inside those
tasks, communication and collaboration between different stakeholders are needed [EHB11],
different alternative business models have to be developed [SEP™19], and uncertainties need
to be reduced [McG10].

a) Cambridge Business Model Innovation Cycle as b) Business Model Pattern Cards as
Development Method Tool

Fig. 2.7 Overview of a Development Method and a Tool (images from [GSE17, GFC14])

The Development Method structures the whole activity of BMD. For that, there exist
methods that stay on a higher description level with a loop of continuous experimentation
(e.g., Discovery-driven Planning [McG10], Try-And-Error Learning [STRV10]) and methods
that provide detailed descriptions of different phases and corresponding tasks (e.g., Cam-
bridge Business Model Innovation Process [GSE17], Customer Development [Bla20]). One
exemplary method is the Cambridge Business Model Innovation Process, as depicted in
Figure 2.7 (a), by Geissdoerfer et al. [GSE17]. The authors developed a business model
innovation (BMI) process for the transformation of a single organization. For that, they
divide that process into three phases with eight steps. In the beginning, the (1) Ideation has
the tasks of formulating a vision of the business, defining needed stakeholders, ideating on

the value, analyzing the sustainability, and selecting and evaluating ideas. Based on that, the
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(2) Concept Design integrates those ideas, discusses current trends, and defines the value
creation, capture, and delivery. Based on those results, the (3) Virtual Prototyping has the
steps of benchmarking the ideas with industry and generic business models, building the
prototype, and evaluating and selecting the prototype. To evaluate the prototype, the (4)
Experimenting identifies the key variables of success, designing the experiments, running the
experiments, and analyzing the learned lessons. After that, the (5) Detail Design provides a
refinement by defining all business elements in detail, summarizing a specific overview, and
providing all information in a transformation tool. To take action, the (6) Piloting plans and
implements parts of the transformation, analyzes the implementation, adjusts according to the
results, documents the transformation, and identifies possible failures. After piloting parts of
the transformation, the (7) Launch realizes and implements the whole planning and scaling
everything up. In the end, the (8) Reflection monitors the transformed business, reflects those
changes, adjusts and scales needed changes, and starts a new innovation process. As shown
in Figure 2.7 (a), the whole method consists of a non-linear process with the possibility of
choosing the next step according to the results of the last step.

The development can be supported with different Additional Tools. Within this thesis, we
focus on the usage of patterns and taxonomies together with software-based tools. Patterns
describe reusable combinations of business model elements for a certain outcome. For that,
those patterns abstract knowledge that repeatedly occurs in multiple organizations. With
this knowledge, the pattern can be recombined to support the generation of new business
models. As an example, Gassmann et al. [GFC14] introduced a set of business model
pattern cards, as shown in Figure 2.7 (b), which they derived from the analysis of existing
companies. Here, each card consists of a name (e.g., Add-on), a visual marker (e.g., airline
seating), a short description (e.g., the core of offering...), and exemplary companies (e.g.,
SAP, Ryanair). Moreover, they published more details about each pattern inside a handbook
[GFC14]. Taxonomies describe a schema to classify different business model elements. For
that, those taxonomies abstract knowledge that exists in at least one organization. With
this knowledge, it is possible to compare different organizations or discover new elements
to support the idea generation of possible business models. As an example, Hartmann et
al. [HZFN16] developed a taxonomy for data-driven business models from a diverse set
of sources. Here, their taxonomy uses the dimensions of the data source, the key activity,
the offering, the target customer, and the revenue model, which dimensions are further
refined like the revenue model into an asset sale, lending/renting/leasing, licensing, usage fee,
subscription fee, and advertisement. Moreover, those dimensions are clustered into different
types like a free data collector and aggregator or analytics-as-a-service. For Software-based

Tools, BMDTs exist that partially provide support for patterns and taxonomies.
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2.3.3 Business Model Development Tools

To support the BMD, different Business Model Development Tools (BMDTs) have been
developed in research and practice over the last years. Here, those tools in practice focus
on the visualization of and collaboration on business models using different aspects like
modeling (e.g., customization, development, commenting and linking, assessment, navigation,
and filter), collaboration (e.g., communication, synchronization, user and role management,
repository and conflict management), and technical implementation (e.g., architecture, data
exchange) [SSJT19]. Moreover, those tools in research develop solutions for supporting
the development in terms of design and decision-making using aspects like user and task
characteristics (e.g., different maturity of users), the generation of business models (e.g.,
pattern matching), or the validation of business models (e.g., crowd-validation) [BARHF20].
However, there is a trend for adding more and more decision support to those tools [OP13b].
A list of existing BMDSSs derived using an SLR can be seen in Appendix A. Based on our
findings, we categorize those BMDTs into the overlapping categories of visualization support
tools, design support tools, and decision support tools.

The so-called Visualization Support Tools, which are often developed and used in
practice, mainly build upon the structure of the BMC or similar Geometric-based Languages.
For that, those tools visualize the business model, show modification, provide versioning,
and enable collaborative development. However, while the focus is on simple collaboration
based on a graphical notation, those tools often lack a clear syntax and semantics behind the
developed business models. This means that the developed business models of an ideation
process can not be completely interpreted and further processed by the software. Examples
are the online versions of Strategyzer'® and Canvanizer!!.

The so-called Design Support Tools, which are often developed in research, but to some
degree, also used in practice, often use the simple structure of the BMC together with an
invisible structure (e.g., metamodel) with additional constraints to support the design. For
that, those tools support the design phase of the business model with additional guidance like
recommending business model elements or checking existing business model configurations.
However, those tools often focus on using the existing syntax and ontological semantics
only during the design of the business model. This means that those tools do not include
other phases of the BMD, like the validation with experiments or the calculation of business
outcomes. Examples are the Smart Business Model Developer [LFCJ™ 18], with the usage of
patterns in the design, or the Question-based Business Model Configurator [RRET19], with

the usage of taxonomies in the design.

10Website of the Strategyzer App: https://www.strategyzer.com/app
'Website of Canvanizer: https://canvanizer.com/
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The so-called Decision Support Tools, which are currently often developed just in
research, provide additional decision support to the BMD. Depending on the use case, those
tools support different phases of the BMD, like the initiation of the business model from
existing data sources, the innovation of business models through transformations, or the
validation of business models with the crowd’s support. For that, those tools need a well-
defined syntax and ontological semantics, for example, on ontologies with connections
between business model elements. Examples are the Business Model Analyzer [AFM 18]
with the support for transforming the business model and the Hybrid Intelligence Decision
Support System [DLEL19] with the support to validate business models with the crowd.

2.4 Summary

Within this chapter, we have provided the foundations behind our situation-specific BMD
approach. For that, we have given an overview of the topics of model engineering, situational
method engineering, and business model development.

For Model Engineering, we have shown the creation of metamodels, the development of
DSLs, and the existing software tools for model engineering. In our approach, we want to
apply those foundations by providing a DSL and metamodels to formalize the knowledge of
the development methods and the business models. For that DSL, we need to specify syntax,
ontological semantics, and a visual notation.

For Situational Method Engineering, we have introduced the concept of method en-
gineering, shown different types of SME, and explained existing software tools for SME.
In our approach, we want to use Assembly-based SME to provide repositories for the de-
velopment methods and business models together with the composition and enactment of
the method. For that, we need to provide metamodels for both repositories together with a
situation-specific construction process that can be changed during the enactment.

For Business Model Development, we have presented different modeling languages and
development methods together with supporting software tools. In our approach, we want to
formalize the knowledge of different BMDMs as development methods and the knowledge
of Geometric-based BMMLs as business models. For that, we need to consider specialties of
the semantic domain of BMD during the formalization process.

Based on those foundations, the next chapter shows the related work of our approach
concerning our derived HRs. Here, we will analyze the business aspects of SME approaches,

the situational aspects of BMD approaches, and the existing BMDTs.
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Related Work

In the previous chapter, we provided the different disciplines of our thesis foundations. Based
on that, we give an overview of approaches in those disciplines that are related to our research
question and the derived high-level requirements. For that, we first show how business
aspects are currently integrated into approaches for situational method engineering (3.1).
After that, we analyze how situational aspects are supported in approaches for business model
development (3.2). Next, we investigate how current tools for business model development
solve those challenges of situation-specific development (3.3). Last, we summarize our

gained results on the related work (3.4).

3.1 Business Aspects in Situational Method Enginnering

Various approaches for SME have been introduced in the literature, where some of them
cover different business aspects during their development. In the following, we describe
related approaches (3.1.1) and compare them against our HRs (3.1.2).

3.1.1 Related Approaches

During the last years, different approaches using SME have been developed that also cover
business aspects within their methods. Here, those approaches have a wide range from
general frameworks to support the (method) modeling over approaches with a customizable
method repository for software engineering to approaches with fixed repositories that contain
business-related situational factors, tasks, and artifacts. In the following, we describe selected

situational approaches (SA) related to our research.
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The SA 1: ADOxx Meta Modelling Platform' [FK15] is a platform that supports the
design of domain-specific modeling methods. For that, ADOxx introduces the ADOxx
metamodel from which user-specific metamodels for different modeling methods could be
derived. Those modeling methods are specified by a modeling technique that consists of a
modeling language (i.e., notation, syntax, semantic) and a modeling procedure (i.e., steps,
results), and by mechanisms & algorithms that are refined to generic, specific, and hybrid
once. Out of those developed metamodels, specific models could be instantiated. For that,
ADOxx provides an architecture with the layers of a repository to cover a database and the
core modeling techniques, components to allow different functionalities like the analysis,
transformation, or import/export of models, and the user interface to provide interactions
with the user. Moreover, based on the platform, different (method) modeling languages like
UML or BPMN have been realized.

The SA 2: MetaEdit+ Domain-Specific Modeling Environment? [TK09] is a tool suite
that supports collaborative (method) modeling based on DSLs. It consists of the MetaEdit+
Workbench to design a modeling language and the MetaEdit+ modeler to use a modeling
language. The MetaEdit+ Workbench allows the definition of the general concept, the
inclusion of different rules as modeling constraints, the association of language concepts to
visual notations as symbols, and the creation of source code with the definition of generators.
The MetaEdit+ Modeler uses the defined modeling language and allows the collaborative
graphical development of models. The tool can be fully integrated into existing toolchains
and supports modifying the (method) modeling language due to changing requirements.

The SA 3: Method Engineering with Method Services and Method Patterns [FB16] is
an approach to support the project-specific composition, enactment, and quality assurance of
software engineering methods. For that, the approach consists of different roles and stages of
the method content definition, method tailoring, and method enactment. The method content
definition is conducted by the senior method engineer, who defines method elements, method
building blocks, and method patterns. The method tailoring is conducted by the project
method engineer who characterizes the project, composes the project-specific method, and
assures the quality of that method. The method enactment is conducted by the project team,
who enacts the method and reflects the quality of it. Moreover, the stage of method content
definition and method tailoring are implemented using the Ecplise Modeling Framework,
while the enactment is based on the WSO2 Business Process Server. The approach has
been already transferred to software modernization in [Gril6]. Here, the author presents an
SME framework to guide the development of situation-specific transformation methods. For

'Website of ADOxx Meta Modelling Platform: https://www.adoxx.org/
2Website of MetaEdit+: https://www.metacase.com/
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that, the method repository is based on the domain of model-driven engineering, while the
composition focuses on the identification of concepts within the existing legacy system.

The SA 4: Method Engineering for Blockchain Use Cases [FLR " 18] is an approach
that uses action design research and SME to construct a development method for blockchain
uses cases. Based on existing literature, including general method requirements, they
designed the development method and evaluated it in various workshops with different
organizations. The development method consists of the six phases of understanding the
technology, getting creative-unbiased, glancing in the market, getting creative-informed,
structuring ideas, and prototyping. For every phase, they identified the involved roles (e.g.,
moderator and participants in structure ideas), the possible techniques (e.g., cluster ideas,
discuss common features of each cluster), the used tools (e.g., mind map, business model
canvas), and the output (e.g., structured and prioritized blockchain use case clusters, number
of MVPs suitable for the prototyping activity).

The SA 5: Method for Engineering Gamified Software [MHWH18] is an approach
that provides a comprehensive method for developing gamified software. Using DSR, they
conducted a literature review and expert interviews to develop a knowledge base, including
design principles for such a method. Out of the knowledge base, they created a method base
from which they iteratively select method fragments, assemble them into a development
method, and evaluate that method in expert interviews and a case study. The development
method consists of the seven phases of project preparation, analysis of context and users,
ideation, design, design implementation, evaluation, and monitoring. During the method,
they consider the context of the project and the user together with business-related tasks (e.g.,
create personas in analysis) and artifacts (e.g., prototype in design).

The SA 6: Situation-specific Construction of Internet-of-Things Development Meth-
ods [GT18] is an approach that provides situation-specific development methods for [oT
cases. The authors analyzed different [oT development methods in the literature to develop a
corresponding method based on method fragments. Here, the developed method base also
contains business-related situational factors (e.g., business regulations), tasks (e.g., producing
an [oT Canvas), and artifacts (e.g., [oT Canvas). Out of that method base, they allow the
construction of development methods for IoT cases by selecting the method fragments,
assembling them into a method, and validating the method.

The SA 7: Domain-specific Modeling Method for Supporting the Generation of
Business Plans [WF20] is a concept to generate textual business plans out of the BMC.
They developed a metamodel of the modeling language and a modeling process. For the
metamodel, they extended the nine building blocks of the BMC (e.g., revenue streams) with

additional relationships (e.g., pays) between them. For the modeling process, they defined the
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steps of creating ideas within a simplified transaction model, creating a snapshot of the ideas
as a BMC, filling out additional information and preferences for the business plan document
models together with generating, editing, and exporting the business plan. To support the
usage, they implemented the whole concept on top of ADOxXx.

The SA 8: Situational Approach to Data-driven Service Innovation [vvR19] proposes
an approach to assembly data-driven service development methods based on the context for
which the service is created. For that, the authors focused on the development of a metamodel
for the method fragments based on existing literature. Here, each method fragment contains
a descriptor of the reuse context and the reuse intention, an interface of the situation and the
intention, and a body with multiple activities, results, techniques, and roles. Moreover, they
outlined an assembly process with the steps of ideation of a method, selection of method
fragments, the realization of the method, and use of the service.

The SA 9: Multi-concern Method for Identifying Business Services [ATO"20] pro-
poses an approach to develop methods for identifying and defining business services within
organizations. For that, the authors conducted a literature review to identify and match such
methods against a predefined set of requirements. They extracted method chunks from those
methods and used an assembly-based technique to combine them into a new development
method. As input and output of those method chunks, they used business-related modeling
techniques like business process and feature models.

The SA 10: Design Thinking Process Model based on Method Engineering [TM11]
proposes a formal model to guide design thinking processes. Based on observations in an
educational context, the authors used method engineering to extract a process model for
design thinking. The process model consists of six phases named to understand, observe,
point of view, ideation, prototyping, and test. Within the phases, they suggested conducting
business-related tasks (e.g., clustering ideas in ideation) and creating business-related artifacts

(e.g., user journey in point of view).

3.1.2 Requirement Comparison

To analyze the existing SA, we compare those approaches against our HRs, as shown in
Table 3.1. Here, we must mention that those approaches are not designed primarily for
developing business models, and therefore not all high requirements are fully comparable.
Moreover, ADOxx and MetaCase provide just general frameworks where possible BMD
techniques would need to be implemented on top. Nevertheless, those approaches show that
business aspects are already covered by different of them. For the analysis, we divide that
comparison into our three stages of knowledge provision of method and models, composition
and enactment of development methods, and support of development steps.
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Tool HR:1 HR:2 HR:3 HR:4 HR:5 HR:6 HR:7 HR:8 HR:9 HR:10

sai @ O O O O O 0 O O O
sa2 @O O O O O O 0 O O O
sas @O O O O O O & O O O
saa @O O O O O O O O O O
sas @ O O O O O & O O O
sae @O O O O O O O O O O
sa7 @ @O O O O O O O O O
sas @ @O O O O O O O O O
sao @ © O O O O O O O O
saio @ © O O O O O O O O

Legend  No Fulfillment (O) Partial Fulfillment (D) Complete Fulfillment (©)

Table 3.1 Comparison of the Situational Approaches (SA) against the High-level Require-
ments (HR)

The aim of (1) Knowledge Provision of Methods and Models is to utilize the existing
knowledge to make it (re)useable within the BMD. Here, we have the three requirements of
knowledge utilization, method comprehensiveness, and model visualization, together with
the cross-cutting requirement of tool support. For HR 1: Knowledge Utilization, we want
those approaches to provide knowledge of BMDMs and BMs based on unified interpretable
structures. Here, some approaches provide tables to group knowledge into categories (e.g.,
SA 5), simplified metamodels to compose developed methods out of a method repository (e.g.,
SA 8), and general frameworks that could handle the knowledge utilization by defining DSLs
for it (i.e., SA 1, SA 2). For the HR 2: Method Comprehensiveness, we want those approaches
to cover all phases of different BMDMs. Here, some approaches cover the development
of a single development method (e.g., SA 4), some approaches cover the situation-specific
construction of such methods for a specific case (e.g., SA 9), and a few approaches provide
general approaches to the creation situation-specific method bases for different cases (e.g., SA
3). For HR 3: Model Visualisation, we want those approaches to cover different visualizations
for the BMs. Here, a few approaches use no visualization for their modeling artifacts (e.g.,

SA 4), some approaches refer to external models that could be used within the development
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method (e.g., SA 9), and some use explicit defined (canvas) models (e.g., SA 7). For HR
10: Tool Support, we want those approaches to provide an open-source implementation
of their solution that can be extended. Here, a lot of approaches provide just conceptual
models without concrete software (e.g., SA 5), some approaches show tools but do not make
them accessible (e.g., SA 3), and the frameworks make their software accessible (i.e., SA
1, SA 2). However, based on that analysis, no approach formalizes the methods consisting
of development steps and modeling artifacts consisting of different canvas visualizations
together with an accessible tool whose source can be downloaded and modified. Here, the
two overall frameworks would cover most requirements based on DSLs that need to be
developed.

The aim of (2) Composition and Enactment of Development Methods is to compose
development methods out of the knowledge and enact those methods as processes. Here,
we have the three requirements of context awareness, selection assistance, and development
continuity. For HR 4: Context Awareness, we want those approaches to provide a flexible
definition and usage of different contextual factors. Here, some approaches provide just
methods without context (e.g., SA 4), some approaches use the implicit definition of the
context (e.g., SA 7), and some approaches provide an explicit definition in the form of
situational factors (e.g., SA 6). For HR 5: Selection Assistance, we want those approaches
to provide selection support for the BMDMs and the BMs from existing knowledge. Here,
some approaches provide no knowledge or no assistance in selecting the knowledge (e.g.,
SA 4), some approaches provide a simple selection of methods fragments (e.g., SA 8), some
approaches provide a configuration of the models (e.g., SA 3), and some approaches provide
a modular composition of the method (e.g., SA 3). For HR 6: Development Continuity, we
want those approaches to provide a runtime modification of the BMDM and the BM. Here,
some approaches provide just a single executable development method (e.g., SA 6), some
approaches provide a continuous reflection of the output of the method (e.g., SA 9), and the
frameworks could provide a flexible definition of continuity within their toolkits (i.e., SA 1,
SA 2). However, based on that analysis, no approaches provide a flexible configuration of
methods and models based on existing knowledge that can be easily modified during runtime.

The aim of (3) Support of Development Steps is to support certain development steps.
Here, we have the three requirements of stakeholder collaboration, artifact management,
and decision support. For HR 7: Stakeholder Collaboration, we want those approaches to
support the collaborative development of the BM by different stakeholders. Here, some
approaches are designed for single stakeholders (e.g., SA 4), some approaches cover the
explicit definition of the involved stakeholders (e.g., SA 5), and some approaches allow the

direct interaction of multiple stakeholders (e.g., SA 2). For HR 8: Artifact Management, we
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want those approaches to provide management of the created artifact, including the tracing
and reasoning of changes. Here, two approaches provide manual management of artifacts
(e.g., SA 4), some approaches some basic management by definitions of the artifacts (e.g.,
SA 3), and some provide full management of changes in those artifacts (e.g., SA 7). For
HR 9: Decision Support, we want those approaches to provide flexible decision support for
different development steps. Here, the analyzed approaches focus not on providing decision
support (e.g., SA 10), while it could be implemented on top of the frameworks (i.e., SA 1,
SA 2). However, based on that analysis, no approach provides collaborative development of

different artifacts with modularized decision-support that can be flexibly applied to all steps.

3.2 Situational Aspects in Business Model Development

Various approaches for BMD have been introduced in the literature, where some of them
cover different situational aspects during the development. In the following, we describe

related approaches (3.2.1) and compare them against our HRs (3.2.2).

3.2.1 Related Approaches

Over the years, different approaches have been developed to support the whole process of
BMD or single phases like the design or the validation. Here, those approaches have a wide
range from handbooks that explain the BMD in different situations, repositories of method
parts and patterns that can be applied to different situations, and the outcome calculation
of different business model configurations. In the following, we describe selected business
approaches (BA) related to our research.

The BA 1: Business Model Generation [OP10] is a handbook from the creators of
the BMC and offers practical guidance for developing business models. For that, they use
the visualization of the BMC, together with detailed explanations of the building blocks,
including knowledge of examples (e.g., Mass Market, Niche Market for Customer Segments),
guiding questions (e.g., How do we raise awareness about our company’s products and
services? in Channels), and patterns (e.g., Multi-Sided Market). For the method, they use a
process of the five phases of mobilizing the business model design project, understanding
the different elements for the design, designing the different options and selecting the best,
implementing a prototype of the business model in the field, and managing the adaption
of the business model due to market reactions, each with different tools and techniques.
Moreover, they offer decision support for validating the business model by asking control

questions for a SWOT analysis of the building blocks.
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The BA 2: Business Model Innovation through Trial-and-Error Learning [STRV10]
is a framework for BMD based on a case study. For that, the authors work on a dynamic
view of the business model over time that needs to be continuously updated due to internal
organizational and external market changes (e.g., innovations, competitors, regulations).
Here, the innovation of a business model is divided into the two phases of exploitation,
based on organizational search, and experimentation, based on try-and-error experimentation.
Out of these two phases, they designed a process with the stages of creating an initial
business design with testing using the exploitation, developing the business model through
experimentation, scaling the refined business model based on exploitation, and growing
the business model in the organization sustainable using a combination of exploitation and
exploration.

The BA 3: Business Model: A Discovery Driven Approach [McG10] is an approach
that uses continuous experimentation to deal with highly uncertain, complex, and fast-moving
environments. For that, the authors divide the business model into the unit of a business and
the key metrics. The unit of a business is the thing (e.g., product, service) for which the
customer pays directly (e.g., charging the product) or indirectly (e.g., advertisements). The
key metrics are dedicated to selling those units and contain the most critical constraints or
rating-limiting steps of the value chain. Here, experimentation for the whole business model
can support the validation of the articulated underlying assumptions. For that, a sequence of
experiments (e.g., market study, feasibility study) is used to test the main assumptions of the
business.

The BA 4: Startup Owner’s Manual [Bla20] is a book that provides a step-by-step
introduction to the development of a business model and a new product for an organization.
For that, they provide the two phases of customer discovery and customer validation that are
needed within customer development to search for new business opportunities. For customer
discovery, they point out the activities of identifying hypotheses, testing the problem, testing
the solution, and verifying the results. For customer validation, they specify the activities of
preparing sales, selling the product, developing the positioning, and verifying the metrics.
Their approach uses the visual structure of the BMC that is continuously changed. Moreover,
to support the development, the authors provide various checklists regarding the development
steps and the business model itself.

The BA 5: Cambridge Business Model Innovation Process [GBH16] is a framework
to guide the BMI of an organization by focusing on the gap between the design of the
business model and its actual implementation. For that, the authors conducted a literature
review and expert interviews to develop a non-linear process of the three phases of concept

design, detail design, and implementation together with the eight stages of ideation, concept
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design, virtual prototyping, experimenting, detail design, piloting, launch, and adjustments &
diversification (see Section 2.3.2 for details). For each stage, they provide necessary activities
(e.g., stakeholder definition in ideation) and potential challenges (e.g., communication failures
in concept design).

The BA 6: Testing Business Ideas [BO20] is a book that provides a repository that
can be used to validate existing business ideas. For that, they propose an iterative process
to design a prototype of the business and test it with experiments. Here, every experiment
consists of a name, a description, tasks to accomplish, needed capabilities of the organization,
and an estimation of cost, evidence strength, setup time, and runtime. Moreover, they provide
different experiment sequences (e.g., customer interview before paper prototype) that can be
used for different contexts (e.g., b2b hardware business, highly regulated field). During the
process, they use various canvas models to describe and sort the different business ideas.

The BA 7: Business Model Navigator [GFC14] is a book together with a set of pattern
cards that support the ideation of new business models. For that, the authors argue that most
of the new business models are based on the recombination of existing business models.
For that, they analyzed various organizations to extract patterns of them. As a process, they
choose the four phases of initiation, ideation, integration, and implementation. Here, those
patterns could be used in the ideation based on the definition of the existing business models,
the actors, and the contextual factors in the initiation (see Section 2.3.2 for more about
the business model patterns). They use a geometric-based language called the BMI Magic
Triangle for the visualization of the business model.

The BA 8: Business Model Patterns Database [RHTK17] is a tool to support the design
of business models based on recombination. For that, different approaches in the past have
developed slightly different concepts for those patterns together with an overlapping set of
patterns among those approaches. Here, the authors conducted a literature review on existing
patterns for BMD and a taxonomy development to create a comprehensive business model
pattern base. That pattern base is grouped into the five categories of overachieving, value
proposition, value delivery, value creation, and value capture with the twelve dimensions of
hierarchical impact, degree of digitization, product type, the strategy of differentiation, target
customers, value-delivery process, sourcing, third parties involved, value-creation process,
revenue model, pricing strategy, and direct profit effect. Each dimension provides different
patterns with its name, description, selected examples, and sources. Moreover, they provide
a simplified process to use those patterns inside the phases of initiation, ideation, integration,
and implementation.

The BA 9: Simulating Business Models using System Dynamics [RVS15] is an

approach to simulate the dynamic behavior of business models by combining the BMC and
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system dynamics. For that, the authors enrich the metamodel of the canvas with flows and
converters. For the flows, they use means to define necessary assets, the value that is proposed
for the services & products, and the cash that is generated. For the converter, they allow the
transformation of flows between different means, different values, and means and values.
The enriched model, in turn, is transformed into a system dynamics diagram. Moreover, they
propose a process with the phase of configuring the lab, designing experiments, and assessing
results together with getting a business idea, designing a canvas model, defining scenarios,
configuring parameters, simulating, observing results, and evaluating & redesigning. To
allow the simulation, they use an external software tool called iThink.

The BA 10: Dynamic Business Modelling Framework [CN18] is an approach that
provides a dynamic view of the business model by combining a canvas visualization with
system dynamics. This, in turn, allows a business model simulation with which the or-
ganization can experiment how the business model reacts to strategic and organizational
changes. For the canvas visualization, they use the seven building blocks of key partners,
strategic resources, value proposition & key performance indicators, key processes, customer
segments, cost structure, and revenue streams. They use strategic resources, flow variables,
and strategic levers from system dynamics for simulation. Those dynamic concepts, in
turn, can be combined into causal loops and initiated with concrete parameters to calculate
different business model outcomes over time. This calculation, in turn, can be done with

traditional software tools for system dynamics.

3.2.2 Requirement Comparison

To analyze the existing BA, we compare those tools against our HRs, as shown in Table
3.2. Here, we need to mention that most of those approaches are not designed primarily for
using the support of an IT artifact. Nevertheless, the knowledge of those approaches can
mostly be integrated into our approach. For the analysis, we divide that comparison into our
three stages of knowledge provision of method and models, composition and enactment of
development methods, and support of development steps.

The (1) Knowledge Provision of Methods and Models is related to the requirements of
knowledge utilization, method comprehensiveness, model visualization, and tool support.
For HR 1: Knowledge Utilization, some approaches propose conceptual models without
knowledge (e.g., BA 2), while other approaches provide knowledge about the development
methods (e.g., BA 6) as well as knowledge for the modeling artifacts (e.g., BA 8). For the
HR 2: Method Comprehensiveness, some approaches support a dedicated type of modeling
(e.g., BA 9), some approaches support specific phases of the development (e.g., BA 7), and
some approaches provide support for all phases of BMD (e.g., BA 4). For HR 3: Model
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Table 3.2 Comparison of the Business Approaches (BA) against the High-level Requirements
(HR)

Visualisation, a few approaches use no visualization for their modeling artifacts (e.g., BA 2),
some approaches use single visualizations of parts of the business model (e.g., BA 7), and
some use different (canvas) models (e.g., BA 4). For HR 10: Tool Support, most approaches
provide just conceptual models without concrete software (e.g., BA 2), while some approaches
are based on already existing software (e.g., BA 9). However, based on that analysis, no
approach formalizes both the methods consisting of development steps and models consisting
of different canvas visualizations together with an accessible tool that can be downloaded
and modified.

The (2) Composition and Enactment of Development Methods is related to the re-
quirements of context awareness, selection assistance, and development continuity. For HR
4: Context Awareness, all approaches provide some implicit definition of the context for
the development methods (e.g., BA 6) or the modeling artifacts (e.g., BA 7). For HR 5:
Selection Assistance, some approaches provide no knowledge or no assistance in selecting
the knowledge (e.g., BA 2), while others provide that selection for the development methods
(e.g., BA 6) or the modeling artifacts (e.g., BA 8). For HR 6: Development Continuity,

some approaches provide just single steps of the development (e.g., BA 8), some approaches
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provide the continuous development of the business model (e.g., BA 9), and some approaches
provide the implicit change of the development method (e.g., BA 1). However, based on that
analysis, no approaches provide a flexible configuration of methods and models based on
existing knowledge that can be easily modified during runtime.

The (3) Support of Development Steps is related to the requirements of stakeholder col-
laboration, artifact management, and decision support. For HR 7: Stakeholder Collaboration,
some approaches are designed just for single stakeholders (e.g., BA 9), some approaches
cover the needed collaboration of involved stakeholders (e.g., BA 7), and some approaches
focus on the direct interaction of multiple stakeholders (e.g., BA 1). For HR 8: Artifact
Management, half of the approaches provide no explicit artifacts (e.g., BA 2), while the other
use manual management of the defined artifacts (e.g., BA 3). For HR 9: Decision Support,
half of the approaches focus not on providing decision support (e.g., BA 2), while other
approaches provide checklists (e.g., BA 2) or simple calculations (e.g., BA 9). However,
based on that analysis, no approach provides collaborative development of different artifacts

with modularized decision-support that can be flexibly applied to all steps.

3.3 Tools for Business Model Development

The development can be supported by various BMDTs that are developed in research and
practice. In the following, we describe related tools (3.3.1) and compare our HRs against
their functionalities (3.3.2).

3.3.1 Related Approaches

The BMD can be supported with different BMDTs. Here, those tools cover different aspects
like the web-based visualization of business models developed by companies in practice,
conceptual frameworks to develop software for business model management, or design
support that can be used in the web browser developed by universities in research. In the
following, we describe business tools (BT) related to our research selected from our SLR in
Appendix A.

The BT 1: Strategyzer Innovation Software’ is a software tool for the collaborative
development of business models. The tool consists of different canvas models (e.g., VPC,
BMC), where the building blocks are enriched with additional explanations. On those canvas
models, the stakeholders can collaborate by using sticky notes. Those sticky notes, in turn,

can be directly connected to the hypothesis that needs to be validated, experiments that need

30nline Version of the Strategyzer Innovation Software: https://platform.strategyzer.com/
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to be conducted, evidence that is gained, or insights that are given. Moreover, out of the
sticky notes and guided parametrization, the profit of the business model can be estimated.
Out of the business model, a process for testing can be derived. For that, a Kanban board is
used to structure the current state of the experiments that must be conducted.

The BT 2: Canvanizer” is a visualization tool for collaborative ideation on business
models. For that, the tool consists of various defined canvas models (e.g., BMC) but
other visual geometric-based models (e.g., empty 3x3-matrix) where the stakeholders can
collaborate by placing sticky notes on the canvas. Inside the tool, features support the general
working on the canvas (e.g., filter functions) and creativity mechanism (e.g., timer). Moreover,
the tool has a focus mode where single building blocks are highlighted and explained. After
the ideation of the business models, the tool allows various export functionalities, including
a PDF export of the canvas or a read-only view for sharing the canvas over the internet.

BT 3: OctoProz [VOPN13, VPO"13] is a creativity support system for the process-
oriented development of business models. For that, it can be used within the two contexts
of developing a new business model or analyzing and refining an existing one. Here, the
tool provides an initial configuration of the business model, which can be further refined
due to the collaboration of different stakeholders. As a business model structure, they use a
visual model around the two components of the process (connected to finance, resources, and
values) and the central functions (connected to fixed costs and resources). For the evaluation
of the business models, the tool provides decision support by a syntax check on the created
model, comments and ratings by the stakeholders, and simple financial assessments.

The BT 4: Business Model Decision Support System [DHOB13] is sheet-based tool
support for the development of software-as-a-service business models. For that, the tool’s
focus is the modularity of the different system components with the overall goal to estimate
the consequences of different business model decisions. Here, each sheet corresponds to
a single component which can be grouped into a configuration module, a market analysis
module, a business model design module, and a decision analysis module. Inside those
components, it is possible to define different evaluation criteria like design issues or success
factors, which are used to run different analyses like conjoint analysis in the market analysis
and multi-criteria analysis in the decision analysis.

The BT 5: Business Model Developer [BM14, BM17] is a software tool focusing
on developing domain-specific business models. The tool uses a customizable BMC as a
metamodel. Based on that metamodel, domain-specific knowledge can be defined as a shared
vocabulary consisting of elements and their connections. During the BMD, the tool provides

a configurator to develop a business model out of that knowledge and checks the syntax and

“Online Version of Canvanizer: https://canvanizer.com/
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semantics of the model against the metamodel and the vocabulary. Based on the structures, it
also allows the comparison of different business models. Moreover, based on the structured
model, the tool allows the conduction of various analyses like cluster analysis or financial
calculations.

BT 6: Virtual Business Model Innovation [EBL16] is a framework to support the
development of software tools that manage and design business models. For that, they
identified the four phases of environment analysis, business model design, business model
implementation, and business model management, which are connected to knowledge in the
form of shared material (e.g., guidelines to develop business models) and stakeholders within
a community (e.g., project team). For the environmental analysis, they suggested using
an existing repository of industry benchmarks and market analysis as knowledge together
with characterizing the context of the industry, the market, and the customer needs. For
the business model design, they suggested using visual models for collaboration. For the
business model implementation, they suggested using the feedback of external users and
domain experts. For the business model management, the continuity is gathered by the
continuous feedback of users and refinement of domain experts.

The BT 7: Framework for Analysis of Business Model Management [TSLE17] is a
generic process to cover all phases of business model management. For that, they divide the
management into the four phases of analysis, design, implementation, and control, which
all should be supported by software tools based on a conceptualization, and, therefore,
visualization of the business model. For the analysis, they mentioned collecting relevant
information for the environment, the customer, and the competitor in a structured way for its
use in the design phase. For the design, they suggest an iterative design of the business model
centered around the customer, together with the continuous validation of assumptions. For the
implementation, they pointed out to find the proper organizational structure according to the
stakeholders that are needed for the implementation. For the control, they suggest continuity
in the improvement of the business model. For the software support, they gathered the results
that the tools should be situation-specific and iterative using pre-structured processes.

The BT 8: Green Business Model Editor [SBK18a, SBK18b, KBS19] is a software
prototype for enabling the reflection of sustainability during BMD. For that, the tool uses
a customizable version of the BMC that is extended with building blocks to sustainability
aspects. On the canvas, it allows the collaboration of different stakeholders together with
their communication. Here, it is possible to collaborate on different views of the business
model and share own developed business models. Moreover, the elements of the business

model could be pre-selected from an existing library. During the whole development, the tool
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supports the documentation and reasoning of changes. Moreover, to support the decision-
making, the software tool allows the conduction of trade-off analyses.

The BT 9: Envision Platform [dRAH ™ 16], which was migrated to BusinessMakeOver”,
is a platform that collects various (non-software) tools that support small and mid-size
enterprises in the development of new and innovation of existing business models. For that,
the platform contains a guided process structured by the defined goals (e.g., implement
a new business idea), from which a guided process containing different process steps is
derived. Each step is linked to a tooling page (e.g., Business Model Canvas), where the tool
is described in detail, together with a link to download the tool or online resources. With the
support of those tools, different artifacts of the process can be created mostly manually.

The BT 10: Smart Business Model Developer [LFCJ*18], which was migrated to
Venturely®, is an online tool to support the development of business models using business
patterns. For that, the tool uses the BMC and a large repository of different so-called pattern
packs (e.g., circular economy pack) for different application domains (e.g., recycling) that
can be used as design support. Based on that, the tool provides basic decision support for
financial calculations, the detection and comparison against business models of existing
similar companies, and the testing of hypotheses. Moreover, it has the functionality of a
guided process from the ideation of a business to its actual implementation. However, in the
different steps, they provide just simple PDF files with empty visual models and additional
explanations (e.g., trend matrix) that can be uploaded manually as artifacts to the process
steps.

3.3.2 Requirement Comparison

To analyze the existing BT, we compare those tools against our HRs, as shown in Table
3.3. For that, we divide that comparison into our three stages of knowledge provision of
method and models, composition and enactment of development methods, and support of
development steps.

The (1) Knowledge Provision of Methods and Models is related to the requirements of
knowledge utilization, method comprehensiveness, model visualization, and tool support.
For HR 1: Knowledge Utilization, some tools provide just a simple representation of the
business model without existing knowledge (e.g., BT 2), some tools use semi-formal method
knowledge about different method steps (e.g., BT 9), some tools use formal model knowledge
about elements and patterns (e.g., BT 5), and some tools combine a pre-structured method

with existing modeling knowledge (e.g., BT 2). For the HR 2: Method Comprehensiveness,

3Online Version of BusinessMakeOver: https://businessmakeover.eu/
®Online Version of Venturely: https://app.venturely.io/
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Table 3.3 Comparison of the Business Tools (BT) against the High-level Requirements (HR)

some tools cover just the single design step (e.g., BT 2), some tools cover multiple steps
of development (e.g., BT 5), and some tools reflect all steps of the BMD (e.g., BT 9). For
HR 3: Model Visualisation, a single tool uses no visualization (e.g., BT 4), some tools use
fixed single visualization models (e.g., BT 3), and the majority of tools uses multiple or
customizable canvas models (e.g., BT 5). For HR 10: Tool Support, some tools provide just a
framework without concrete software (e.g., BT 6), some tools show tools but do not make
them accessible (e.g., BT 8), and some tools make them also accessible (e.g., BT 2). However,
based on that analysis, no tool formalizes the methods consisting of development steps and
models consisting of different canvas visualizations together with an accessible tool from
which the source code can be downloaded and modified.

The (2) Composition and Enactment of Development Methods is related to the re-
quirements of context awareness, selection assistance, and development continuity. For HR
4: Context Awareness, some tools provide no flexible awareness according to the context
(e.g., BT 2), some tools use general factors that need to be considered (e.g., BT 6), some
tools cover choosing parts of the method knowledge based on goals as factors (e.g., BT 9),

and some tools cover the choice of parts of the model knowledge based on an application
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domain (e.g., BT 10). For HR 5: Selection Assistance, some tools provide no knowledge
or no assistance in selecting the knowledge (e.g., BT 2), some tools provide a selection of
the methods (e.g., BT 9), some tools provide a configuration on the models (e.g., BT 3), and
some tools combine a fixed method with the configuration of the business model (e.g., BT
10). For HR 6: Development Continuity, some tools provide an one-time process (e.g., BT 4),
some tools provide continuous changes in the business model (e.g., BT 2), and some tools
provide a continuous evolvement of the business model (e.g., BT 1). However, based on that
analysis, no tools provide a flexible configuration of methods and models based on existing
knowledge that can be easily modified during runtime.

The (3) Support of Development Steps is related to the requirements of stakeholder
collaboration, artifact management, and decision support. For HR 7: Stakeholder Collabo-
ration, some tools are designed just for single stakeholders (e.g., BT 4), while other tools
focus on the collaboration mechanisms between different stakeholders (e.g., BT I). For HR
8: Artifact Management, two tools provide just manual management of artifacts (e.g., BT 4),
while the other tools provide full management of changes of those artifacts (e.g., BT 9). For
HR 9: Decision Support, one tool provides no decision support (e.g., BT 2), most tools have
decision support for single steps (e.g., BT 8), and a few tools have a certain focus on decision
support of different steps (e.g., BT 5). However, based on that analysis, no tool provides
collaborative development of different artifacts with modularized decision-support that can

be applied to all steps.

3.4 Summary

In this chapter, we have provided an overview of different approaches related to our research
question. For that, we have categorized those approaches into business aspects in situational
method engineering, situational aspects in business model development, and tools for business
model development.

For the Business Aspects of Situational Method Engineering, we saw that most
approaches just partly cover the business model. Here, two approaches (i.e., SA 1, SA 2)
provide general frameworks that could be applied to our approach by defining DSLs. One
approach (i.e., SA 3) provides a holistic approach but just covers the method repository
and doesn’t provide a modular solution for all stages. However, those approaches have
certain constraints that reduce the simplification and applicability of our approach. Moreover,
other approaches provide just conceptual models with predefined knowledge for the method
repository (i.e., SA 4, SA 5, SA 6, SA 8, SA 9, SA 10) or focus just on the single aspect

of generating business plans (i.e., SA 7). However, no approach could be directly used to
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support the composition and enactment of development methods from predefined knowledge
of development methods and modeling artifacts.

For the Situational Aspects of Business Model Development, we saw that most ap-
proaches have no IT artifact as support. Here, comprehensive books (i.e., BA 1, BA 4) provide
a lot of textual information about the development method and the modeling artifacts. Other
conceptual models focus on the high-level conduction of experiments (i.e., BA 2, BA 3) or
the provision of a non-linear process with different phases (i.e., BA 5). Moreover, reposito-
ries provide textual information for the different experiments of the development method
(i.e., BA 6) or patterns for the modeling artifacts (i.e., BA 7, BA 8). Last, two approaches
simulate different parts of the business model based on standard techniques (i.e., BA 9, BA
10). However, no approach supports the composition and enactment of development methods
from predefined knowledge of development methods and modeling artifacts.

For the Tools for Business Model Development, we saw that most approaches focus
on visualizing parts of the business model or fixed development phases. Here, practical
tools focus on the pure visualization of the business model (i.e., BT 2) together with their
evaluation based on experiments (i.e., BT I). Other tools focus on the different phases (i.e.,
BT 4) of the development and visualize parts as modeling artifacts (i.e., BT 3, BT 5). Some
tools provide high-level descriptions of frameworks to innovate the business model (i.e.,
BT 6, BT 7), combine the BMC with pattern support (i.e., BT 8, BT 10), or provide guided
processes for certain business goals (i.e., BT 9). However, no tool supports the composition
and enactment of development methods from predefined knowledge of development methods
and modeling artifacts.

Based on those related works, the next chapter proposes our solution for fulfilling all
HRs. For that, we map those generic HRs to specific solution requirements together with
showing an overview of the provided stages and involved stakeholders. Moreover, we present
the application of our approach to SEs.
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Chapter 4
Conceptual Overview

In the previous chapter, we analyzed related approaches to our RQ that don’t cover all of
our required HRs. Based on that, in this chapter, we introduce the conceptual overview of
our solution to fulfill those HRs. For that, we first give an overview of our proposed solution
(4.1). After that, we present our application area on SEs (4.2). Finally, we summarize our
concept and the application area (4.3).

4.1 Overview of the Solution

Within this thesis, we propose the approach of situation-specific BMD within the application
area of SEs. The underlying requirements of our solution are derived from the HRs based
on a literature review and tool analysis on BMD. Out of those requirements, we design
our solution by refining the concept of SME for BMD under the usage of formalization
mechanisms from ME.

In this section, we first define the solution requirements that are the basis of our approach
(4.1.1) by analyzing the derived HRs. Based on that, we show an overview of our solution
with the corresponding stages based on those requirements (4.1.2). Last, we explain the

involved roles in our approach (4.1.3).

4.1.1 Overview of Requirements

To design our approach for situation-specific BMD, we conduct a literature review of BMD
and a tool analysis of BMDSSs, as described in Section 1.3, to derive the HRs for such a
solution. Out of them, we create the nine solution requirements (SRs) as explained in the

following paragraphs. A mapping of the HRs to our SRs is shown in Figure 4.1.
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HR 1: Knowledge SR 1: Development
Utilization Knowledge Formalization
HR 2: Method SR 2: Method Knowledge
Comprehensiveness Storage
HR 3: Model SR 3: Canvas Model
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SR 5: Development Method
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SR 6: Development Method
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SR 7: Development Support
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HR 7: Stakeholder
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HR 8: Artifact SR 8: Development Support

Management Construction
HR 9: Decision SR 9: Development Support
Support Execution

ez

HR 10: Tool Support

Fig. 4.1 Mapping of High-Level Requirements to Solution Requirements

The development of business models is a complex activity that can be supported with
knowledge about tasks to be accomplished inside different proposed methods and decisions
to be made inside different proposed models. However, that knowledge in terms of methods
and models needs to be utilized to make it accessible to the business developer (i.e., HR
1: Knowledge Provision). Those methods that are proposed by different domain experts
can support different phases of the BMD (i.e., HR 2: Method Comprehensiveness). Here,
those methods can be split into atomic parts to reuse them in different existing methods or
combine them into new ones. Those models that are proposed by different domain experts
can support the visualization of decisions during the BMD (i.e., HR 3: Model Visualization).
Here, those models can be split into atomic parts to reuse them in different models. Therefore,
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our solution should provide a formalization mechanism for the knowledge of methods and

models.

* SR 1: Development Knowledge Formalization: The solution should provide a
formalization mechanism for the atomic parts of the methods and the models from

different sources.

The methods, which provide the tasks that the business developer should conduct, are
mostly developed by different domain experts for general purposes or specific types of
organizations. Here, the method knowledge should be provided in an accessible form (i.e.,
HR 1: Knowledge Utilization) for the business developer and support all phases of the
BMD (i.e., HR 2: Method Comprehensiveness). After formalizing the atomic parts of those
methods, the solution should store those parts in an accessible form to structure the BMD.
Parts can be related to situation-specific aspects of the organization for which the business
model is developed (i.e., HR 4: Context Awareness).

* SR 2: Method Knowledge Storage: The solution should provide a storage mechanism
for the situation-specific atomic parts for all phases of business model development

methods.

The canvas models, which provide the possible decisions of the organization that the
business developer should consider, are mostly developed by different domain experts for
general purposes or specific types of services. Here, the model knowledge should be provided
in an accessible form (i.e., HR 1: Knowledge Utilization) for the business developer and
visualized by canvas models that are often used (i.e., HR 2: Model Visualization). After
formalizing the atomic parts of those models, the solution should store them in an accessible
form to support the BMD. Parts can be related to domain-specific aspects of the service for

which the business model is developed (i.e., HR 4: Context Awareness).

* SR 3: Canvas Model Knowledge Storage: The solution should provide a storage
mechanism for the domain-specific atomic parts of the developed modeling artifacts
based on canvas models.

The development of the business model takes place in a highly uncertain environment
where different assumptions have to be validated over time. That uncertainty also includes
the context in terms of the organization’s situation and the service’s application domain,
which can change over time (i.e., HR 4: Context Awareness). Therefore, the solution should
provide a mechanism to continuously update the context in which the business model is
developed. That context can be gathered from the utilized knowledge of the domain experts
(i.e., HR 1: Knowledge Utilization).



66 Conceptual Overview

* SR 4: Context Consideration: The solution should provide an adaptation mechanism
for the consideration of the changeable situation of the organization and the application

domain of the service.

Instead of using a fixed development method of a single domain expert, it is also possible
to construct a customized development method. Here, the development method can be
constructed from the atomic parts of the methods, and specific development steps can be
supported by the atomic parts of the canvas models (i.e., HR I: Knowledge Ultilization).
Due to the high amount of possible development knowledge, the solution should provide
assistance in constructing a development method (i.e., HR 5: Selection Assistance) that
covers all phases of the BMD (i.e., HR 2: Method Comprehensiveness). That assistance, in
turn, can be based on the situation of the organization to select the suitable method parts and
the application domain of the service to select the suitable canvas model parts (i.e., HR 4:

Context Awareness).

* SR 5: Development Method Construction: The solution should provide an assembly
mechanism for the context-specific construction of the development method based on

the selection of method parts and canvas model parts.

To support the usage of such a fixed or constructed development method, it should
be executable within a software tool. Here, our solution should provide execution of the
steps of the development method guided by the existing knowledge (i.e., HR 1: Knowledge
Utilization). During the execution, the business developer and other involved stakeholders
might collaborate (i.e., HR 7: Stakeholder Collaboration) to create different (canvas) artifacts
(i.e., HR 8: Artifact Management). Those artifacts might partly be based on the visual
representations of the models (i.e., HR 3: Model Visualization). Moreover, the BMD is
a continuous activity (i.e., HR 5: Development Continuity) which includes that tasks and

decisions need to be adapted due to a changing context (i.e., HR 4: Context Awareness).

* SR 6: Development Method Execution: The solution should provide an execution
mechanism for the continuous usage of the development method to collaboratively

develop (canvas) artifacts during the development steps.

Various software tools have been developed in the past to assist the different phases or
steps of the development method. That support has a wide range from the visualization of the
business model, over the design of parts of the business model, to decision-making during
the development steps (i.e., HR 9: Decision Support) that different domain experts developed

with the support of software developers. Here, the knowledge about that support can be
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split up into atomic parts to provide flexible usage during the execution of the development
method (i.e., HR 1: Knowledge Utilization). Therefore, our solution should provide a
formalization mechanism for the knowledge of development support for the supported
development steps (i.e., HR 2: Method Comprehensiveness) and visualized models (i.e., HR
3: Model Visualization).

* SR 7: Development Support Formalization: The solution should provide a formal-
ization mechanism for the atomic parts of the development support from different

sources.

The development support, which assists the business developer and the other stakeholders
during the BMD, can be gathered for different phases or steps of development (i.e., HR 9:
Decision Support). Here, that knowledge about the different types of support can be utilized
to have a common understanding between the business developer and all other stakeholders
(i.e., HR 1: Knowledge Utilization). After formalizing the atomic parts of that development,
the solution should provide an assistant to construct the development support for specific

development steps (i.e., HR 5: Selection Assistance).

* SR 8: Development Support Construction: The solution should provide a con-
struction mechanism for the atomic parts of the development support for specific
development steps.

The development support needs to be applied to the different phases or development
steps of the BMD. Here, those different support possibilities of visualization, design, and
decision (i.e., HR 9: Decision Support) can be guided by the existing knowledge (i.e., HR I:
Knowledge Utilization). Here, our solution should provide an application of the development
support in the development steps so that the business developer and the stakeholders might
collaborate (i.e., HR 7: Stakeholder Collaboration) to create different artifacts (i.e., HR 8:
Artifact Management). Those artifacts can partly be based on the visual representations of
the models (i.e., HR 3: Model Visualization).

* SR 9: Development Support Execution: The solution should provide an execu-
tion mechanism for applying the development support to develop (canvas) artifacts

collaboratively during the development steps.

4.1.2 Overview of Stages

Based on our derived SRs, we present an overview of our situation-specific BMD approach,
as shown in Figure 4.2. For that, we refine the concept of Assembly-based SME (cf. Section
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2.2.2), which contains the composition and enactment of the development method. Here,
we separate the creation of the method base from the composition of the method to allow
the flexible usage of different knowledge sources. Moreover, we enhance the enactment by
providing flexible development support for the development steps. This, in turn, leads to
the three stages of (1) Knowledge Provision of Methods and Models, (2) Composition and
Enactment of Development Methods, and (3) Support of Development Steps.

Inside those stages, we have various people with different roles that work together. Here,
we have the already introduced domain experts that provide the knowledge of methods
and models, the business developer of the organization who wants to develop a business
model for his service, and other stakeholders (e.g., software developer, early adopter) who
are involved in different development steps. Moreover, from SME, we use the method
engineer who formalizes the knowledge and composes the development methods and the
meta-method engineer (i.e., us in this thesis) who provides the metamodels for the knowledge.
For providing the assistants in the development steps, we identify the development support
engineer who provides the specific development support. Last, a meta-development support
engineer is needed (i.e., us in this thesis) who enables the development support within the
software tool. Therefore, we need to consider the seven roles of the Meta-Method Engineer,
the Domain Expert, the Method Engineer, the Business Developer, other Stakeholders,
the Meta-Development Support Engineer, and the Development Support Engineer. In the
following, we present our overview of those three stages based on the used foundations.

The (1) Knowledge Provision of Methods and Models is used to utilize the development
knowledge about methods to use and models to rely on within the BMD. Here, the Meta-
Method Engineer (i.e., us in this thesis) creates meta models for the methods and canvas
models (1.7). For that, we develop DSLs with syntax, semantics, and visual notation to
structure the Method Repository and the Canvas Model Repository (cf. Section 2.1.2 /i.e., SR
1: Development Knowledge Formalization). On the one hand, the Method Repository stores
method parts for all phases of BMD, including situation-specific aspects (cf. Section 2.3.2 /
i.e., SR 2: Method Knowledge Storage). On the other hand, the Canvas Model Repository
stores model parts for visualizing free-definable canvas models with their elements, including
domain-specific aspects (cf. Section 2.3.1/1i.e., SR 2: Canvas Model Knowledge Storage).
Next, different Domain Experts explain their domain knowledge in terms of existing BMDMs
and possible BMs (cf. Section 2.3) to the Method-Engineer (1.2). The Method Engineer, in
turn, formalizes the development knowledge of method and model fragments according to
the meta-models to make them usable within the repositories (1.3).

The (2) Composition and Enactment of Development Methods constructs the Devel-

opment Method and executes it as Development Process. Here, we apply the two steps of
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Fig. 4.2 Overview of the Approach with Roles and Stages

Assembly-based SME, where the development method is composed by the Method Engineer,
but the enactment is done by the Business Developer instead of the project manager (cf.
Section 2.2.2). In the beginning, the Business Developer explains the current context in which
the business model should be developed to the Method Engineer (2.1). The Method Engineer
formalizes these Context Factors as the situation of the Development Method and application
domain of the Canvas Models (i.e., SR 4: Context Consideration) together with composing
the Development Method (2.1). For that, the Method Engineer constructs the Development
Method out of the Method Repository and connects specific development steps with canvas
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artifacts to the Canvas Models in the Canvas Model Repository (i.e., SR 5: Development
Method Construction). Based on that, the Business Developer executes the constructed
Development Method as a Development Process and uses the connected Canvas Models as
Canvas Artifacts (2.3) (ct. Section 2.3.2 / i.e., SR 6: Development Method Execution). Here,
the Business Developer conducts the single development steps and modifies the Artifacts,
including Canvas Artifacts (cf. Section 2.3.1). Moreover, other Stakeholders might contribute
to different development steps and modify (Canvas) Artifacts during the execution of the
steps (2.4). An exemplary development process is shown in Figure 4.3. Here, the Business
Developer interacts with the other Stakeholders (i.e., Customer, Software Developer) to
develop a business model. For that, he enacts the development process and conducts several
development steps. For example, the development step of the Interview Customer is used
to create a Customer Information artifact and the Create Business Model is used to create a

Business Model Canvas artifact.

Stake-
holder Customer Business Developer Software Developer
Interview 4 Create N 4 Create Calculate Create
Develop- Customer Value Business Business Prototype
AT Proposition _ Model Model _
Process o o
[Module] Canvas Canvas Calculation Prototype
Module Module Module Module
Artifact Customer Product N
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Fig. 4.3 Exemplary Execution of the Development Process

The (3) Support of Development Steps is used to provide assistance for the development
steps with the flexible usage of (Canvas) Tools. Here, we support the visualization, the
design, and the decision during the steps (cf. Section 2.3.3), in which underlying knowledge

needs to be formalized for a common understanding (i.e., SR 7: Development Support
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Formalization). The Meta-Development Support Engineer (i.e., us in this thesis) enables
the development support by providing interfaces and hooks in the software tool for specific
support modules for such assistants (3./). Based on that, the Development Support Engineers
add their development support to specific development steps in the Method Repository (3.2).
During the execution of the composed development method, the Business Developer uses
those (Canvas) Modules to create and modify the (Canvas) Artifacts (3.3). During that,
he might collaborate with the Other Stakeholders (3.4). Exemplary software support for
different development steps is shown in Figure 4.3. Here, the Canvas Module is used to
create the Value Proposition Canvas artifact and the Business Model Canvas artifact, the
Calculation Module is used to create a calculation of the business outcome, and the Prototype

Module is used to create a prototype of the mobile app.

4.1.3 Overview of Roles

For our situation-specific BMD approach, we have identified seven different roles. Those are
the meta-method engineer, the domain expert, the method engineer, the business developer,
other stakeholders, the meta-development support engineer, and the development support
engineer.

The Meta-Method Engineer is responsible for identifying important knowledge parts in
existing resources for BMD, abstracting their syntax, semantic mapping, and visual notation,
and formalizing them through metamodels with graphical support where the knowledge
can be represented through. That knowledge, in turn, might come from various sources
like existing development processes (e.g., [STRV10]), method repositories (e.g., [BO20]),
modeling languages (e.g., [Ost04]), or pattern repositories (e.g., [GFC14]). In this thesis,
we take the responsibility of the meta-method engineer by analyzing different sources
of development methods and canvas models to develop the metamodels for the method
repository and the canvas model repository.

The Domain Expert is responsible for providing the knowledge to support the develop-
ment of the business model in terms of development methods and canvas models. Here, those
knowledge is used to make the ontological semantics of the method repository and the canvas
model repository accessible. By referring to Lethbridge et al. [LSSO05] that knowledge can
be divided into first, second, and third degrees. In the first degree, the domain expert stands
in direct contact with the method engineer to share the knowledge. In the second degree, the
domain expert shares the knowledge directly within the tool. In the third degree, the domain
expert refers to already shared knowledge in the past. In this thesis, we are using knowledge
of third degree by conducting a Grey Literature Review (GLR) [GFM19] to fill the method
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repository (see knowledge provision of Section 9.1) and a Taxonomy Development (TD)
[NVM13] to fill the canvas model repository (see knowledge provision of Section 9.2).

The Method Engineer is responsible for storing the knowledge of methods and models
within the repositories and composing the development method based on constantly change-
able, described context. To access the knowledge from the domain experts, the method
engineer can interview them (first degree), provide the tool for adding them (second degree),
or analyze existing sources of them (third degree) [LSS05]. To compose the development
method for the business developer, the method engineer can analyze the described context
for the situational factors, the application domains, and additional construction guidelines
[HSRAR14]. Moreover, we add development support to specific development steps. Out
of that, he composes the development method out of both repositories and adapts it due to
context changes. In the optimal case, the method engineer and the business developer roles
are filled with the same person to eliminate communication between both roles and reduce
the overhead of adapting the development method for changing situations.

The Business Developer is responsible for enacting the composed development methods
and developing the business models. Here, the business developer needs a deep understanding
of the running organization and its different available resources [OP10]. For enacting the
development method, the business developer explains the context of the existing organization
and the planned service to the method engineer. The business developer executes the develop-
ment method as a process and conducts the development steps to develop the business model.
During the development steps, the business developer collaborates with other stakeholders to
creatively create different artifacts [EHB11]. In contrast to the project manager who enacts
the method for software development, we have the additional responsibility of the business
developer to conduct the development steps.

The other Stakeholders are responsible for supporting the conduction of the different
business model development steps. Here, stakeholders with different skills can interact
during the phases, like working on new ideas, developing prototypes, or running marketing
campaigns [AdR20]. Those stakeholders, in turn, can be divided into internal stakeholders
of the organization (e.g., software developer, marketing manager) and external stakeholders
outside the organization (e.g., investor, early adopter) [SL20]. Within our approach, those
stakeholders can be flexibly defined in the method repository.

The Meta-Development Support Engineer is responsible for identifying needed in-
terfaces for integrating existing development support into the solution of the software tool
as support modules. He analyses different BMDTs and BMDSSs to abstract the needed
interfaces and hooks together with implements and documents them. Those tools can be

gathered from different literature reviews of software tools in research (see Appendix A for
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BMDSSs) and practice (see [SSIT19] for BMDTSs). In this thesis, we take the responsibility
of the meta-development support engineer by analyzing different decision support systems
and developing a metamodel to integrate the development support.

The Development Support Engineer is responsible for developing the development
support as support modules and integrating them into the software tool. For that, he uses
the provided interface and hooks of the meta-development support engineer to create new
development support from scratch or to integrate existing development support. Those
support might have various goals like visualization, design or decision support [SSJ*19,
BdRHF20]. In this thesis, we take the responsibility of the development support engineer by
providing the first support modules for the development support in the phases of design and

validation support.

4.2 Application to Software Ecosystems

This thesis uses SEs as the application area of our approach. Here, we, in particular, focus
on mobile ecosystems as one of the most competitive but also interesting ecosystems for
third-party developers. This focus, in turn, ensures a direct transfer of our thesis results to a
high number of potential users.

In this section, we first introduce the application area of SEs and reason our decision for
mobile ecosystems (4.2.1). Based on that, we show an exemplary execution of the stages of
our solution for the scenario of a mobile todo app developer (4.2.2).

4.2.1 Introduction of Software Ecosystems

We choose SEs, particularly mobile ecosystems, as our application area in our thesis. As
already stated, we use the definition of Bosch et al., who define SEs as "a software platform,
a set of internal and external developers and a community of domain experts in service to a
community of users that compose relevant solution elements to satisfy their needs" [BBS10].
Here, the ecosystem providers of the software platforms provide SDKs to allow external
developers to extend their own platforms. With this, those providers are participating in the
value-creating transactions between the external developers (i.e., service providers) and the
users. Here, one special group of SEs are store-oriented SEs, where the developers place their
extensions within a store. Here, the providers often take transaction fees for all transactions
made with their stores.

Based on that opportunity, more and more organizations build ecosystems around their

existing (software) products to participate in the value-creating transactions. These are, for
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example, Sony with their PlayStation Store!, Adobe with their App Marketplace?, or SAP
with their SAP Store?. Based on an analysis of existing SEs, a recent study by Jazayeri et
al. developed the three architectural patterns of resale software ecosystems, partner-based
ecosystems, and OSS-based ecosystems [JZE™ 18]. Here, resale ecosystems provide a large
number of extensions by different independent external developers. After their creation,
the extensions were sold to many users within the SE. Next, partner-based ecosystems are
used for complex SE in new sectors, where the external developers and ecosystem providers
build new extensions based on partnership agreements. Here, different openness policies
support providers in protecting the intellectual property within their SE. Last, in OSS-based
ecosystems, the software platform is released under open source by the ecosystem provider.
Here, the external developers are mostly not financially motivated to develop extensions but
aim to gain reputations or extend the ecosystem for their own purposes. Based on those
patterns, resale software ecosystems are our solution’s most interesting type of ecosystem.
This is reasoned by the fact that those external developers in the SEs are self-responsible for
selling their extensions against many competitive extensions. Moreover, due to the size of
those ecosystems, a lot of knowledge about successful business models is available, which
can be utilized by our approach. Here, mobile ecosystems are a subset of those SEs.

Mobile ecosystems that are provided by Apple around i0S* and Google around Android?,
are one of the most evolved ecosystems. While Apple bundled its operating system with its
hardware, Google licensed its system to various hardware manufacturers. Here, those two
ecosystems provide external developers with access to billions of users [App21]. However,
those developers also compete with their applications against millions of other applications
of hundreds of thousands of other developers. Moreover, both mobile ecosystems have an
ongoing growth trend, and the ecosystems also extend to different other application areas
like the television or car segment with Apple CarPlay® or Google TV”. In contrast, those
ecosystems provide simple store concepts with limited visibility boost for new applications.
Here, developers are self-responsible for making their applications successful. Therefore,
those developers need an effective business model for their applications.

Here, as shown in Figure 4.4, both Mobile Ecosystem Providers provide an Application
Store (i.e., AppStore, PlayStore) within their Mobile Operating Systems. Within those stores,

they provide features like a Search or Rating/Review for the different existing Applications.

'Website of the Sony’s PlayStation Store: https://store.playstation.com/
2Website of Adobe’s App Marketplace: https://exchange.adobe.com/
3Website of SAP Store: https://store.sap.com/

“Website of Apples iOS: https://www.apple.com/ios

SWebsite of Googles Android: https://www.android.com/

®Website of Apple CarPlay: https://www.apple.com/ios/carplay/
"Website of Google TV: https://tv.google/
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Fig. 4.4 Overview of the Mobile Ecosystem with the Mobile ToDo Application

Those applications are developed by different Internal Mobile App Developers and External
Mobile App Developers. Moreover, they can be executed by the already existing End-Users
of the ecosystem. Here, for example, a new Mobile ToDo App Developer publishes a new
ToDo Application in the store. With this, he directly needs to provide advantages against
similar External Applications of other External Mobile App Developers. In the following,
we show how such a developer can use our approach to develop a business model for his
application.

4.2.2 Usage of Solution

Our scenario for showing the usage of our solution is based on the feasibility study of our
first design cycle presented in Section 1.2. In our scenario, the Mobile ToDo App Developer
wants to develop a new ToDo Application and place it within the Application Store. By doing
that, he has different options: First, he can try to target a large group of the End-Users by
developing a generic todo app. With this, he might have the largest target group by also the
competition of Internal Applications (e.g., Apple Reminders, Google Tasks) and External
Applications (e.g., Microsoft Todo, Todoist). Second, he targets a smaller group by providing
special features (e.g., time management, todo splits) and a corresponding value proposition

to the End-Users. With this, he might have a smaller overall market but also less competition
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against other External Applications. However, for both options, he needs to develop also a
proper business model for his organization to create, deliver, and capture the possible value
for the target group. Here, he uses our situation-specific BMD approach to develop the
potential business model. The development method’s focus should be the business model.

For that, as presented in Figure 4.5, he conducts all three stages of our approach.

(1) Knowledge Provision of Methods and Models

Method Repository (Canvas) Model Repository

Lean Development
Product Line Engineering

Mobile App Information
Experiment Information

(2) Composition and Enactment of Development Methods

Situational Factor: / Application Domain:
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Customer l Customer
Segmentation - >—|  Funnel ?
Discovery Analysis T
Business l Validation Business
Model Experiment —»(O—»  Model O
Design Development T Validation

\ .

; (3) Support of Development\&eps,/
v L
Canvas Module HypoMoMap Module

Fig. 4.5 Exemplary Stages for the Mobile App Developer

In the (1) Knowledge Provision of Methods and Models, the mobile app developer
needs to gather the knowledge for the development. Here, the business model development
is supported by the knowledge of development methods and modeling artifacts from dif-
ferent Domain Experts. In this scenario, we are used third-degree knowledge by utilizing
already existing information. For the Method Repository, we analyzed the handbooks of
Product Line Engineering [ABKS13] and LEAN Development [Riel4] to transfer those
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development methods to BMD. Here, we extract different method fragments (e.g., the task to
segment the customer groups and the stakeholders of customers) together with information
on how to structure those fragments (e.g., customer segmentation before business model
design). For the (Canvas) Model Repository, we analyzed existing mobile applications in
the mobile ecosystems [GRE19b] and the handbook for different experiments for business
model validation [BO20] to use that information for the modeling artifacts. Here, we extract
different (canvas) model fragments (e.g., subscription as revenue streams) together with
information on how to structure those fragments (e.g., refine subscription to monthly and
yearly subscriptions). After this knowledge has been gathered, it can be reused for composing
different BMDMs to develop BMs.

In the (2) Composition and Enactment of Development Methods, the mobile app
developer has to construct and execute a development method. Here, at first, he needs to
clarify the purpose and scope of his development. For that, he chooses different context
factors (e.g., customerValidity:low, Mobile Apps) for the repositories together with additional
constraints for the development method (e.g., focus on business model validation). Out
of the method fragment and structure information, he constructs the iterative development
method with stage gates of conducting a Customer Segment Discovery to identify different
target groups, followed by a Customer Funnel Analysis to analyze the channels where those
customers will come from. Next, he makes the Business Model Design by using the BMC.
Out of that, he uses a Validation Experiment Development to identify experiments for testing
the BM, which is used within the Business Model Validation by conducting those experiments.
After that, he enacts the development method to conduct the different steps to create certain
artifacts. For example, for the customer segments, he might identify the fitness improver,
who will get special features for meal and gym times, life improver, who we will propose
to save a work-life balance, or business improver, who will use the proposition to optimize
workflows to get more done at the same time. Out of that, he derives the funnel that a broader
range of customer segments can be reached with Facebook advertisements, while dedicated
customer segments can be found in specialized online communities. After that, he uses the
information to design different business models with elements like online communities for
customer acquisition and calorie trackers as value offerings for fitness improvers, social
media ads for customer acquisition and optimized schedules as value offerings for life
improvers, and customer support as relationship and workflow tracking as value offerings for
business improvers. In the end, he needs to evaluate those business models by using different
experiments like Facebook advertisements to test different conversing rates of landing pages

or smoke tests for different features.
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In the (3) Support of Development Steps, the mobile app developer can gather rec-
ommendations for single development steps. Here, that development support needs to be
connected to the fragments in the Method Repository before the composition of the devel-
opment method. For the Business Model Design, he uses the Canvas Module to receive
recommendations (e.g., possible revenue streams) for the design of the business model. Here
those recommendations are visualized based on the BMC. This is done based on the Mobile
App Information in the (Canvas) Model Repository and is explained in detail in Section 7.3.1.
For the Validation Experiment Development and the Business Model Validation, he uses
the Hypothesis Modeling and Mapping (HypoMoMap) Module to gather recommendations
on which experiment he should conduct. Here, those recommendations give the developer
suggestions on how to validate different assumptions about the business model with a sin-
gle experiment. This is done based on the Experiment Information in the (Canvas) Model
Repository and is explained in detail in Section 7.3.2. By using those modules, he receives

additional support in developing an effective business model.

4.3 Summary

In this chapter, we have provided the conceptual solution for our situation-specific BMD
approach. For that, we have given an overview of our solution with the different roles and
stages together with software ecosystems as the application area.

For the Solution Overview, we have analyzed the extracted HRs and mapped them to the
requirements of our solution. Based on that, we have developed an overview with seven roles
and three stages. Successive, we describe the roles of the meta-method engineer, the domain
expert, the method engineer, other stakeholders, the meta-development support engineer,
and the development support engineer, together with the stages of knowledge provision of
methods and models, composition and enactment of development methods, and support of
development steps.

For the Application Area, we have chosen SEs and, in particular, mobile ecosystems.
Here, we have introduced the application area together with our reasoning for mobile
ecosystems based on their ongoing growth trend. For developers in those ecosystems, we
showed the use of our approach’s three stages to develop possible business models.

Based on that conceptual overview, in the following chapters, we will provide detailed
explanations for each stage. Those stages are the knowledge provision of methods and
models to fill the method and canvas model repository, the composition and enactment of
development methods to construct and execute context-specific development processes, and

the support of development steps to assist the development in specific steps.



Chapter 5

Knowledge Provision of Methods and
Models

In the previous chapter, we gave a conceptual overview of our overall solution. Based on
that, this chapter shows the first stage of knowledge provision of methods and models of our
solution concept. For that, we first refine our SRs and give an overview of the stage (5.1).
Based on that, we describe the provision of the method repository (5.2) and the canvas model

repository (5.3). Finally, we summarize our procedure within the stage (5.4).

5.1 Requirements and Overview

The knowledge provision of methods and models is the first stage of our approach, which
aims to store the formalized knowledge that is later reused within the BMD. For that, we
refine the SRs, which were derived in Section 4.1.1, of SR 1: Development Knowledge
Formalization, SR 2: Method Knowledge Storage, and SR 3: Canvas Model Knowledge
Storage into detailed Knowledge Provision Requirements (KPR) together with providing an
overview of both knowledge repositories.

The Method Repository is used to store the knowledge from various existing BMDM:s in
a unified way to make them accessible within the composition of a new method. Here, the
repository needs to formalize the necessary method knowledge on the stakeholders, phases,
tasks, artifacts, and tools, including the organization’s situation, together with information on
how to construct the method out of the repository. To increase the acceptance by the users,
the knowledge should be expressed by a visualization together with an understandable and
extensible method repository. Therefore, our KPRs are:
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* KPR 1: Situation-specific Provision of Method Knowledge: The solution should
provide the storing of situation-specific method knowledge, including the possible
situational factors, the supported phases, the involved stakeholders, the accomplished
tasks, the developed artifacts, and the used tools.

* KPR 2: Structuring of Method Knowledge: The solution should provide a struc-
turing of the method knowledge to allow the flexible composition of comprehensive

methods.

* KPR 3: Visual Representation of Method Knowledge: The solution should provide
a visual representation of the method knowledge to support the business developer’s

acceptance.

* KPR 4: Understandability of Method Repository: The solution should provide
appropriate explanations to allow a unified understanding of the method knowledge

among the business developer and the other stakeholders.

* KPR 5: Extensibility of Method Repository: The solution should provide the exten-
sibility of the method repository for new knowledge on business model development

methods, including changing situations.

The Canvas Model Repository is used to store knowledge from existing taxonomies
and patterns in a unified way to make them accessible within the development of new
canvas model artifacts. Here, the repository needs to formalize the necessary canvas model
knowledge on the items to place on the canvas models, their relationships, and exemplary
instances of patterns and organizations, including the application domain of the service with
structures to compose the canvas models of the repository. To increase the acceptance by
the users, the model knowledge should be expressed by the widely used visualizations of
canvas models together with an understandable and extensible model repository. Therefore,

our KPRs are:

* KPR 6: Domain-specific Provision of Canvas Model Knowledge: The solution
should provide the storing of domain-specific canvas model knowledge, including the
applied application domains, the used items, their possible relationships, and exemplary

instances.

* KPR 7: Hierarchical Structuring of Canvas Model Knowledge: The solution
should provide a hierarchical structuring of canvas model knowledge to provide a
refinement of the knowledge within the canvas models.
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* KPR 8: Visual Representation of Canvas Model Knowledge: The solution should
provide visual representations in the form of canvas models to support the acceptance

of the business developer and the involved stakeholders.

* KPR 9: Understandability of Canvas Model Repository The solution should pro-
vide appropriate explanations to allow a unified understanding of the canvas model
knowledge among the business developer and the other stakeholders.

* KPR 10: Extensibility of Canvas Model Repository: The solution should provide
the extensibility of the canvas model repository for new knowledge on taxonomies and

patterns, including new canvas representations.

Out of the KPRs of the Method Repository and the Canvas Model Repository, we develop
an overview of the first stage, as shown in Figure 5.1. The provision of the Method Repository
is explained in Section 5.2. Here, the repository consists of the method fragments of different
atomic Method Elements (e.g., Developer for Stakeholder) that combined Method Building
Blocks (e.g., Customer Interview) and arranged through the optional Method Patterns (e.g.,
Init Development). The provision of the Canvas Model Repository is explained in Section 5.3.
Here, the repository consists of the model fragments of different atomic Canvas Elements
(e.g., Save Privacy for Item) that are structured through Canvas Building Blocks (e.g.,
Business Model) and visually represented through Canvas Models (e.g., Business Model

Canvas). In the following, we present the provision of both repositories.

5.2 Provision of Method Repository

The Method Repository contains the reusable knowledge needed to compose the development
method for the BMD. For that, the repository allows the utilization and storage of knowl-
edge that could be gathered from single development methods (e.g., [McG10, SEPT19]) or
repositories of methods (e.g., [BO20, SP09]). The abstracted phase for providing the Method
Repository can be seen in Figure 5.2. Here, in the beginning, the Meta-Method Engineer
needs to specify the Method Metamodel once for the repository. Based on that, different
Domain Experts explain their Method Knowledge to the Method Engineer. The Method
Engineer, in turn, models the Method Repository with the different method fragments of the
Method Elements, the Method Building Blocks, and the optional Method Patterns. The output
of this step is the Filled Method Repository with expert knowledge.

In this section, we show the utilization of the method fragments together with our created

metamodels. For that, we first explain the atomic parts of the method in the form of Method
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Method Meta Model

Method Repository

Fig. 5.1 Overview of the Knowledge Provision of Methods and Models

Elements (5.2.1). Based on that, we show the combination of different elements to Method
Building Blocks (5.2.2). Last, we present the optional arrangement of those building blocks
by using Method Patterns (5.2.3).
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Fig. 5.2 Abstracted Phase of Providing the Method Repository

5.2.1 Modeling of Method Elements

The Method Elements, which metamodel is shown in Figure 5.3, are atomic parts of the
development methods that have a name and a description. Moreover, those elements are
divided into tasks, phases, types, stakeholders, artifacts, tools, and situational factors.

The Tasks are the main activities that need to be performed during the BMD. Here, various
tasks on different granularity levels (e.g., Interview Customers, Create Business Model) can
be defined. Moreover, those tasks are refined through an ordered list of TaskSteps (e.g.,
Create Questionnaire, Organize Interviews) that provides guidance during the conduction of
the tasks.

The Phases are used to provide a phase-based composition of the development method.
For that, those phases should be comprehensive to support the whole process of BMD (e.g.,
Design or Validate the business model). Moreover, those phases are ordered to structure the
different development steps of the BMD (e.g., Design before Development). Section 6.2.2
explains the phase-based composition of the development methods.

The Types are used to create a pattern-based composition of the development method.
For that, they are used as guidance in the optional method patterns, see Section 5.2.3, to
connect them to building blocks or other patterns (e.g., discover, develop). Moreover, some
Types provide logic to those patterns in the composition stage. Here, patterns with the
InitialisationType (e.g., initialisation) serve as a starting point during the composition, and

building blocks and patterns with the GenericType (e.g., generic) can be used in every pattern
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Fig. 5.3 Metamodel of the Method Elements

regardless of the required type. Moreover, types are grouped within a TypeList (e.g., Design
with featureDesign and businessDesign). Section 6.2.2 explains the type-based composition
of the development methods.

The Stakeholders are producer (cf. Section 2.2.1) who are involved in the different
activities of the BMD. For that, it is possible to define external and internal stakeholders (e.g.,
Business Developer, Development Agency). Moreover, those stakeholders are grouped within
a StakeholderList (e.g., Company with Business Developer and Software Developer).

The Artifacts are work products that are created and modified during the BMD. For that,
it is possible to define internal or link external artifacts (e.g., Customer Information, Product
Prototype). Moreover, it is possible to create special CanvasArtifacts (e.g., Value Proposition
Canvas, Business Model Canvas) that are connected to the Canvas Models of the Canvas
Model Repository. The representation of the canvas models is shown in Section 5.3.3. Last,
all artifacts are grouped into an ArtifactList (e.g., Medium with Website and Landing Page).

The Tools are work units to support the performing of activities during the BMD. For
that, different external tools (e.g., AppAnnie, Figma) are used during different phases to

develop and modify artifacts. Moreover, a CanvasTool is used to directly create and modify
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the canvas artifacts. The creation and modification of canvas artifacts is explained in Section
6.3.2. Last, all tools are grouped into ToolLists (e.g., Prototyping Tools with Adobe XD and
Figma).

The SituationalFactors are used to classify in which situation a building block or a
pattern should be applied. Here, those factors are divided into ones with ordinal scales and
ones with nominal values. OrderedFactors use ordinal scales with ascending or descending
to OrderedValues (e.g., low < medium < high for developmentSkills). UnorderedFactors use
nominal values as UnorderedValues for division (e.g., mass or niche for marketSize).

Out of those atomic Method Elements, we combine Method Building Blocks as compact

representations of development steps for the development method.

5.2.2 Modeling of Method Building Blocks

The Method Building Blocks, which metamodel is shown in Figure 5.4, are the development
steps for the development methods that have a name and a description. Each building block
corresponding to an author contains a single task, multiple lists of types or types, multiple
phases, multiple groups of stakeholders, artifacts and tools, and multiple factor pairs.

For the single Task, each building block is connected to the activity that should be
accomplished. Here, those tasks (e.g., Interview Customer) are refined into the manual task
steps (e.g., Create Questionnaire) or the canvas steps (e.g., Create Canvas). Moreover, each
building block is connected to an Author with information about a name, an organization, an
email, and a website.

For the multiple Phases, each building block is connected to the phases where the
development steps can be used (e.g., Design). With this, we support the selection of building
blocks during the phase-based composition of the development method.

For the multiple Types and TypeLists, each building block is connected to the types used
for the selection of building blocks during the development method’s type-based composition.
For that, the connection can be used with a single type (e.g., businessDesign) or a list of
types (e.g., design).

For the multiple StakeholderGroups, ArtifactGroups, and ToolGroups, each building
block is connected to the involved stakeholders, the developed artifacts, and used tools. Here,
the ArtifactGroup is refined into the InputArtifacts and the OutputArtifacts. Moreover, a
single group from each is selected as the default group (i.e., default) that can be changed
during the composition. Each group consists of multiple items (i.e., StakeholderGroupltem,
ArtifactGroupltem, ToolGroupltem), which can be mandatory or optional (i.e., required) for
the group. Moreover, those items are connected to a concrete element (i.e., Stakeholder,
Artifact, Tool) or an abstract element list (i.e., StakeholderList, ArtifactList, ToolList). While
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Fig. 5.4 Metamodel of the Method Building Blocks

the concrete elements are fixed during the knowledge provision (e.g., Early Adopter as
Stakeholder), the abstract lists (e.g., list of Early Adopter, Potential Customer, Angel Investor)
allow the selection of a concrete element (e.g., Angel Investor as Stakeholder) during the
composition of the development method. This, in turn, allows us to reduce the manual
modeling effort in the method repository while keeping the method space flexible in a
targeted manner.

For the multiple FactorPairs, each building block is connected to multiple situational
factors and selected values. Those pairs can be an OrderedPair with an OrderedFactor and an
OrderedValue (e.g., developmentSkills:medium) or an UnorderedPair with an UnorderedValue
and an UnorderedFactor (e.g., marketSize:mass). Those factors, in turn, support guidance in

selecting the proper development steps during the composition.
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To structure those Method Building Blocks, we support arranging them using the optional

combination of different Method Patterns for the pattern-based composition.

5.2.3 Modeling of Method Patterns

The optional Method Patterns, which metamodel is shown in Figure 5.5, are used for the
pattern-based arrangements of the development steps of the development methods that have a
name and a description. We based those patterns on the Business Process Model and Notation
(BPMN), which is used to model the behavior of business processes by providing a graphical
representation [Obj10]. To use the concept of BPMN, each pattern that corresponds to an
author contains multiple lists of types or types, a part of a BPMN process, and multiple factor

pairs.
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Fig. 5.5 Metamodel of the Method Patterns
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For the multiple Types and TypeLists, each pattern, similar to the building blocks, is
connected to the types used for the method repository’s choices. For that, the connection
can be used with a single type (e.g., customerDiscovery) or a list of types (e.g., discovery).
Moreover, patterns with the InitalisationType (i.e., initialisation) are used as the start pattern
of the pattern-based composition, and patterns with the GenericType can be inserted into
activities of other patterns regardless of the type.

The BPMNProcessParts, see Figure 5.6 for the visual notation of BPMN, consist of the
flow objects, connecting objects, swimlanes, and artifacts. Flow Objects can have the type
of events, activities, and gateways. Events denote the happening by a certain trigger. Here,
the Start Event is triggered at the beginning of the process, and the End Event is triggered
at the ending of a process. Activities denote some work that needs to be accomplished.
Here, Task Activity is an atomic activity that needs to be done. Gateways represent different
options for the path depending on certain conditions. Here, the Exclusive Gateways follow a
single path in the process, while the Parallel Gateway follows all paths in the process. The
Connecting Objects are used to connect the different flow objects with each other. Here, the
Sequence Flow shows an ordering of the connecting objects. While we summarize here the
essential elements used within the thesis, the complete list of elements can be discovered in
[Obj10]. Each pattern contains a subprocess using a subset of the BPMN Elements. Those
elements can be divided into FlowObjects that are connected using ConnectingObjects.
As connections, we use SequenceFlows to guide the process. As flows, we use a single
StartEvent, multiple EndEvents, multiple TaskActivities, multiple ExclusiveGateways, and
multiple ParallelGateways. While most of the flows are directly used in the process part,
the activities are wrapped through an ActivitySelection. Here, the selection is connected
to multiple TypeLists and Types in which corresponding building blocks could be inserted
into the activity. Moreover, the activities could also allow the usage of other patterns (i.e.,
patternAllowed).

An example of pattern visualization is shown in Figure 5.6. Here, we have the Init
Development Pattern with a sequence of Method Building Blocks or Method Patterns with
the Types of discover, develop, and validate. Moreover, we have the Validation Cycle Pattern
with the loop on the Types of develop and validate.

For the multiple FactorPairs, each pattern, similar to the building blocks, is connected to
multiple situational factors and selected values. Those pairs can be an OrderedPair with an
OrderedFactor and an OrderedValue (e.g., businessModelingSkills:low) or an UnorderedPair
with an UnorderedValue and an UnorderedFactor (e.g., marketType:b2c). Those pairs are

used to guide the pattern selection during the type-based composition.
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Fig. 5.6 Exemplary Visualisation of the Method Patterns

5.3 Provision of Canvas Model Repository

The Canvas Model Repository contains the knowledge needed to compose the canvas artifacts
to support the BMD. For that, the repository allows the utilization and storage of knowledge
that could be gathered from taxonomies of possible business models (e.g., [HZFN16, AIBO7])
or patterns/examples of successful business models (e.g., [RHTK17, GFC14]). The ab-
stracted phase for providing the Model Repository can be seen in Figure 5.7. Here, in the
beginning, the Meta-Method Engineer needs to specify the Canvas Model Metamodel once
for the repository. Based on that, different Domain Experts explain their Model Knowledge to
the Method Engineer. The Method Engineer, in turn, models the Canvas Model Repository
with the different method fragments of the Canvas Elements, the Canvas Building Blocks,
and the Canvas Models. The output of this step is the Filled Canvas Model Repository with
expert knowledge.

In this section, we show the utilization of the atomic parts of the model fragments with
our created metamodels. For that, we first explain the atomic parts of the models in the form
of Canvas Elements (5.3.1). Based on that, we show the hierarchical ordering of different
elements to Canvas Building Blocks (5.3.2). Last, we represent those building blocks by
using Canvas Models (5.3.3).



90

Knowledge Provision of Methods and Models

Steps

Outputs

Specification of Canvas Model Metamodel

Specified Canvas =
Model Metamodel

Roles
- .- '
Meta-Method
Engineer iy

Derivation of Model Knowledge

Unformalized
Model Knowledge

Modeling of Canvas Model Repository

Modeling of
Canvas
Building Blocks

i /
II
Domain K Modeling of
Expert /! Canvas
/ Elements
II - "
U -
r'l’ - Sect.
5.3.3

Method
Engineer

@<

v

Creation of Canvas Models

v

Filled Canvas
Model Repository

Fig. 5.7 Abstracted Phase of Providing the Canvas Model Repository

5.3.1 Modeling of Canvas Elements

The Canvas Elements, which metamodel is shown in Figure 5.8, are atomic parts of the

canvas artifacts to support the development method with a name and a description. For that,

they are divided into items, relationships, application domains, and instances.
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Fig. 5.8 Metamodel of the Canvas Elements

The Items are the different business model decisions that are placed as sticky notes on

the canvas models. Here, different decisions (e.g., Advertisements, Subscription) on different

refinement levels (e.g., Monthly Subscription, Yearly Subscription) exist.
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The ApplicationDomains are part of the context in which the knowledge of the modeling
artifact should be applied. Here, different, partially overlapping, domains (e.g., Mobile App,
ToDo App) can exist.

The Relationships are dependencies that can occur between two different items. Here,
those dependencies show influences of one item to another (e.g., Native App needs Store Li-
cense). Moreover, they are predefined Relationships that support the development. The usage
of relationships in the Canvas Module is shown in Section 7.3.1. Here, the RequiresRelation-
ship shows a strong dependency from one item to another (e.g., a Business User requires
High Privacy), while the ExcludesRelationship shows an opposing dependency between two
items (e.g., High Privacy excludes Advertisements). Moreover, the SupportsRelationship
shows a positive influence on one item to another (e.g., Content Curation supports High
Quality), while the HurtsRelationship shows a negative influence (e.g., Mass-Market hurts
High Quality).

The Instances provide a selection of a subset of the items for a specific annotation.
Here, those selections show a grouping for a particular use case (e.g., Recommendations).
Moreover, they are predefined Instances that support the development. The usage of in-
stances in the Canvas Module is shown in Section 7.3.1. Here, the Patternilnstances refer
to subsets of items that are often used together (e.g., Items of Razer-Blade Pattern), while
the OrganisationInstances map subsets of items to an existing organization (e.g., [fems of
Todoist Organization).

Out of those atomic Canvas Elements, we combine the Canvas Building Blocks as a
compact representation of the underlying information for the Canvas Artifacts. Those special

artifacts are described in Section 5.2.1.

5.3.2 Modeling of Canvas Building Blocks

The Canvas Building Blocks, which metamodel is shown in Figure 5.9, are the hierarchical
ordering of the canvas elements that have a name and a description. We based this building
block on the concept of feature models (FMs), which are used for modeling the structure
of different software variants within Software Product Lines (SPLs) with a common graph-
ical representation [ABKS13]. To transfer the concept of FMs, each building block that
corresponds to an author contains multiple application domains, multiple items as trees, and
multiple selections of relationships and instances.

For the multiple ApplicationDomains, each building block is connected to the domains
in which the knowledge can be used. Here, those application domains (e.g., Mobile App)
might be partially overlapping to each other (e.g., Streaming Apps and Messenger Apps are
part of Mobile App).
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Fig. 5.9 Metamodel of the Canvas Building Blocks

The ItemTrees, see Figure 5.10 for the visual notation, consists of all possible combi-
nations stored in a single hierarchical FS of features from which valid combinations are
selected. Features can be Mandatory or Optional for a valid selection. Moreover, there can
be Or-relationships, where at least one sub-feature needs to be selected, or Xor-relationships,
where exactly one sub-feature needs to be selected. To refine the valid selections, the
cross-tree relationships of requires or can be used. Each item tree presents the business
decisions on the Canvas Models. Here, every tree item is used as a wrapper for an item of the
Canvas Elements (e.g., Subscription). Those items can be refined (i.e., refinement) using the
hierarchical structuring of the tree (e.g., Subscription into Monthly Subscription and Yearly
Subscription). Moreover, like in FMs, items have a Mandatory (i.e., need to be selected)
or Optional (i.e., can be selected) type. Moreover, the items have None (i.e., just a simple
parent-child relationship), an XOR (i.e., just a single child is selected), or an OR (i.e., at least
one child is selected) relationship to their children.

For the multiple RelationshipSelections and InstanceSelections, each building block is
connected to wrappers that link the item trees to the canvas elements. Here, each relationship
selection has a starting (i.e., source) as well as an ending (i.e., farget) connection and is
linked to a relationship item (e.g., requires). In contrast to FMs, we also add additional
supporting and hurting dependencies to support the guidance with weaker recommendations.
Moreover, each instance selection has connections to a subset of items and is linked to an
instance item (e.g., pattern). Here, both selections are used to support the BMD with the
Canvas Module, as explained in Section 7.3.1.
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Fig. 5.10 Exemplary Visualisation of the Canvas Building Block

An example of the item tree and relationship visualization is shown in Figure 5.10. Here,
we have the Business Model, which is divided to the Customer Segments and the Value
Propositions. Here, both items are refined in the hierarchy (e.g., Customer Segments to
Professional User). Moreover, different relationships (e.g., Professional User requires Save
Privacy) exist.

In order to visualize the Canvas Building Blocks, we use the representations of Canvas

Models as geometric modeling language.

5.3.3 Modeling of Canvas Models

The Canvas Models, which metamodel is shown in Figure 5.11, are based on a geometric-
based BMML. Each canvas is a geometric visual representation of the Canvas Artifacts, as
explained in Section 5.2.1, that has a name and a description. For that, each model that
corresponds to an author contains multiple relationships, a table of multiple columns and
rows, and multiple cells.

For the multiple Relationships, each model is connected to the relationships that can
be used between the inserted items. Here, relationships can be predefined (e.g., requires)
so that they can be used by the Canvas Module as well as custom support modules of the
development support engineers.

For the multiple CanvasRows and CanvasColumns, each model is connected to a grid

consisting of rows and columns. For that, CanvasRows define an ordering of the rows (i.e.,
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Fig. 5.11 Metamodel of the Canvas Models

next) that are used by the canvas. Each of those rows is connected to multiple CanvasColumns
as an ordering of the columns (i.e., next) where cells can be defined.

For the multiple CanvasCells, each column is connected to a cell for representation.
The visual notation for the BMC is shown in Section 2.3.1. Here, each cell can span over
multiple rows (i.e., rowspan) or columns (i.e., colspan). Moreover, every cell is divided
into an ItemCell for inserting the items within the cell and a SpacerCell for supporting the
structuring with an empty cell. Each cell for items has a name (e.g., Customer Segments)
and is connected to multiple Questions (e.g., For whom are we creating value? Who are our
most important customers?) and Examples (e.g., Mass Market, Niche Market, Segmented,
Diversified, Multi-sided Platform). Those examples and questions provide guidance for the
stakeholders to fill out the canvas. Last, every cell might be connected to an ItemTree from a
canvas building block with items that can be inserted into the specific cell.

An example of the model for the Business Model Canvas, as visualized in Figure 5.1,
is shown in Figure 5.12. Here, we have an instance of the CanvasModel that is connected
to the RequiresRelationship, the ExcludesRelationship, the SupportsRelationship, and the
HurtsRelationship. Moreover, we have the three CanvasRows to specify the grid rows of the
canvas. Together with the CanvasColumns, we specify placeholders that are filled with the
nine /temCells for the nine building blocks. Here, for example, the cell for the Key Partners
has a rowspan of 2 to model the double height in contrast to the Key Activities with rowspan
of 1. For simplification, we have not added the different Questions and Examples for each
ItemCell within the model.
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Fig. 5.12 Exemplary Model of the Business Model Canvas

5.4

Summary

Within this chapter, we have provided the conceptual solution for our first stage on knowledge

provision of methods and models. For that, we have developed a method repository to

structure the development method and a canvas repository to support the development with

canvas modeling artifacts. For both repositories, we have shown the underlying metamodels

together with exemplary instantiations.
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For the Method Repository, we have defined the method elements, the method building
blocks, and the optional method patterns. The method elements are the atomic parts of the
method consisting of the possible situational factors, the defined types, the provided phases,
the involved stakeholders, the accomplished tasks, the developed artifacts, and the used tools.
Those elements are connected into method building blocks that combine a single task with
multiple types, phases, stakeholders, tools, artifacts, and situational factors. Those building
blocks are optionally arranged through method patterns that use multiple situational factors
and types together with a BPMN process part.

For the Canvas Model Repository, we have defined the canvas elements, the canvas
building blocks, and the canvas models. The canvas elements are the atomic parts of the
modeling artifacts consisting of the applied application domains, the used items, their possible
relationships, and exemplary instances. The elements are connected into canvas building
blocks that have multiple application domains and a hierarchical ordering of the items
together with their relationships and subsets of instances. The building blocks are represented
through canvas models that combine multiple relationships together with a grid of the canvas
model.

Based on both repositories, we will show the second stage of composition and enactment
of development methods for our approach in the next chapter. Here, we will show the com-
position of the development method out of the method repository and the canvas artifacts out
of the canvas model repository. Moreover, we will present the enactment of the development
method to modify the canvas artifacts during the conduction of the development steps.



Chapter 6

Composition and Enactment of
Development Methods

In the previous chapter, we showed the first stage of our approach by providing development
knowledge in the form of a method repository and a canvas model repository. Based on
that, this chapter shows the second stage of our solution concept by composing development
methods out of those repositories and enacting them. For that, we first refine our SRs and
give an overview of the stage (6.1). Based on that, we describe the composition (6.2) and the
enactment of the development method (6.3). Finally, we summarize our procedure within the
stage (6.4).

6.1 Requirements and Overview

The composition and enactment of development methods is the second stage of our approach,
which aims to construct and execute a BMDM to develop a business model for a given
context. For that, we refine the SRs, which were derived in Section 4.1.1, of SR 4.: Context
Consideration, SR 5: Development Method Construction and SR 6: Development Method
Execution into detailed Development Method Requirements (DMR) together with providing
an overview of both steps to do.

The Composition of Development Methods is used to compose the methods out of the
method repository based on the situational factors of the organization and connect the canvas
artifacts within the method to canvas models of the canvas model repository based on the
application domains of the service. Here, the approach needs the possibility to characterize
that context together with guidance to construct the method out of the method building blocks.

Moreover, the connection of canvas artifacts to multiple canvas building blocks is needed to
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support the usage of knowledge from various domain experts. During the whole construction
and connection, the quality of the method needs to be checked. Moreover, to allow the unified
usage of different model knowledge, those knowledge needs to be consolidated, and different
positions between experts need to be detected. Therefore, our DMRs are:

* DMR 1: Characterization of Context: The solution should provide the characteri-
zation of the context in the form of the situational factors of the organization and the

application domains of the service.

* DMR 2: Guidance in Method Construction: The solution should provide guidance

in the construction of the method based on defined situational factors.

* DMR 3: Quality Checking during Method Construction: The solution should

provide a quality checking of the method during the whole method construction.

* DMR 4: Connection of Model Knowledge: The solution should provide connections
between the canvas artifacts of the constructed method and the canvas models based

on the defined application domains.

* DMR 5: Consolidation during Model Construction: The solution should provide
the consolidation of canvas model knowledge with the ability to detect conflicts during
the consolidation process.

The Enactment of Development Methods is used to create executable development pro-
cesses out of the composed development methods and conduct the corresponding develop-
ment steps to develop (canvas) artifacts. Here, the approach needs a lightweight execution
engine that executes the development process to provide management over the whole process.
Moreover, guidance in the development steps based on the knowledge of the method and the
model repository, together with the collaborative development of (canvas-) artifacts, should
be provided. Last, the approach needs to allow changes in the context due to uncertainties in
the BMD. Therefore, our DMRs are:

* DMR 6: Execution of Development Method: The solution should provide a lightweight
execution engine to execute the composed development method as a development pro-

CESS.

* DMR 7: Management of Development Process: The solution should provide man-
agement of the whole development process, including the conducted development
steps and the developed artifacts.
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* DMR 8: Guidance in Development Steps: The solution should provide guidance for
the business developer in the development steps based on the knowledge of the method
and the model repository.

* DMR 9: Collaborative Development of Artifacts: The solution should provide the
collaborative development of the artifacts between the business developer and different
stakeholders within the development steps.

* DMR 10: Change of Context: The solution should provide the change of the context
in the form of situational factors of the organization and the application domains of the

service.
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Fig. 6.1 Overview of the Composition and Enactment of Development Methods

Out of the DMRs of the Composition of Development Methods and the Enactment of
Development Methods, we develop an overview of the second stage, as shown in Figure 6.1.
The Composition of Development Methods is explained in Section 6.2. Here, the context in

which the business model should be developed is defined (e.g., customerValidation: low), the
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development method is composed (e.g., Interview Customer before Create Value Proposition),
and the canvas models are connected (e.g., Create Business Model to BMC). The Enactment
of Development Methods is provided in Section 6.3. Here, the steps of the development
method are executed (e.g., Interview Customer), the (canvas-) artifacts are created (e.g.,
Business Model Canvas for Create Business Model), and the context might be changed (e.g.,

customerValidation to medium). In the following, we present the details of both phases.

6.2 Composition of Development Methods

The development method composition is needed to construct a development method out of
the method repository and the canvas model repository based on a predefined context of
the situation of the organization and the application domains of the service. With this, we
ensure to provide a development method that best fits the needs of the business developer.
The abstracted phase for the Composition of the Development Methods is presented in Figure
6.2. Here, in the beginning, the Method Engineer defines the Context Factors and Additional
Construction Constraints by interviewing the Business Developer. Out of that, he composed
the development method by constructing the method based on situational factors and checking
its quality. Last, he connects the composed models by consolidating the models based on the
application domains and checking their quality. The output of this phase is the Composed
Development Method with Connected Models.
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Fig. 6.2 Abstracted Phase of Composition of Development Methods
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In this section, we first show the definition of the context out of both repositories (6.2.1).
Based on that, we show the situation-specific composition of different method building blocks
and, optionally, method patterns to a method (6.2.2). Last, we show the domain-specific
composition of different canvas building blocks to a model (6.2.3).

6.2.1 Definition of Context

Before the Method Engineer starts with the construction of the method and the connection
of the models, he needs to receive the context for which the business model should be
developed from the Business Developer. For that, the Method Engineer conducts an in-depth
interview with the Business Developer to clarify the purpose and set the potential scope
of the development. Here, the Method Engineer might question already conducted tasks
towards the BMD (e.g., already completed competitor analysis or financial calculations)
and corresponding created artifacts (e.g., existing filled-out canvases or created mockups).
Moreover, he might ask for current and planned tasks (e.g., current tests with customers or
future development of prototypes) and artifacts (e.g., future landing page or prototype). By
considering both the past and the future, he increases the chance of composing a development
method that best fits the Business Developer’s purpose. Out of the interview results, the
Method Engineer derives the explicit context factors and additional construction constraints
(cf. composition of situational development methods in Section 2.2.2).

The Context Factors are split up into the Situational Factors of the organization and the
Application Domains of the service. The Situational Factors are used to identify the most
suitable development method during the construction of the methods. The list of possible
factors is derived from the specific Method Elements in the Method Repository, as explained
in Section 5.2.1. Here, the Method Engineer selects a fitting subset for the organization by
comparing their descriptions from the domain experts with the interview results. After that,
he chooses an appropriate value for each identified factor. The Application Domains are used
to identify the most related modeling artifacts during the construction of the models. The
list of possible domains is derived from the specific Canvas Elements in the Canvas Model
Repository, as explained in Section 5.3.1. Here, the Method Engineer selects a suitable subset
that fits best to the developed service by comparing the existing application domains with
the interview results. For example, as shown in Figure 6.3, the Method Engineer selects
the Situational Factors of customerValidation: low and marketSize:mass together with the
Application Domains of Mobile App and ToDo App based on the described situation of the
Business Developer of the mobile to-do app.

The Additional Construction Constraints contain information about the organization
and the service that can not be directly modeled as factors and domains but influence
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Fig. 6.3 Exemplary Definition of the Context

the development method. That information is manually collected and used within the
construction of the methods and the models. For the methods, that information can be divided
into already conducted steps in the past, current conductions in the present, and planned steps
in the future, together with their existing or planned information about the created artifacts,
involved stakeholders, or used tools. This information, in turn, might have an impact on the
selected Method Building Blocks or their arrangement. For example, the Business Developer
might have already conducted a competitor analysis in the past or planned to use a certain
prototyping tool in the future. For the models, that information can be divided into business
decisions in the past, the current decision in the present, or planned future decisions. For
example, the Business Developer might have already tried out an advertisement model in the
past or planned to integrate collaboration features into his service. By considering both, the
tailoring of the development method is improved.

Based on the context factors and the additional construction constraints, the Method
Engineer can start with the situation-specific composition of the method.

6.2.2 Situation-specific Composition of Methods

For the situation-specific composition of the methods, the provided Situational Factors with
chosen values and additional construction constraints are used to select the Method Building
Blocks and optional Method Patterns of the Method Repository. The Situational Factors
are used as a recommendation mechanism by automatically ordering the useable building
blocks (and patterns) according to the weighted distance between the required factors of
the organization and provided factors of the building blocks and patterns within the Method
Repository. Here, the weighted distance is calculated by summing up the distance of each
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factor value and dividing them by the number of factors. While nominal values for factors
need a concrete matching (e.g., mass vs. niche for marketType has distance 1), ordinal
values are weighted according to the scale (e.g., provided developmentSkills is medium
and required developmentSkills was high has distance 0.5 if developmentSkills can have
values of low, medium, high). Moreover, matching values in the including direction (e.g.,
provided developmentSkills is medium and needed developmentSkills was low has distance
0) are automatically included to cover Method Building Blocks (and Method Patterns) that
outperform the defined situation. This recommendation mechanism ensures the consideration
of the best fitting building blocks (and patterns) according to the provided knowledge of the
domain experts in the Method Repository. Nevertheless, they have to be cross-checked with
the additional construction constraints to fill also those needs. For that, the Method Engineer
manually needs to control the fulfillment of all additional constraints while selecting patterns
and building blocks. Based on that weighted orderings and additional influencing factors, the
Method Engineer has to construct the method and check the quality.

For the Construction of the Method, we support a pattern-based or phase-based con-
struction. For the Pattern-based Construction of the Method, the Method Engineer starts by
choosing a Method Pattern with an InitialisationType (e.g., Init Development) ordered by
the matched Situational Factors from the Method Repository. Next, he fills each activity
with a Type inside that pattern with a Method Building Block (e.g., Interview Customer for
discover) or a Method Pattern (e.g., Validation Cycle for validate) of the needed Type or the
GenericType. Those patterns and building blocks with the needed Type are again ordered
as a list through their weighted matching between their Situational Factors and the factors
of the organization. With this pattern-based construction, we provide the Method Engineer
flexibility in his choices by ensuring control in their integration. This process is repeated until
all activities in the method are filled out with building blocks or patterns. To allow a continu-
ous expansion of the method, extending the first pattern by another pattern of Initialisation
Type is possible (e.g., Init Validation after Init Development). An exemplary pattern-based
construction of a method can be seen in Figure 6.4. Here, the Init Development is chosen as
the first pattern. Based on that, the activity of discover is filled with the building block of
Interview Customer and the activity of validate is filled with the pattern of Validation Cycle.
For the Phase-based Construction of the Method, the Method Engineer starts by selecting the
preordered Phases he wants to support from the Method Elements of the Method Repository.
After that, he selects the used Method Building Blocks as activities for each phase. Those
building blocks with the needed Phase are ordered as a list through their weighted matching
between their Situational Factors and the factors of the organization. After all building

blocks have been chosen, the Method Engineer provides an execution order of those steps.
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For that, each building block is assigned a unique ascending number to define the sequences
through the steps of the phases. With this phase-based construction, we provide the Method
Engineer simplicity in the construction of the method. After the whole method has been
constructed using patterns or phases, the abstract information from the building blocks needs
to be initialized (cf. the method building block in Section 5.2.2). For that, single items of the
groups for the stakeholders, tools, and artifacts inside the Method Building Blocks need to
be selected (e.g., choose between the Business Model Canvas or Business Information as
Artifact). Moreover, during the composition, concrete elements from the abstract lists need
to be selected (e.g., selecting specific prototyping software as a Tool). With this, we ensure

the maximal customization of the method for the Business Developer.
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Fig. 6.4 Exemplary Pattern-based Construction of Methods
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For the Quality Check of the Method, the Method Engineer receives support to detect
warnings and errors during the method construction. With this thesis, we detect the following

warning and errors with the partial support of existing algorithms:

* Low Value Warning: The warning states that an ordinal factor of a used building block
or pattern has a lower value than the requested one during the definition of the context.
This should be controlled as the lower building block or pattern could harm the BMD.
We identify those warnings by automatically checking each building block and pattern
against the chosen ordinal factors.

* Invalid Value Warning: The warning states that a nominal factor of a used building
block or pattern has a different value than the requested one during the definition of

the context. This should be controlled as the wrong building block or pattern could
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harm the BMD. We identify those warnings by automatically checking each building

block and pattern against the chosen nominal factors.

* Unreachable Path Warning: This warning states that some parts of the constructed
method are not reachable during the enactment. This should be controlled as it is
very likely that this behavior was created accidentally by nesting different patterns.
We identify those warnings by automatically checking a complete traversal of the
underlying graph with an existing algorithm.

» Missing Activity Error: This error states that an activity within a pattern has not been
filled with a building block. This needs to be resolved as empty activities can not be
processed during the enactment. We identify those errors by automatically checking

each activity of the patterns for missing building blocks.

* Incomplete Activity Error: This error states that within an activity, not all items have
been selected. This needs to be resolved as incomplete activities can not be processed
during the enactment. We identify those errors by automatically checking each building

block for the initialization of the elements.

» Missing Artifact Error: This error states that within an activity, an input artifact is used
that is missing as an output artifact in a previous activity. This needs to be resolved
as an activity without all input artifacts can not be processed during the enactment.
We identify those errors by automatically back-propagating input artifacts towards the
phases or nested patterns to match with output artifacts with an existing algorithm.

In order to ensure the quality of the method, the Method Engineer has to resolve the
errors and control the warnings manually. After the quality has been checked, the Method
Engineer can start the domain-specific composition of the used canvas models for the canvas

artifacts within the constructed method.

6.2.3 Domain-specific Composition of Models

For the domain-specific composition of the models, the selected Application Domains and
additional construction constraints are used to select the specific Canvas Building Blocks
of the Canvas Model Repository. The Application Domains are used as a recommendation
mechanism by automatically selecting corresponding building blocks. Iteratively, the Method
Engineer selects every Method Building Block that is used within an activity of the composed
method with at least one CanvasArtifact as an OutputArtifact (e.g., Create Business Model

with the Business Model Canvas). For each connected Canvas Model (e.g., Business Model
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Canvas), the Method Engineer selects one or multiple Canvas Building Blocks (e.g., Mobile
App) that can be used to support the filling out of the canvas models during the enactment.
After that, the Method Engineer manually can remove elements of the building blocks
by considering the additional construction constraints. This, in turn, reduces the model
knowledge that Business Developer needs to consider during the enactment. If multiple
Canvas Building Blocks are selected, those knowledge needs to be consolidated and the
quality needs to be checked.

For the Consolidation of Models, we provide a feature-based or taxonomy-based con-
solidation. For the Feature-based Consolidation, our approach creates an empty reference
Canvas Building Block as the starting point and includes all knowledge from the first domain-
specific Canvas Building Block (e.g., Mobile App) that should be consolidated. Instead of
directly adding those Canvas Elements to the reference building block, the approach uses
virtual links between those models. This, in turn, simplifies the reaction to changing models
over time. At this point, the Method Engineer is able to remove not needed elements. Next,
the approach consolidates the other selected building blocks with the reference one. For that,
the approach automatically consolidates all /tems (Customer) with the same name as links.
Moreover, also all Relationships (e.g., excludes) that exist in the building block to consolidate
are linked automatically if the items are added (cf. the canvas building block in Section 5.3.2).
Moreover, due to the different expertise of the experts also, different names and hierarchies
of items can exist. Those are handled manually by removing items and adding links between
the items. An example of the consolidation of models can be seen in Figure 6.5. Here, the
Reference Canvas Building Block already contains knowledge from the first building block to
which the Mobile App Canvas Building Block is consolidated. Here, both items of Customer
Segments are automatically consolidated using links. To consolidate also items lower in the
hierarchy, the items of One-Sided Market and Two-Sided Market are removed. Moreover,
the Private User and Professional User are manually linked to the User and Supplier. For
Taxonomy-based Consolidation, our approach works similarly to feature-based consolidation.
However, each item is modeled as optional, and no relationships between the different items
exist. This, in turn, reduces the guidance level during the enactment but also the modeling
complexity and quality checks during the composition.

For the Quality Check of Models, the Method Engineer needs to receive support to
detect conflicts during the model consolidation. Within this thesis, we detect the following
conflicts by continuously analyzing the consolidation steps of the reference building block
and the building block to consolidate:

 Item Conflict: The conflict occurs if two consolidated items have a different type

or relationship. We automatically detect those conflicts by comparing the type and
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Fig. 6.5 Exemplary Consolidation of Models

relationship of both consolidated items. Here, the engineer needs to choose the existing
type/relationship from the reference building block or selects the new type/relationship

from the consolidated one.

* Cross-Relationship Conflict: The conflict occurs if two consolidated items have wise-
versa relationships with different recommendations. This can be required vs. excludes
or supports vs. hurts. We automatically detect those conflicts by comparing the cross-
tree relationships of both consolidated items. Here, the engineer needs to decide on

one of the recommendations.

* Cross-Hierarchy Conflicts: The conflict occurs if combinations of cross-tree relation-
ships lead to unreachable items within the hierarchy. We automatically detect those
conflicts by creating a minimal spanning tree for each item using an existing algorithm.

Here, the engineer needs to remove conflicting cross-tree relationships or items.

During the consolidation process, the Method Engineer has to decide how he wants to
resolve the conflicts manually. His choices are added as virtual links through the reference
building block. After all canvas building blocks have been consolidated, the Business

Developer can start the enactment of the composed development method.
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6.3 Enactment of Development Methods

The development method enactment is needed to execute the composed development method
and allow collaboration between different stakeholders during the conduction of development
steps. With this, we ensure to guide the business developer and the other stakeholders. The
abstracted phase for the Enactment of the Development Methods is presented in Figure 6.6. In
the beginning, the Business Developer selects a development method and the corresponding
development steps. Based on that, he executes those steps and creates (canvas-) artifacts in
collaboration with Other Stakeholders. Moreover, during the execution of the development
process, changes in the context might lead to a change in the methods or the models performed
by the Method Engineer. The outputs of this phase are the Created (Canvas-) Artifacts,

including the business model.
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Fig. 6.6 Abstracted Phase of Enactment of Development Methods

In this section, we first show the execution of the development process using our
lightweight execution engine (6.3.1). Based on that, we present the involvement of dif-
ferent stakeholders during the artifact development (6.3.2). Last, we deal with changes in the

context during the execution of the development process (6.3.3).



6.3 Enactment of Development Methods 109

6.3.1 Execution of Development Process

To develop a business model, the Business Developer has to execute a development process
and conduct various development steps. For that, a lightweight process execution engine
can be used. Here, a business process engine is a software tool that supports executing and
monitoring business processes (modeled, for example, using BPMN) and their activities
[Sti14]. On the market, and especially for the de-facto standard of BPMN, different closed-
source process engines like the IBM Process Manager' or open-source process engines like
the Camunda Platform? exist. Instead of using an existing one with a huge feature set that
is not needed in our case, we develop our own lightweight one whose features directly fit
the domain of BMD. Our lightweight process engine is based on a Kanban board where
the development steps are grouped into 7oDo, In Progress, and Done steps. During the
development, the Business Developer selects a subset of development steps in 7oDo and
puts them into In Progress for conduction and in Done after finishing the steps. Here, the
execution engine supports using the already composed development methods and newly
ad-hoc created development methods.

The Composed Development Methods are used to provide the Business Developer
maximum control in developing a business model. For that, he selects a composed devel-
opment method created by the Method Engineer. After that, the process engine interprets
that development method depending on pattern-based or phase-based construction. For
the Pattern-based Construction, the approach instantiates and visualizes the corresponding
BPMN process model. Next, all directly executable development steps that are modeled
as activities in BPMN with connected Method Building Blocks are inserted as ToDos of
the Kanban board. New executable development steps are automatically inserted into the
board based on the execution of those steps by the Business Developer. Moreover, within the
process models, the Business Developer can manually decide on different gateways to pass.
For the Phase-based Construction, the approach instantiates and visualizes the development
method as a sequential process model. Here, each Method Building Block is modeled as a
single activity and the first building block is inserted as 7oDo of the Kanban board. After
executing a single building block, the following building blocks are automatically inserted
into the board. In both cases, the Business Developer can manually execute additional devel-
opment steps to be flexible in the overall development. For that, he selects a corresponding
Method Building Block from the Method Repository where the defined Situational Factors

order the building blocks. If those selected building blocks are connected to Canvas Artifacts,

'Website of IBM Process Manager: https://www.ibm.com/docs/en/bpm/
2Website of the Camunda Platform: https://camunda.com/


https://www.ibm.com/docs/en/bpm/
https://camunda.com/

110 Composition and Enactment of Development Methods

he must also compose those models or select already composed ones. Moreover, a check on
the needed input artifacts has to be done during the selection.

The Ad-hoc Created Development Methods are used to provide the Business Developer
maximum flexibility in developing a business model. After selecting that option, he has
no predefined BPMN or sequences process model to use. Instead of that, he needs to set a
context in terms of the Situational Factors and the Application Domains from the repositories
(cf. the context definition of the Method Engineer in Section 6.2.1). After that, the process
engine creates an empty Kanban board where he manually needs to select all development
steps to conduct as a Method Building Block from the Method Repository. Here, he is also
responsible for composing the models if he needs them for the Canvas Artifacts (cf. the
model composition of the Method Engineer in Section 6.2.3). Moreover, he needs to care
about potential warnings like that all input artifacts of one of his selected development steps
have already been created as output artifacts before.

Representation of a Representation of a
Method Building Block Development Step

Task: Interview Customer

Description: The customer interview is used to gather
information from potential customers of the serivce. The
interviews can be used to discover and analyze the current
problems or validate different steps of the development

process.
<<discover>> - Ialik Ste_ S: o

Inverview Customer - Prepaire Questionaire
2. Conduct Interviews

3. Cluster Information
Stakeholders: Business Developer, Customer
Tools: Microsoft Teams

Input Artifacts: -
Output Artifacts: Customer Information

Fig. 6.7 Exemplary Transition from a Method Building Block to a Development Step

During the conduction of the development steps, the process engine provides guidance to
the Business Developer. For that, each development steps is connected to a Method Building
Block, as exemplary shown in Figure 6.7. Based on this connection, he directly receives
written information about the conduction from the Domain Experts. For example, in Figure
6.7, each step has a Task (e.g., Interview Customer) together with a Description (e.g., The
customer interview...) of what should be done during the task. Moreover, concrete Task
Steps (e.g., 1. Prepare Questionnaire, 2. ...) are provided as a guideline for the Business
Developer and other involved Stakeholders (e.g., Customer). Moreover, those steps can be
supported by the usage of Tools (e.g., Microsoft Teams). Those tools, in turn, can be used to

transfer the required Input Artifacts into Output Artifacts (e.g., Customer Information). With
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this support, the Business Developer might involve different stakeholders in developing the

needed artifacts collaboratively.

6.3.2 Stakeholder Involvement in Artifact Development

During the conduction of the development steps, the Business Developer has to create various
artifacts that store parts of the development results. This creation, in turn, is, depending on
the team size, done on his own or with the involvement of different internal (e.g., marketing
manager) and external (e.g., investors) stakeholders. Moreover, those stakeholders might
be needed just for specific development steps as modeled in the Method Building Blocks.
To guide the development of artifacts, the process engine has an Artifact Manager. With
this manager, the Business Developer is able to create artifacts independently or as part of a
development step. Moreover, the manager allows the transfer of artifacts between different
development processes by providing exporting and importing functionalities. During the
creation of artifacts, a division between Information Artifacts and Canvas Artifacts is done.

For the Information Artifacts (e.g., Customer Information), the engine provides an
artifact description together with an editor. The editor provides a visualization using a
graphical user interface with "What-You-See-Is-What-You-Get" (WYSIWYG) features.
Within this editor, the Business Developer and different Stakeholders might collaborate to
develop a textual document. For that, the editor is able to import an Information Input Artifact

that should be modified or directly create a new Information Output Artifacts.

Visual Representation of a Modeling of a
Canvas Model Canvas Model
Customer Customer :CanvasRow — :CanvasModel

Relationships Seaments

name = "Business Model
Canvas"

desc = "The Business
Model Canvas ist used ..."

:CanvasColumn

Channels - [

:Question — :ItemCell
question =" For what name = "Revenue
value are our customers Streams"
are really willing to rowspan = 1
pay?" colspan =5

Revenue Streams

Q: For what value are our customers are :Example —
really willing to pay?

E: Asset sale example = "Asset sale"

Fig. 6.8 Exemplary Visualisation of Canvas Artifact
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For the Canvas Artifacts (e.g., Business Model Canvas), the engine provides a canvas
artifact description together with a canvas board. Here, the board is generated out of the
corresponding Canvas Model of the Canvas Model Repository, as shown exemplary in
Figure 6.8 for a part of the Business Model Canvas. Here, we use the CanvasRows and
CanvasColumns as a grid for the positioning of our IltemCells (e.g., Revenue Streams) on
the board. Each cell is positioned based on a defined span of rows and columns, as used
within the HTML tables. For each cell, the engine provides guidance by Questions (e.g., For
what...) and Examples (e.g., Asset sale). Here, the Business Developer might collaborate
with the different stakeholders on the Canvas Models. For that, the board is able to import
Canvas Input Artifacts or directly create new Canvas Output Artifacts.

During the creation of both types of artifacts, the process engine provides a Collaboration
Manager with a discussion board to allow communication between the Business Developer
and the different Stakeholders. This ensures quick agreements apart from the developed
artifacts without the need for additional communication tools. After the creation of the
artifact is finished, it is stored as a new artifact or merged with an existing one. Here, the
traceability of all artifact changes, together with the discussion, is ensured. For that, the
artifact manager provides versioning of all created and modified artifacts together with the
possibility of analyzing the changes. Moreover, a change in the context and a subsequent

change of the composed development method might be needed during the development.

6.3.3 Change of Context

During the BMD, internal changes in the organization (e.g., changed target market) or
external changes in the environment (e.g., changed competitor) might also lead to a change
in the context in which the business model is developed. This context, in turn, can affect
the Situational Factors (e.g., reduced financial resources) or the Application Domains (e.g.,
changed domain). Here, depending on the type of development method, there are two
different options. If the Business Developer uses an ad-hoc created development method, he
needs to change the Situational Factors and the Application Domains manually. Due to the
missing of a process model, he also needs to manually look if already conducted development
steps need to be reconducted with changed Method Building Blocks or Canvas Artifacts need
to be recomposed using different Canvas Building Blocks. If the Business Developer uses a
composed development method, he informs the Method Engineer about those changes in
the context together with additional information (e.g., a new competitor in the market). The
Method Engineer uses both to modify the composed method and/or the composed models.
For the Composed Method, the Method Engineer gets the requested changes of the

Business Developer for the Situational Factors and the Application Domains. After reviewing
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them, he accepts those changes or manually modifies them. Based on the initial choice of
a pattern-based or phase-based construction, the composed method needs to be changed.
During the whole change, he needs to consider the new additional information well as the
initial additional construction constraints of the Business Developer. For the Pattern-based
Construction, he receives an overview of the BPMN process model, including the Method
Patterns, Method Building Blocks, and an Execution Step Marker. Similar to the method
composition in Section 6.2.2, he might now change both. By adding Method Building Blocks
where an instance already exists in the existing development method, he can choose to create
a duplicate of those building blocks instead of using a new one. With this, he is flexible
in changing the complete development method without losing the information of already
executed development steps. An exemplary view of a pattern-based composed method based
on Init Development together with the current Execution Step Marker on Develop Value
Proposition can be seen in Figure 6.9. In this example, the building block of Interview
Customer is changed to Survey Experts, and the pattern of Validation Cycle is modified to
the building block of Interview Experts. For the Phase-based Construction, he receives an
overview of the sequential process model, including the Method Building Blocks, and an
Execution Step Marker. Similar to the method composition in Section 6.2.2, he changes the
considered phases or building blocks. Here, he is able to remove existing building blocks or
add new building blocks. Like in type-based construction, he is able to duplicate existing
building blocks instead of creating a new one.

After constructing the development method, the Method Engineer needs to replicate the
current enactment state for both constructions. For that, he conducts a mock execution of the
development steps by adding existing artifacts as output artifacts of those development steps.
Moreover, he sets the Execution Step Marker to a new position where the Business Developer
should continue executing the development process. In our example on Figure 6.9, we set the
Execution Step Marker to the building block of Survey Experts for a type-based construction
of the method. Alternatively, instead of that modification, he might also export the created
artifact from the method, compose a completely new method (see method composition in
Section 6.2.2), and import the artifacts into that method.

For the Composed Models, the Method Engineer already reviews the changed Applica-
tion Domains. Out of that, he receives an overview of all Method Building Blocks that use
affected Canvas Artifacts in the BPMN or sequence process model. Model by model and
for both the feature-based and taxonomy-based consolidation, the Method Engineer revisits
the composed models by consolidating the knowledge of new models creating virtual links,
or separating the knowledge of existing models by removing virtual links. During these

changes in the consolidation, he needs to consider the new additional information well as the
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Fig. 6.9 Exemplary Change of Context for a Pattern-based Constructed Method

initial additional construction constraints of the Business Developer. Alternatively, instead of
modifying the existing composed models, he might also remove all composed models and
composes completely new models (see Section 6.2.3) for the canvas artifacts. This, in turn,
reduces the overhead if the new models highly differ from the existing models so that the
majority of the virtual links need to be changed.

After the context and the connected method and models have been successfully modified
by the Method Engineer, the Business Developer can continue the development of the

business model.

6.4 Summary

Within this chapter, we have provided the conceptual solution for our second stage on com-
position and enactment of development methods. For that, we have shown the construction
of methods and consolidation of models based on a defined context in terms of situational

factors and application domains, together with an execution of the development process and
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conduction of development steps that can be modified through a change in the context. We
have explained the necessary parts for both parts based on an exemplary instantiation.

For the Development Method Composition, we have defined a modeling for the context
of the situational factors and the application domains. Based on that, we support the pattern-
based and phase-based construction of the method based on the combination of method
building blocks and optionally method patterns, together with checking the quality of the
method against different warnings and errors. Moreover, we support the feature-based and
taxonomy-based consolidation of the canvas building blocks for the canvas artifacts in the
constructed method based on virtual links, together with checking the quality by detecting
possible conflicts.

For the Development Method Enactment, we have explained an execution of the
development process based on the composed or ad-hoc development methods. Here, we
support pattern-based and phase-based constructed methods. Based on that, we support
the collaboration of different stakeholders on the development of artifacts where we focus
especially on canvas artifacts with underlying canvas models. Last, we have provided a
modification of the development method, considering the methods and the models, based on
changes in the context.

Based on the composition and enactment of development methods, we will show the
third stage of support of development steps for our approach in the next chapter. Here, we
will show how to support the different development steps of the method building blocks with
execution steps based on the support modules. Moreover, we will show the execution of
those steps to provide flexible IT support for developing business models. For that, we will
present different exemplary modules that support the BMD in the design and the validation
phase.






Chapter 7
Support of Development Steps

In the previous chapter, we showed the second stage of our approach by composing and
enacting development methods. Based on that, this chapter shows the third stage of our
solution concept by supporting development steps using the assistance of support modules.
For that, we first refine our SRs and give an overview of the stage (7.1). Based on that, we
describe the modularization of development support (7.2) and the application to different

types of modules (7.3). Finally, we summarize our procedure within the stage (7.4).

7.1 Requirements and Overview

The support of development steps is the third stage of our approach, which aims to provide
flexible assistance using different software tools during the BMD. For that, we refine the SRs,
which were derived in Section 4.1.1, of SR 7: Development Support Formalization, SR 8:
Development Support Construction and SR 9: Development Support Execution into detailed
Development Assistance Requirements (DAR) together with providing an overview of the
modularization of the software tools and further application to development steps.

The Modularization of Development Support combines different types of IT assistance
into dedicated support modules, consisting of software tools with steps to conduct and meta
artifacts with artifacts to create that can be used during BMD. Here, the approach needs the
possibility to use internal software tools specially programmed for our solution and external
software tools that already exist and should be used. For the internal software tools, the
approach should atomize those tools into atomic steps to provide a flexible combination of
them. Moreover, meta artifacts should be defined to define a common structure that allows
reusing the created artifacts across the tools of different support modules. To increase the
acceptance by the stakeholders, the modules should be explained understandably together

with the possibility of extending them in the future. Therefore, our DARSs are:
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DAR 1: Interoperability of Modules: The solution should provide interoperability of

support modules to allow using internal and external software tools.

DAR 2: Atomization of Tools: The solution should provide atomization of internal

software tool functionalities in single steps for maximum flexibility in reusing them.

DAR 3: Usage of Meta Artifacts: The solution should provide structured meta
artifacts so that different software tools can create and modify the same artifacts with
their assistance.

DAR 4: Understandability of Modules: The solution should provide proper explana-
tions of the software tools and meta artifacts to allow a unified understanding of all
support techniques among the business developer and the other stakeholders.

DAR 5: Extensibility of Modules: The solution should provide the creation of new
and extension of existing support modules with software tools and meta artifacts for

novel assistance techniques.

The Application to Development Steps 1s used to apply the support modules to the different

development steps to assist the BMD. Here, during the composition of the development

method, the support steps of the software tools should be added to the development steps

of the development method. Moreover, during the enactment of the development method,

the artifacts based on the meta artifacts are created and modified. Within this, the approach

needs to allow the collaborative development of artifacts. Therefore, our DARs are:

DAR 6: Guidance in Development Support Construction: The solution should
provide guidance in the construction of development support for specific development
steps.

DAR 7: Atomized Interface Steps: The solution should provide an interface between

the single steps during the development support and their implementation in the tools.

DAR 8: Execution of Development Support: The solution should provide the
execution of the development support as single steps based on the internal software
tools.

DAR 9: Guidance in Development Support: The solution should provide guidance
in the steps of the software tools to conduct the development steps.

DAR 10: Collaborative Development Support of Artifacts: The solution should

provide the collaborative development of the artifacts concerning the meta artifacts.
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Fig. 7.1 Overview of the Support of Development Steps

Out of the DARs of the Modularization of Development Support and the Application
to Development Steps, we develop an overview of the third stage, as shown in Figure
7.1. The Modularization of Development Support is explained in Section 7.2. For that,
we present the provision of development support (e.g., Canvas Tool), their composition
within the development steps (e.g., I, 2, 3 in Create Business Model), and their enactment
(e.g., Business Model Canvas) during the conduction of those steps. The Application to
Development Steps for exemplary support modules is shown in Section 7.3. Here, we present
three exemplary support modules (e.g., Canvas Module) together with the software tools
(e.g., Canvas Tool) and meta artifacts (e.g., Canvas Meta Artifact). In the following, we

present details on the modularization concept and the exemplary support modules.

7.2 Modularization of Development Support

The modularization concept is needed to structure the internal development support into
software tools and connect them to meta artifacts. Based on those support modules, the
development support for specific development steps using the software tools is composed
and enacted to develop artifacts based on the meta artifact. With this, we provide additional
development support for certain development steps of the second stage. The abstracted phase
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for providing the Modularization of Development Support is shown in Figure 7.2. Here, in
the beginning, the Meta-Development Support Engineer needs to provide a Modularized
Architecture and optionally an SDK for the solution, which the Development Support En-
gineer uses to create and integrate the support modules. Based on that, Method Engineer
composed the different development steps and, optionally, the development support artifacts
to return the Composed Development Method with Development Support. That composed
development method, in turn, is executed by the Business Developer with the support of the
Other Stakeholders to create different Development Support Artifacts. The outputs of this
phase are the Integrated Development Support Modules, the Composed Development Method
with Development Support, and the Created Development Support Artifacts.
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Fig. 7.2 Abstracted Phase of Modularization of Development Support

Based on the modularized architecture, which will be explained in Section 8.1, this
section first shows the provision of the development support by integrating the Development
Support Modules (7.2.1). Based on that, we describe the composition of the Development
Support Steps and the Development Support Artifacts (7.2.2). Last, we present the enactment
of the method and conduction of the Development Steps to create the Development Support
Artifacts (7.2.3).
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7.2.1 Provision of Development Support

Different software tools have supported the BMD in research and practice in recent years.
As divided in Section 2.3.3, that support can cover the visualization of business models
(e.g., predefined canvas models to fill out), their design (e.g., presentation of business model
patterns), or even decision support (e.g., stress testing of different business assumptions).
However, currently, different Development Support Developers start from scratch when
creating their development support. For that, we provide a modularization concept so that
they can focus on the actual supporting features (e.g., analysis of enterprise data) and dismiss
commodity features (e.g., canvas representations). Here, in general, we need to divide

between internal and external development support.

* Internal Development Support: Internal support describes the development support that
is specially developed for our solution. Here, the development support is developed on
provided constraints and interfaces of our solution so that it can be integrated into the
overall concept and the other support techniques. Examples of that could be the design

or calculation of business models.

» External Development Support: External support describes development support that is
developed independently of our solution in terms of software tools. Here, the software
tools can be used alone and the created artifacts are added to our solution, or interfaces
between our solution and the software tools are developed. Examples of that could be

the design or validation of prototyping using existing prototyping tools.

Modularization, in turn, splits up different software functionalities of internal develop-
ment support into separate parts so that they can be used and modified with fewer dependen-
cies on each other [Par72]. With this, the Development Support Developer is able to split his
development support into atomic parts so that they can be recombined flexibly to support
different development steps. To provide maximum reusability, the Development Support
Developer has to split the overall Development Support Module into different Development
Support Tools and Development Support Meta Artifacts, as shown in Figure 7.3. The support
tools ensure the actual functionalities for the development support by providing different
Development Support Steps that are composed together for specific development steps. The
meta artifacts specify the different Support Artifacts that are created and modified within the
steps. By splitting the modules into tools and meta artifacts, we ensure the easy usage of
artifacts by different tools together with their exchange. Moreover, the Development Support
Engineer can freely decide whether he wants to add more internal business logic into the
tools or the meta artifacts as long as the interfaces defined by the Meta-Development Support
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Engineer are correctly used. For using those interfaces, those modules need to be modeled

and integrated in a standardized way.

Development Support Module

Development Support Steps Development Support Artifacts

O [

i ;

Development Support Tools <«—>»| Development Support Meta Artifacts

Fig. 7.3 Overview of the Support Modules

The Modeling of Modules is done by extending the Method Elements of the Method
Repository. Here, like for the elements, the Method Engineer can manually add those
elements to the repository or import a configuration that is provided by the Development
Support Engineer within the Development Support Module. Here, the extended part of the
metamodel for the method elements is shown in Figure 7.4 on the top (cf. to the metamodel
for method elements in Figure 5.3). For adding the development support, we have to change
the two existing elements of the 7ool and the Artifact. For the Tool, we add the Modularized
Tool (e.g., Canvas Tool) to define the support tools. For the Artifact, we add a Meta Artifact
to support the underlying structure of different artifacts. Moreover, we add the Information
Meta Artifact as a meta artifact to cover the existing textual information. Based on that, we
create the Information Artifacts (e.g., Customer Information) that are already used as artifacts
in the second stage and Modularized Artifacts (e.g., Business Model Canvas) as two types.
Here, the Modularized Artifacts also include the canvas artifacts of the last stage. Based on
this preparation, we provide the modeling of the Development Support Module.

The Development Support Module, as shown in Figure 7.4 on the bottom, contains a
name, a description, a version, and its relationship to the Development Support Developer
as Autor. Moreover, the module can contain different Development Support Meta Artifacts
and Development Support Tools. The Development Support Meta Artifacts are concrete Meta
Artifacts with a name, a description, a version, and a link to the source code for integrating
the specific meta artifact into the modularized architecture. Moreover, each meta artifact can
have various Development Support Artifacts. The support artifacts can be statically provided
by the meta artifact in advance or dynamically created during the knowledge provision. Those

artifacts have a name, a description, and a unique identifier for using the artifacts within the
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Fig. 7.4 Extension of the Method Elements for the Modularization

support tools. This is done by connecting those artifacts with a Modularized Artifact. The
Development Support Tool has a name, a description, a version, and a link to the source code
for integrating the specific tool into the architecture. This is done by connecting the tools to
a Modularized Tool. Moreover, each tool has certain Development Support Steps for proving
the atomic functionalities of the tool. The support steps are provided statically by the tool
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in advance. Those steps are defined through a name, a description, and a unique identifier
for providing an identification during the composition. Moreover, each step has connected
Step Input Meta Artifacts and Step Output Meta Artifacts to set the scope of artifacts they can
handle.

An example of the Canvas Module can be seen in Figure 7.5. Here, the module is
connected to the Canvas Meta Artifact and the Canvas Tool. The meta artifact holds infor-
mation about the customizable canvas models as introduced in Section 5.3.3. One example
is the Business Model Canvas which is connected to the specific Modularized Artifact (i.e.,
BMC) of the Method Repository. The tool provides the support steps to collaborate with the
meta artifact. Examples are the CreateCanvas and RefineCanvas, which are connected to
the needed Step Input Artifacts and Step Output Artifact. Also, the tool is connected to a
Modularized Tool (i.e., CT) of the Method Repository.

CanvasMetaAtrtifact: CanvasModule: CanvasTool:
DevelopmentSupportMetaArtifact DevelopmentSupportModule DevelopmentSupportTool
name = MetaCanva§ Artifact ) name = "Canvas Module" name =" Canvas Tool )
desc = "The meta artifact of ... . desc = "The canvas tool can...
version = "1.0" USRI 2 version = "1.0"

oo . desc = "The integrated ..." L
sourceLink = "canvas/artifact" Integ sourceLink = "canvas/tool"
CreateCanvas:
DevelopmentSupportStep
name = "Create Canvas"
BusinessModelCanvas: :StepOutput desc = "The step is used ..."
DevelopmentSupportArtifact MetaArtifact identifier = "createcanvas"
name = "Business Model Can..."
desc="The BMC can be used ..." :Steplnput RefineCanvas:
identifier="businessmodelcanvas" MetaArtifact DevelopmentSupportStep
name = "Refine Canvas"
:StepOutput desc = "The step is used ..."
MetaArtifact identifier = "refinecanvas"
BMC:ModularizedArtifact CT:ModularizedTool -

name = "Business Model Can..."
desc= "The artifact can be..."

name = "Canvas Tool"
desc="The tool can be..."

Fig. 7.5 Exemplary Method Elements for the Development Support

The Integration of Modules is done by extending the solution’s functionalities by
directly exchanging information between both. Those standardized information exchange

needs to be implemented for the meta artifacts as well as the support tools. We develop that
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exchange based on the two concepts of application programming interfaces and software
hooks. Application programming interfaces provide direct communication of at least two
programs based on a standardized specification. In our solution, we use interfaces to gather
information from the meta artifacts and support tools for our solution. Hooks, in turn, directly
integrate external program functionalities into an internal program. In our solution, we use
hooks to directly use functional parts of the meta artifacts and the support tools in the solution.
For providing both, our solution uses an SDK that is able to automatically generate code
stubs for a support module with the required interfaces and hooks. Those code stubs, in turn,
can be used as a starting point by the Development Support Engineer to create its customized
development support. Those interfaces and hooks are integrated into the different parts of
our solution:

* Knowledge Provision Hooks/Interfaces: The hooks and interfaces for the knowledge
provision are used to provide information for the usable support tool and conductible
support steps, together with creating the dynamic support artifacts from the defined
support meta artifacts.

» Composition Hooks Hooks/Interfaces: The hooks and interfaces for the development
method composition are used to configure and combine the support steps to the

development steps together with composing different support artifacts.

* Enactment Hooks/Interfaces: The hooks and interfaces for the development method
enactment are used to provide information and functionalities for conducting the
support steps, together with functionalities for creating and modifying support artifacts

within and apart from those support steps.

In the following sections, we explain the integration of the specific interfaces and hooks
during the different stages. The overall module design that the Development Support De-
veloper needs to implement is explained in Section 8.1. Inside the knowledge provision of
development support, which is explained in this section, the meta artifacts need an interface
to provide all modeled information, as shown in Figure 7.4, to allow an automated extension
of the Method Repository. This includes especially the support artifacts of the meta artifacts,
which can be dynamically created within the module and need to be accessed for a connection
to the Modularized Artifacts. Moreover, also the support tools need an interface to provide
all information to extend the Method Repository. This includes the connection of the support
tools to the Modularized Tools. Here, the support tools might also use an additional hook to
show specific functionalities or configuration possibilities during the knowledge provision of
the solution. With this, the supporting tool is able to provide functionalities for the Method
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Engineer to utilize knowledge, for example, about different meta artifacts, apart from the
composition and enactment. In our solution, we allow the integration of hooks for the
provided knowledge in the navigation bar of our software tool.

One example is the already mentioned Canvas Module, which is explained in Figure 7.5.
Here, the Canvas Meta Artifact and the Canvas Support Tool provide interfaces to access
their information (e.g., name, description) for the Method Repository. Moreover, the Canvas
Meta Artifact is able to provide dynamically created canvas models (e.g., Value Proposition
Canvas, Business Model Canvas) for their connection with the Modularized Artifacts. Those
canvases, in turn, are created by the Method Engineer with a software hook in the navigation
bar for the Canvas Support Tool to allow the creation of canvas elements, canvas building
blocks, and canvas models from different Domain Experts.

Based on modeling the modules and their integration into the solution, the Method
Engineer can start composing development support for specific development steps for the

Business Developer.

7.2.2 Composition of Development Support

During the creation of Method Building Blocks, which is explained in Section 5.2.2, the
Method Engineer is also able to freely construct the development support out of the Devel-
opment Support Modules for the Business Developer. For that, the combined Development
Support Steps of the Development Support Tools are used to create and modify the Develop-
ment Support Artifacts based on the Development Support Meta Artifacts. Here, we need to
consider the composition of the development support steps and the artifacts.

The Composition of the Development Support Steps is done during the knowledge
provision of the Method Repository, as explained in Section 5.2. Here, we extend the Method
Building Blocks as shown in Figure 7.6 so that they provide those support. For that, the
Method Engineer selects the used Modularized Tools and Artifacts for inputs and outputs
(consisting of Information Artifacts and Modularized Artifacts). Based on that, he combines
different Execution Steps to transform those Input Artifacts into Output Artifacts. Every
Execution Step 1s connected to a single Development Support Step of the used Development
Support Tool. With this, the approach knows what action should be performed by the tool and
which Artifacts of which Meta Artifact are expected as Step Input Meta Artifact and Steps
Output Meta Artifact. With this information, the Method Engineer selects the Execution
Step Input Artifacts and Execution Step Output Artifact for each Execution Step. Here every
Execution Step Input Artifact is connected to an initial Input Artifact or an Execution Step
Output Artifact, while every Execution Step Output Artifact is connected to another Execution
Step Input Artifact or a final Output Artifact. With this, the approach provides a pipeline
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Fig. 7.6 Extension of the Method Building Blocks for the Modularization

process for transforming the artifacts. During the whole construction of the development
support, the quality needs to be checked against warnings and errors. In our approach, we

provide automated detection of the following warnings and errors:

» Missing Default Tool Warning: This warning states that one of the development support
tools is not set as default for the building block. This should be resolved as it reduces
the chances of dismissing the selection during the composition of the development
method. We identify those warnings by checking the selected development support
steps against the selected tools.

* Missing Default Artifact Warning: This warning states that one of the development
support artifacts is not set as default for the building block. This should be resolved as

it reduces the chances of dismissing the selection during the composition of the devel-
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opment method. We identify those warnings by checking the selected development

support artifacts for their default setting.

* Missing Input Step Artifact Error: This error states an execution step input artifact is
not connected to an input artifact or an execution step output artifact. This needs to be
resolved as otherwise, the execution step can not be executed. We identify those errors
by checking the inputs of all execution steps for their connections.

* Missing Output Artifact Error: This error states that a modularized output artifact is not
connected to an existing output step artifact. This needs to be resolved as otherwise, the
output artifact can not be created during the conduction of the development step. We

identify those errors by checking all modularized output artifacts for their connections.

Moreover, interfaces and hooks are used during the composition of the development
support steps. Here, the support tools provide interfaces to gather information about the
development steps to conduct, including the steps’ descriptions, input artifacts, and output
artifacts. Moreover, each step might provide a hook with a form to configure the step during
the composition of the development support. Here, those forms can be freely combined out
of text and selection lists together with buttons. Moreover, the forms might be dynamically
filled during the composition of the development support steps.

One example of such development support for the Business Model Development can be
seen in Figure 7.5. Here, we use the CanvasTool and the CanvasMetaArtifact. The support
is provided by the three Execution Steps (i.e., Stepl, Step2, Step3), which are related to the
Development Support Steps of CreateCanvas, EditCanvas, and RefineCanvas. Between those
steps, the Artifact is transferred until it is used as an OutputArtifactGroupltem. Moreover, we
also provide a hook for the CreateCanvas step to allow the selection of a specific canvas model
where we specify the Business Model Canvas during the construction of the development
support steps. With this, we avoid setting the specific canvas by the Business Developer
during the conduction of the development step.

The Composition of the Development Support Artifacts is done during the domain-
specific composition of the modeling artifacts, as explained for the canvas artifacts in Section
6.4. Here, the Method Engineer constructs the development out of Method Building Blocks
and, optionally, Method Patterns, including building blocks with development support. Here,
he chooses different selections for the stakeholders, artifacts, and tools. Moreover, he
discovers the different execution steps. To provide flexibility during the composition, we
created a hook for a customized form similar to the provision of development support for
artifacts. That hook might be, for example, used to configure the composition of different

related artifacts or select created artifacts from the provided knowledge. However, for this,
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Fig. 7.7 Exemplary Method Building Block for the Modularization

we leave the whole flexibility to the Development Support Developer of the Development
Support Module and the corresponding Development Support Meta Artifact. During the
selection of the building block’s tools and artifacts, the modeling artifact’s quality needs to
be controlled. Here, within our approach, we ensure that the default values for the input and
output artifacts and that the connected tools are not deactivated, which would result in errors
by enacting the development method.

One example here is the Canvas Module, which is explained in Figure 7.5. Here, the
composition of the model is shown in Section 6.5. To connect the composition of the method
to the composition of the models, we created a form as a hook for the CreateCanvas step
where the Method Engineer can choose an existing composed model from a selection list or

click on a button to compose a new one. By clicking this button, he is forwarded to a specific
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part of the tool for the composition within the Canvas Support Tool and backward after he

composed the models. After that, he can choose the composed model in the selection list.
After the Method Engineer has added the development support to the building blocks and

composed the development method with the corresponding artifacts, the Business Developer

can use the development support during the enactment.

7.2.3 Enactment of Development Support

After the Development Support Steps have been composed during the creation of the Method
Building Blocks in the knowledge provision of methods and models, and additionally, for the
Development Support Artifacts, in the composition of the development method, the Business
Developer enacts those support in the enactment of the development method. To support
the enactment, we have extended our Process Engine, as shown in Figure 7.8. Here, the
Execution Manager is responsible for executing the different Development Support Steps
of the Development Support Tools. Here, when the Business Developer starts to conduct
a development step, the engine checks if the connected Method Building Block contains
composed Execution Steps. If this is the case, the engine pipelines the Business Developer
through the different Execution Steps. During this pipelining of the steps, it exchanges the
current state of the Development Support Artifacts based on their Development Support Meta
Artifacts with the Artifact Manager. Here, the created and/or modified Development Support
Artifacts are stored temporarily during the execution of the steps and permanently after the
whole development step. Moreover, the Collaboration Manager allows the communication
of different Stakeholders during each step. Here, each step is connected to a discussion board
to allow collaboration of the stakeholders and reason the information within the artifacts.
Based on that extended engine, the Business Developer can conduct development steps and/or
create (modularized) artifacts independently.

The Conduction of Development Steps can be done by selecting a predefined develop-
ment step from the Kanban board or a flexible development step from the Method Repository.
While the predefined development step is already configured, the flexible one needs to be
configured by the Business Developer to use the corresponding Development Support Tool. It
the development step contains execution steps, those are enacted by the Execution Manager.
The manager then executed the steps after each other by receiving the hooks for execution
from the Development Support Tool. Each hook contains a dedicated software component
that should be integrated into the step management. Here, the software component can
be freely designed by the Development Support Developer with the hook and interface
constraints made by the Meta-Development Support Developer. This is done with the support
of the source link to the tool and the identifier of the Development Support Step. Based on
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Fig. 7.8 Extension of the Process Engine for the Modularization

these constraints, the manager established the pipelining of artifacts between the different
components. Here, every component might exchange data with the corresponding Devel-
opment Support Meta Artifact, which is also designed as a separate component. Here, the
identification is made with the source link to the meta artifact and the identifier of the artifact.
Moreover, each meta artifact is self-responsible for its own storage management within the
database, which increases the overall flexibility of the solution. Here, the components for the
Development Support Steps and the components for the Development Support Meta Artifacts
are completely free in their implementation as long as they provide the functionalities (i.e.,
interfaces, hooks) that are needed by the extended process execution engine (see also the
modularization in Section 8.1 for all needed functionalities). Because the whole storage
management of the Development Support Meta Artifacts is implemented internally, we need
to provide some interfaces to get the name of an artifact, copy it, and remove it. During each
execution step, a collaboration of different stakeholders is possible with the Collaboration
Manager, and at the end, the created or modified artifacts are stored as references within the
Artifact Manager.

One example here is the Canvas Module which communication of the Development
Support Tool and the Development Support Meta Artifact can be seen in Figure 7.9. Here, we
assume that we already created a Business Model Canvas as Development Support Artifact
during the provision of development support. Based on that, the Business Model Development
consists of the three execution steps of CreateCanvas, EditEdit, and RefineCanvas. Here,
the Canvas Tool has a source link (i.e., canvas/tool) where a specific interface can be
triggered with an identifier (e.g., createcanvas) to receive the specific component (e.g.,
CreateCanvasStepComponent) that can be used as a hook for the execution steps. During

each step, the component communicates with the Canvas Artifact Meta Component, which
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Fig. 7.9 Exemplary Usage of the Execution Manager for the Modularization

is identified by the link to the source (i.e., canvas/artifacts). While during the first step, the
Business Model Canvas is selected as the default artifact (i.e., business model canvas) and
the canvas is directly created (i.e., bmc), the other steps provide continuous communication
between both components until each step is finished. As a result, the Business Model Canvas
(i.e., bmc) is created as a Modularized Output tArtifact.

The Creation of (Modularized) Artifacts should also be done by the Business Developer,
independently from the development steps, to allow flexibility in the BMD. For that, the
solution provides the Artifact Manager, where existing artifacts can be viewed, updated,
and deleted, and new artifacts can be created. Here, the Business Developer chooses the
(Modularized) Artifact to create from the Method Repository in the Artifacts Manager.
Depending on the type of artifact, the manager internally starts the Information Artifact
creation process or the Modularized Artifact creation process from the Development Support
Meta Artifact. Here, the source link and the identifier establish the connection between the
artifact and the meta artifact. For that, each meta artifact needs to provide hooks for viewing,
editing, and deleting created Modularized Artifacts together with an interface to delete them.
Here, again, the Development Support Developer can decide if he wants to implement those
functionalities within the Development Support Meta Artifacts or connects the functionalities
from the Development Support Tool. Inside those hooks, communication between different
stakeholders using the collaboration manager is also possible to support the development
process.

One example here is our Canvas Module, where different canvas models should be
creatable without the usage of a Method Building Block. Here, we provide the Canvas Meta
Artifact with the hooks for creating, viewing, and updating specific Canvas Artifacts together

with an interface to delete them. With this, the Artifact Manager can handle the independent
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management. As we want to keep the meta artifact as small as possible, those hooks were
implemented in the Canvas Tool and connected in the Canvas Meta Artifact. Moreover, while
developing the Canvas Module, we take care to design a Canvas Meta Artifact that can be
easily used by other modules, as canvas models are the de-facto standard in BMD.

Within the conduction of development steps and the creation of artifacts, the Business De-
veloper can use different types of support modules that can be developed by the Development

Support Developers.

7.3 Types of Support Modules

The development can be supported by different support modules for the different support
forms (e.g., visualization, design, development) and various phases (e.g., discover, design,
validate) of BMD. Here, we already classified different BMDSSs into modeling & configura-
tion, analysis & simulation, and evolution & validation within our tool analysis conducted in
Appendix A. In the thesis, as shown in Figure 7.10, we present different exemplary modules
to show the overall applicability of our concept. Those are an integrated visualization- and
design-support module (i.e., Canvas Module) that meta artifact is made for reusability in
other modules, an internal decision-support module (i.e., HypoMoMap Module) that presents
a specific solution for the model-based validation, and an external decision-support platform
(i.e., CPBV Platform) that work independently of the solution. With those predefined mod-
ules, we ensure the out-of-the-box usage of development support within our solution for the
Method Engineer and the Business Developer.
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Fig. 7.10 Exemplary Modules for Development Support

In this section, we first show our integrated Canvas Module to design the business
model based on the canvas model repository (7.3.1). Next, we present the internal Hypothesis

Modeling and Mapping Module that supports validating business models and product features
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(7.3.2). Last, also for the validation of business models and connected prototypes, we show
the external Crowd-based Prototype Validation Platform (7.3.3).

7.3.1 Integrated Canvas Module

The integrated Canvas Module [GKE21, GYNE22a] is a development support for the design
phase. Here, the idea is to provide guidance on different elements for different canvas models
based on predefined knowledge in the existing Canvas Model Repository. For that, we based
our approach on the hierarchical modeling of requirements engineering [DFH16], where
different relationships between the requirements (e.g., one requirement supports or hurts
another one) are modeled. We combine that with feature models [ABKS13], where also
relationships between the features exist, and selections of those features are made. Based on
that, we model the canvas elements of the canvas models by providing a structured derivation
of the elements to fill out the canvas models from those hierarchies. Moreover, we provide
additional functionalities, like the detection of patterns that are modeled as a subset of
elements.

The support module can be directly used within our solution. For that, the Method Engi-
neer creates different building blocks like Business Model Development or Value Proposition
Development with the Canvas Tool as Modularized Tool and the corresponding Modularized
Output Artifacts like Business Model Canvas or Value Proposition Canvas. Moreover, he
defines the different Support Steps, like Create Canvas, Edit Canvas, Refine Canvas in those
building blocks. In the following, we give an overview of the module, the provided meta
artifact, and the provided tool. The implementation (see Section 8.2.2) and evaluation (see
Sections 4.2, 9.1, 9.2) are shown in separate chapters.

Module Overview The Canvas Module consists of a development process, which is based
on the creation of canvas artifacts in Section 6.3.2, and a visual notation, which is based on
the creation of the canvas models in Section 5.3.3. Here, the development process is split up
into the two partly interchanging phases of creation and refinement.

In the Creation Phase, the Business Developer fills out a Canvas Artifacts (e.g., Value
Proposition Canvas, Business Model Canvas) for the first time. He can select the corre-
sponding Canvas Elements from the Canvas Building Blocks or create new elements for the
model. Here, he might use the existing guiding questions and examples as support for his
ideation. Moreover, he can also use existing literature about possible business models like
the Business Model Generation book [OP10] or about potential business model patterns like
the Business Model Navigator pattern cards [GFC14] as input. For the best results during
the refinement phase, he needs to look up an existing similar element in the repository with a
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search functionality before creating a new one from scratch. The modeling of the repository
is described in Section 5.3.3.

In the Refinement Phase, the Business Developer improves the filled-out Canvas Ar-
tifacts with the knowledge of the Canvas Model Repository. Based on that knowledge, he
receives hints for possible strengths and weaknesses of his models, the search and identifi-
cation of patterns, and the comparison against existing organizations. Moreover, he has the
possibility to add competitors that models should be compared with his own designed one.
For that, we provide the following guidance mechanisms:

* Discovering Business Elements: First, during the design of new business models,
the knowledge is used as a library to discover possible business model elements that
the Business Developer might use. By providing descriptions for all elements, the
library ensures a common understanding between the Business Developer and other
Stakeholders. Moreover, the module provides the functionality to check the designed
business model against the defined constraints (modeled as requires relationship and
excludes relationships), which supports the Business Developer in building effective
business models.

» Suggesting Business Patterns: Next, the existing knowledge is also used to suggest
possible business model improvements to the Business Developer. For this, the module
provides functionalities to suggest possible business model patterns if parts of the
patterns are already used in the business model. Moreover, it supports the analysis
of strengths (modeled as support relationships) and weaknesses (modeled as hurt
relationships). This supports the Business Developer in focusing on the most critical

parts of the business model.

* Comparing Business Models: Finally, the Business Developer compares their designed
business models with examples of the knowledge. Here, it is possible to directly
choose competitors’ business models to analyze competitive advantages by differences
in the selected elements. Moreover, it is possible to search for similar existing business
models in the whole library by matching the own selected elements and the elements
of the organizations. These organizations, in turn, can be analyzed by the Business

Developer to gather more insights into his own business.

Based on the results of the guidance, the Business Developer has the option to choose
to improve the design of his canvas artifact or finish the design and start with the next

development step.
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Provided Meta Artifact The module is based on the Canvas Meta Artifact, where multiple
Canvas Artifacts (e.g., BMC, VPC) are created dynamically by the Method Engineer during
the knowledge provision. Here, he uses the existing Canvas Model Repository to create
canvas models with their structure and possible relationships, as explained in Section 5.3.3.
One exemplary canvas model where we provide design support is the Business Model Canvas,

as shown in Figure 7.11.
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Fig. 7.11 Exemplary Visual Notation for the Canvas Artifact

The Business Model Canvas consists of the nine building blocks where Elements (e.g.,
Infrastructure Provider) are used to fill them. The Method Engineer provides additional
information during the knowledge provision, see Section 5.3.3, that the Business Developer
uses. Here, Instances group a set of elements to a pattern or organization (e.g., Zalando
with Mass Market and Influencer Marketing). Moreover, hard constraints of Requiring (e.g.,
Infrastructure Provider requires Infrastructure Costs) and Excluding (e.g., Save Privacy
excludes Advertisement) relationships might be defined. Last soft constraints of Supporting
(e.g., Marketing supports Marketing Costs) and Hurting (e.g., Low Price Strategy hurts
Influencer Marketing) relationships might be modeled.
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Provided Tool To use the corresponding meta artifact, we provide the Canvas Tool. Here,
the tool is able to create new and modify existing canvas models, providing guidance in the
creation process and a comparison against other canvas models. To support the development,
we provide a hook in the knowledge provision to add different canvas models as supporting
artifacts together with creating canvas elements and canvas building blocks. While a hook
creates the selection of the exact canvas model during the creation of method building blocks
for the Create Canvas Model support step, the composition is supported by a hook for the
model composition during the composition of the development method for the same step.
Each support step, in turn, is supported by a single component as a hook during the enactment.
To compose the Method Building Blocks, the Method Engineer chooses from the following
Development Support Steps. Here, all support steps, excluding the initial creation, have a
Canvas Meta Artifact as Input Step Artifact and Output Step Artifact:

* Create Canvas: The step creates an empty Canvas Artifact of the configured canvas
model that should be filled with elements in the next support steps.

 Edit Canvas: The step is used to edit an existing Canvas Artifact by adding, modifying,

and removing specific elements.

* View Canvas: The step is used to view an existing Canvas Artifact with its elements

based on the configured canvas model.

* Refine Canvas: The step is used to refine an existing Canvas Artifact by using the hints

and patterns from the composed model.

* Create Competitors: The step is used to create competitors on the existing Canvas

Artifact that are used for a competitor analysis in the next support steps.

» Edit Competitors: The step is used to edit the existing Canvas Artifact by modifying

or removing the created competitors.

* Compare Competitors: The step is used to compare the existing Canvas Artifact with

the created competitors within a competitor analysis.

Apart from the integrated Canvas Module, the Method Engineer might also use the
internal hypothesis modeling and mapping module to support the validation phase of the

Business Developer.
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7.3.2 Internal Hypothesis Modeling and Mapping Module

The internal Hypothesis Modeling and Mapping (HypoMoMap) Module [GYE20] is a devel-
opment support for the validation phase. Here, the idea is to provide a validation of customer
needs, including business models and product features, that are interpreted as hypotheses,
which need to be validated or disapproved by conducting experiments with the customer
[MWA19]. For that, we based our approach on goal-oriented requirements engineering that
is used to structure requirements as interrelated goals [vanO1] that needs to be proofed over
time. We transfer that concept to hypothesis engineering by modeling the hypothesis and
experiments as hierarchies with a mapping between them to mark which hypothesis can be
validated by which experiments. Moreover, we provide an approach to iteratively select the
optimal experiments that should be conducted to validate the customer needs.

The module can be directly used within our solution. For that, the Method Engineer
creates a Hypothesis-based Validation building block with the HypoMoMap Tool as Modu-
larized Tool and the HypoMoMap as Modularized Output Artifact. Moreover, he defines the
different Support Steps, like Create HypoMoMap, Edit HypoMoMap, Execute Experiments
in those building blocks. In the following, we give an overview of the module, the provided
meta artifact, and the provided tool. The implementation (see Section 8.2.2) and evaluation

(see Section 4.2) are shown in separate chapters.

Module Overview The HypoMoMap Module consists of a development process, which
is split up into the development support steps, and a visual notation, which is provided as a
meta artifact that contains a single static artifact. Here, the development process is divided
into the two partly interchanging phases of creation and validation.

In the Creation Phase, the Business Developer has to define hypotheses and experiments
at the beginning. While the hypotheses of the business model and the product features can
be derived from the business strategy and its product goals [OB14], the experiments can be
chosen from existing libraries [BO20]. Based on this, he needs to create a visual notation of
the Hypotheses Lake for modeling the hypothesis to validate and Experimentation Island for
modeling the experiment to conduct, as exemplarily shown for the meta artifact in Figure
7.12. For this, the hypotheses and experiments are structured in interrelated hierarchies. Here,
each hypothesis has to be decomposed into separately validatable units, which are connected
with AND/OR relationships. With the term validatable units, we mean to split the hypotheses
into small assumptions, which can be validated with strong evidence within an experiment.
Moreover, the validation of these small assumptions can support the validation/disapproval
of different hypotheses. While in the beginning, all hypotheses are labeled with the type

untested with no estimated evidence, the Business Developer has to estimate the evidence and
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costs of the experiments or use the predefined values of the Method Engineer. Those prefined
values can be deposited during the knowledge provision. To support this process, he can
use the experimentation catalog, which has been proposed in [BO20]. Moreover, he has to
prioritize the essential hypothesis to consider at the beginning. After that, he needs to create
the mapping of hypotheses to experiments where all hypotheses are mapped to experiments
that can be used for validation. Here it is crucial to choose alternative experiments for
each hypothesis so that different hypotheses can be validated/disapproved with the same
experiment.

In the Validation Phase, the Business Developer has to choose and conduct experiments
iteratively. Because this choice is a critical part, we provide three different techniques, which

have different outcomes and are, therefore, used for different settings:

* Highest Priority: With this setting, a hypothesis with the highest priority is chosen.
This setting is also used by other models [OB14, FSMM17] and ensures that the most

important assumptions are validated first.

* Best Estimated Ratio: With this setting, an experiment with the maximum of hypothe-
ses evidence gain, which can be validated in a single execution of the experiment in
comparison to the costs of the experiment, is chosen. The hypotheses evidence gain is
defined by the accumulated evidence scores between the current evidence score and the
estimated evidence score with the experiment of all selected hypotheses. This setting

is used to maximize the validated learning by also considering the costs.

* Best Discounted Ratio: Within this setting, the hypotheses evidence gained from single
hypotheses in the best-estimated ratio is discounted with their priority. With this, a

focus the validated learning on the most critical assumptions is established.

After conducting the selected experiment, the Hypotheses Lake and Experimentation Island
have to be updated. For this, each tested hypothesis is typed as validated or disapproved with
the evidence score of the experiment. Additionally, the evidence scores are propagated to
the higher levels of the hierarchy. While with an OR-relationship, the higher hypothesis is
set to the evidence score of the lower hypothesis, the AND-relationship assumes the lowest
evidence score of all lower hypotheses. Moreover, new hypotheses that are derived from the
experiment can be added to the model. In the end, the mapping of hypotheses to experiments
needs to be updated. For this, all mappings between hypotheses and experiments which
do not provide further evidence gain are removed. Moreover, the mappings between new
hypotheses and experiments might be needed. The validation phase is repeated until there is
no further experiment on the Experimentation Island that provides additional evidence for

the hypotheses of the Hypotheses Lake.
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Provided Meta Artifact The module is based on the HypoMoMap Meta Artifact, where, in
contrast to the Canvas Meta Artifact, just a single HypoMoMap Artifact is statically created.
Here, that artifact, which exemplary visual notation is shown in Figure 7.12, consists of a
Hypotheses Lake and an Experimentation Island.
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Fig. 7.12 Exemplary Visual Notation for the HypoMoMap Artifact

In the Hypotheses Lake, different elements of hypotheses (i.e., Validated Hypotheses,
Disapproved Hypotheses, Untested Hypotheses) are modeled with corresponding estimated
evidence (e.g., Kids with a score of 2) and a priority (e.g., Kids with a priority of 2). The

hypotheses can interrelate in a hierarchical order similar to the Canvas Building Blocks
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in Section 5.3.2 (e.g., Customer is decomposed into Kids). The hierarchy can be made
with AND/OR relationships. While with an OR-relationship, each hypothesis in a higher
hierarchy level can be validated with a single lower interrelated hypothesis (e.g., Customer or
Kids), the AND-relationship provides only validation to a higher hypothesis by validating all
lower interrelated hypotheses (e.g., Kids into Age and Gender). Moreover, each hypothesis
is mapped to the experiments, which are used to validate or disprove the hypothesis (e.g.,
validate Gender with Data Analysis). For the mapping, we explicitly model the metric used
to validate the hypothesis so that during the conduction of the experiments, different metrics
might need to be measured (e.g., Gender Distribution for Gender).

On the Experimentation Island, different elements of experiments (e.g., Data Analysis)
and corresponding artifacts (e.g., Customer Data) are chosen. Each experiment has estimated
evidence and costs (e.g., Data Analysis with a score of 3 and costs of 3) and can use different
provided artifacts. Moreover, the experiments can be decomposed into more accurate
experiments of the same type (e.g., Customer Analysis to Data Analysis and Customer

Survey).

Provided Tool To use the corresponding meta artifact, we provide the HypoMapMap Tool.
Here, the tool is able to model and map the hypotheses and experiments as well as choose
and conduct the experiments. To reduce the configuration time, we provide a hook in the
knowledge provision to add experiments and artifacts in a structured form by the Method
Engineer so that they can be used for different validation steps by the Business Developer. To
compose the Method Building Blocks, the Method Engineer can choose from the following
Development Support Steps. Here, all support steps, excluding the initial creation, have a
HypoMoMap Meta Artifact as Input Step Artifact and Output Step Artifact:

* Create HypoMoMap: The step creates an empty HypoMoMap Artifact that should be
filled with hypotheses and experiments during the next support steps.

Edit HypoMoMap: The step is used to edit an existing HypoMoMap Artifact by adding,

modifying, and removing specific hypotheses and experiments.

* View HypoMoMap: The step is used to view an existing HypoMoMap Artifact with its
executed experiments and the validation state of the hypotheses.

Add Hypotheses: The step is used to add new hypotheses to an existing HypoMoMap
Artifact that should be validated within the experiments.

* Add Experiments: The step is used to add new experiments to an existing HypoMoMap

Artifact and create a mapping to the existing hypotheses.
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» Execute Experiments: The step is used to conduct certain experiments from an existing

HypoMoMap Artifact by providing different selection options for the experiments.

Instead of the internal HypoMoMap Module, the Method Engineer might also use the
external crowd-based prototype validation platform to support the validation phase of the

Business Developer.

7.3.3 [External Crowd-based Prototype Validation Platform

The external Crowd-based Prototype Validation (CBPV) Platform [GAYE21, GPYE22] is the
largest development support for the validation phase that we have created within our thesis.
Here, the idea is to use aggregated user feedback that can be provided iteratively on software
prototypes, including product features and the business model, before the development to
judge the idea behind the product and save development resources [LM16]. For that, we
based our solution on crowdsourcing techniques [Leil2] that can be used to collect feedback
from many potential users. Here, the collaborative intelligence of many potential users is able
to reduce the bias of the single business developer [BS07] and therefore support the product
validation. The platform is an external software artifact that is not directly integrated as an
Development Support Module. However, the Method Engineer can create a Crowd-based
Validation building block with the CBPV Platform as Tool, and Prototype Information as
possible Output Information Artifact.

To design the platform, we conducted a separate DSR study with three design cycles to
develop a platform for software developers to support the prototype validation process using
the crowd. We evaluated the third cycle of the thesis and the second cycle of the platform
in the same user study as presented in Section 9.2. Within the platform study, we provided
abstracted design knowledge in the form of design principles and an overall solution concept,
together with a situated implementation of design features and a software artifact. While in
the following, we present our underlying research approach, the derived design principles
and the conceptual solution design, the situated implementation (see Section 8.2.2), and

evaluation (see Section 9.2) are shown in separate chapters.

Research Approach As a research approach, we use DSR to gain abstracted design
knowledge about the crowd-validation of software prototypes that different software designers
can implement into their new and existing software tools. With this study, we aim to answer
the RQ of how to design platforms that integrate crowdsourcing techniques in the iterative
validation of prototypes. For DSR, we use the cycle of Kuechler and Vaishnavi [KV08] that

is also used within the overall research approach of our thesis as presented in Section 1.2.
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Within this study, we aim to solve the problem of crowd-validation of mobile application
prototypes but also ensure that they can be generalized to related application areas. For
this, we use design principles (DP) to codify the knowledge in a transferable way [GKS20].
Moreover, we base our DSR on the opportunity creation theory (OCT) [ABA13], as also used
in our overall research approach, as kernel theory to stick in line with similar approaches like
business model validation [DLE17] or venture ideation [Vog17] from digital entrepreneurship
[Nam17]. The cycle, as shown in Figure 7.13, consists of the following five iteratively
conducted steps. First, we identify the (/) Awareness of [the] Problem based on a real-world
problem and provide a (2) Suggestion of a possible solution. Next, we work on the (3)
Development of the software artifact and conduct an (4) Evaluation of it. Based on the
evaluation results, another iteration is conducted, and/or our research contributions as (5)
Conclusion are provided. The contribution of our study, compared to the contribution types
in Figure 1.6, are the nascent design theory of our design principles (Level 2) together with

the situation implementation of our software platform (Level 1).
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Fig. 7.13 DSR Process for the CPBV Platform

In the First Cycle, we got aware of the problem by conducting a literature review and tool
analysis in the application areas of lean development, UI prototyping, and crowdsourcing to

derive initial design requirements (DRs) for our approach. Based on mapping the theoretical
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and empirical DRs, we suggested our first design principles (DPs) together with a preliminary
concept. Out of that DPs we developed the first design features (DFs) and instantiated them
in a software prototype. Last, we evaluated them in an online expert workshop (n=6), where
we explained the overall concept, showed the software platform, and asked for feedback.
Subsequently, we gave the experts access to the platform. We sent out a questionnaire to rate
the importance of the DPs and provide feedback on the overall idea, the proposed solution,
the current drawbacks of the platform, and additional feedback.

In the Second Cycle, we took the lessons learned from the expert workshop together
with additional literature to revisit the underlying DRs. Based on that, we also revisited our
DPs and the suggested concept. This lead also to a redevelopment of the DFs and a complete
new instantiation of the software prototype. We evaluated the DPs and the prototype in a
student seminar on the lean development of mobile applications. Here, the students (n=14)
were divided into different groups (g=6) to develop an idea for an app within the seminar
iteratively. Here, one student per group needed to upload their prototype with questions
to the platform. Next, every student gave feedback on two predetermined prototypes by
answering the questions that could be used to improve the prototypes. Last, the students
evaluated the prototype of the platform on the platform itself by rating the importance of the
DPs together with feedback on the overall idea, the proposed solution, the current drawbacks
of the platform, and additional feedback.

In the Third Cycle, which results are also shown within this thesis, we took the lessons
learned from the user study to revisit our DRs. Out of that, we improved the DPs and the
overall solution concept. Moreover, we improved the DFs and the existing software platform
based on those changes. We evaluated the DPs and the prototype similar to the second
cycle in a student lecture for the systematic development of AR/VR applications. Within the
lecture, the students (n=26) had a mini project where they needed to develop such an AR/VR
application in a group (g=8). Again, one student needed to upload the prototype, each student
needed to evaluate two predefined prototypes, and all students needed to evaluate the DPs

together with the platform.

Derived Design Principles We codify our abstracted design knowledge during the design
science study within the DPs. Here, each DP shows a certain aspect of the platform and is
based on the revisited DRs during the three cycles. Here, those DRs were derived from a
literature review and tool analysis on the topics of lean development, UI prototyping, and
crowdsourcing. In the following, we show the nine DPs together with references to literature
and tools that build the foundation for the mapped DRs.
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DP 1: User Variety states that the solution should provide functions for integrating
different internal and external users (e.g., platform user, crowd worker) to allow developers
to participate with a heterogeneous group of users within the validation process. In liter-
ature, this is reasoned by the fact that developers in early product development have high
uncertainties that can be validated by testing the underlying assumptions [Blal3]. By using
the knowledge of a crowd, the assumptions can be proven [MNJR16], and the biases of
the developers can be reduced [BSO7]. Here, the users can come from internal sources like
employees or external sources like Amazon Mechanical Turk!.

DP 2: Task Iteration states that the solution should provide functions for conducting
tasks iteratively to allow developers an incremental improvement of the prototypes over time.
In literature, this is reasoned by the fact that user feedback could support the adjustment
of product features [Riel4] and the business model [McG10] to the market. For that, that
feedback can be provided by a crowd of users like with ClickWorker? where the rapidness of
the given feedback is a critical factor of success [Blal3].

DP 3: Prototype Diversity states that the solution should provide functions for inte-
grating different types of prototyping (e.g., mockups, click dummies) to allow developers a
flexible choice for their current validation developments. In literature, this is reasoned by
the fact that depending on the stage of the product development, also different prototypes
like textual descriptions, images, or click dummies can be used [LCK ™ 11]. Here, different
prototypes can ensure the refinement of the product features or business model over time
[OB15]. For the visualizations, also external tools like Figma3 can be used.

DP 4: Feedback Diversity states that the solution should provide functions for integrating
different types of feedback (e.g., free texts, ratings) to allow developers a flexible choice for
their current validation challenges. In literature, this is reasoned by the fact that depending
on the type of the development stage also, different types of feedback are necessary [BO20].
Depending on the type of test, that feedback can consist of qualitative or quantitative
information [OB15]. Different types of feedback are also integrated within the prototyping
tool of UIGiants*.

DP 5: Filter Mechanisms states that the solution should provide functions for the
filtering between users and tasks to allow developers and users to shortlist evaluations based
on specific criteria (e.g., skill set, interests). In literature, this is reasoned by the fact that to
ensure the quality of the feedback, the tasks must be just conducted by users of a relevant

target group of the developer [MYW ™ 15]. Conversely, users should see only tasks in which

'Website of Amazon Mechanical Turk: https://www.mturk.com
2Website of ClickWorker: https://clickworker.com

3Website of Figma: https://www.figma.com

“Website of UlGiants: https://www.uigiants.com
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they are interested [KCS08]. Amazon Mechanical Turk also uses two-sided filtering between
the task provider and the crowd worker.

DP 6: Aggregation Mechanisms states that the solution should provide functions for
aggregating and visualizing the feedback to allow developers to provide understandable
and traceable improvements to the prototypes. In literature, this is reasoned by the fact that
depending on the number of individual user feedback, it could be a time-consuming and
challenging activity to process them. Here, the feedback should be provided to the developer
in an aggregated form for fast processing [GSS™11]. Moreover, appropriate visualizations
should support the developers in interpreting the feedback [XHB14]. ClickWorker also
aggregates the results of conducted tasks from different crowd workers.

DP 7: Incentive Mechanisms states that the solution should provide functions for
supporting extrinsic and intrinsic incentives (e.g., rank lists, money) to allow developers
to motivate users in the validation process. In literature, this is reasoned by the fact that
giving valuable feedback is time-consuming and should ideally be done regularly [Riel4].
Therefore, users should be offered extrinsic incentives like money or intrinsic incentives like
fame [HH12]. While money is used as an extrinsic incentive by Amazon Mechanical Turk,
intrinsic incentives like ratings and views are used by social media platforms like YouTube".

DP 8: Non-Disclosure Mechanisms states that the solution should provide functions for
integrating non-disclosure agreements to allow developers to protect their prototypes from
user thefts. In literature, this is reasoned by the fact that developing new ideas is a creative
and challenging activity that often needs the collaboration of various stakeholders [EBL16].
Depending on the trust between the developers and the users, non-disclosure agreements can
be necessary for a more intensive idea exchange [FCP12]. Those agreements are also often
requested by clients on projects with a larger volume on the micro job platform Fiverr .

DP 9: Governance Mechanisms states that the solution should provide functions for
integrating governance into the process to allow the platform owner to take necessary actions
against developers and users that misusage the validation process. In literature, this is
reasoned by the fact that providing valuable interactions between the developers and the users
is the key task for the platform to stay successful. Good governance of those interactions
will let the users stick much longer on the platform [ES16]. Here, governance in terms of
policies, regulations, and accountability should be provided by the platform [PvC16]. This,
in turn, must be implemented in nearly every platform like Innocentive 7, which aims to

solve problems.

SWebsite of YouTube: https://www.youtube.com/
%Website of Fiverr: https://www.fiverr.com
"Website of Innocentive: https://www.innocentive.com
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Conceptualized Solution Design Out of the codified DPs for the abstracted design knowl-
edge, we conceptualize an overall solution design of the CBPV platform as visualized in
Figure 7.14. It consists of the three roles of the Developer, the User, and the Platform Owner
and the five components of the Task Creation, the Task Conduction, the Task Evaluation, the
Task Incentivisation, and the Task Approval.
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Fig. 7.14 Solution Design for the CPBV Platform

In the beginning, different Developers and Users (i.e., DP 1) register to the platform,
each with a specific profile of their skills. After that, the Developer creates a new or iterates
an existing task (i.e., DP 2) in the Task Creation by creating different types of prototypes
(i.e., DP 3), preparing different types of questions (i.e., DP 4), and selecting specific criteria
for users (i.e., DP 5). Next, the User selects different tasks (i.e., DP 5) in the Task Evaluation,
depending on the approval process, executes the prototype (i.e., DP 3), and provides feedback
(i.e., DP 4). This feedback is aggregated and visualized (i.e., DP 6) in the Task Evaluation
and displayed to the Developer. Based on that, the Developer can provide intrinsic and
extrinsic incentives (i.e., DP 7) to the Users in the Task Incentivisation. Moreover, the
Developer can decide on an automatic selection of access to the prototypes with or without
the usage of a non-disclosure agreement (i.e., DP 8) in the Task Approval. Here, a manual

selection is possible where the users ask for approval and get access to the prototype. Last,
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the Platform Owner governs the whole platform against misuse (i.e., DP 9) by moderating

developers/users and tasks.

7.4 Summary

Within this chapter, we have provided the conceptual solution for our third stage in support
of the development steps. For that, we have shown the modeling and integration of support
modules together with their construction and execution for concrete development steps.
Moreover, we have provided three exemplary modules that can be used to support the
development of business models.

For the Development Support Modularization, we have defined an extension for the
method elements to allow the atomic modeling of support tools and meta artifacts. Based on
that, we have extended the method building blocks to allow the composition of development
support steps for a single building block. Last, we have shown the enactment of that
development support based on the execution of those support steps in those building blocks.

For the Module Types, we have provided the integrated canvas module to allow support
in the design of canvas models based on the canvas model repository. Moreover, we have
presented the internal HypoMoMap module that allows the continuous validation of assump-
tions about the business model and the product features. Last, the external CBPV platform
allows the continuous validation of different prototypes with feedback from the crowd.

Based on the support of development steps and the other two previous stages, we will
show the situated implementation of our solution within the next chapter. Here, we will show
our underlying modularized architecture with a general overview and a focus on the usage of
the support modules. Moreover, we will show our implemented software tool together with

the developed support modules.
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Chapter 8
Implementation

In the previous chapters, we showed a conceptual overview together with detailed instructions
about all three stages of our approach. Based on that, this chapter presents the modularized
architecture for our solution together with an implemented software tool. For that, we first
introduce our modularized architecture on which the software tool relies, together with
the technologies used (8.1). Based on that, we present our software tool together with the

implemented support modules (8.2). Last, we summarize the results of both (8.3).

8.1 Modularized Architecture

In this thesis, we have proposed a situation-specific BMD approach in the application domain
of software ecosystems. For that, we have presented a solution with the three stages of
knowledge provision of methods and models, composition and enactment of development
methods, and support of development steps. Based on that, we designed a modularized
architecture for a software tool that covers all those stages. Inside that architecture, we focus
on the extensibility by using different development support modules.

In this section, we first introduce our designed architecture with the integration of the
development support modules (8.1.1). Based on that, we present the applied technologies to
the architecture to develop the software tool (8.1.2).

8.1.1 Designed Architecture

The designed architecture is used to structure the development of the software tool. An
overview of that Modularized Architecture 1s presented in Figure 8.1. Here, we have the
main components of the Knowledge Provision Manager, which is responsible for managing
the knowledge of the methods and the different meta artifacts, the Development Method
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Composer, which is responsible for composing the development method based on the
method and the connected meta artifacts, and the Development Method Enactor, which is
responsible for enacting the development methods and conducting of development steps to
create artifacts. All main components are connected to the Development Support Modules,
which are responsible for providing development support for certain development steps. The
component diagram of our modularized architecture, which is explained in more detail in the

next paragraphs, can be seen in Figure 8.2.

Modularized Architecture
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Fig. 8.1 Overview of the Modularized Architecture

In the Knowledge Provision Manager, we have the Method Provider, which is responsi-
ble for creating the method repository, as shown in Section 5.2. Within the method provider,
the method elements, method building blocks, and method patterns are created. Moreover,
the provider composes the development support steps by using the Support Step Information
Interface and additional Support Step Configuration Hooks from the Development Support
Tools as presented in Section 7.2.2. With those steps, the provider interacts with instances of
the Development Support Meta Artifact that are provided by the Meta Artifact Information
Interface, as explained in Section 7.2.1. To use those support tools and meta artifacts of the
Modules, the Module Provider contains a Module Registry to integrate different Development
Support Modules in the software tool. The meta artifacts are also able to provide an Artifact
Provision Hook, which is enabled by the Meta Artifact Provider. One example of such an
artifact provider would be the creation of the canvas model repository, as shown in Section
5.3. Here, within that specific artifact provider, the canvas elements, canvas building blocks,
and canvas models are created.

In the Development Method Composer, we used the Provided Knowledge to compose
the development method. For that, the Context Manager provides the Situational Factors
and the Application Domains, as explained in Section 6.2.1. The factors are used by the
Method Composer to construct the methods as explained in Section 6.2.2. During the method
construction, the different method patterns are nested for the pattern-based construction, or
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the phases are filled for the phase-based construction. To allow development support, as
presented in Section 7.2.2, the Support Step Information Interface provides corresponding
execution information about the steps, and the Support Step Configuration Hooks are used
for additional configurations of steps with parameters. Modularized Artifacts are enhanced
with additional knowledge using the domain and the Artifact Composer with an Artifact
Composition Hook from the meta artifact. One example of such an Artifact Composer would
be the composition of canvas models, as shown in Section 6.2.3. Those canvas models
are constructed using feature-based or taxonomy-based consolidation. Last, the Context
Manager can also be used to change the context and modify the composed methods and
models under the usage of the other composer, as presented in Section 6.3.3.

In the Development Method Enactor, we used the Composed Development Methods
to develop the business models. For that, the Method Enactor executes the development
method as presented in Section 6.3.1. Within the method enactor, the development method is
visualized using the nested method patterns or the different phases. The Development Step
Enactor takes the Development Steps and, based on the development support, creates the
Information Artifacts, as presented in Section 6.3.2, or uses the Support Step Information
Interface to split the atomic Execution Steps, as shown in Section 7.2.3. By creating the
Information Artifacts, it uses the Collaboration Support from the Collaboration Manager
explained in 6.3.2. The Execution Step Enactor takes those Execution Steps and executes
them with the corresponding Support Step Execution Hooks, presented in 7.2.3. One example
of such execution hooks are the creation, editing, and refinement of canvas models, as
explained in Section 7.2.3. Here, also Collaboration Support is used for each step. Last,
those Modularized Artifacts are stored within the Artifact Manager. Here, each meta artifact
provides different Artifact Enactment Hooks to create, read, update and delete those artifacts.
Moreover, the Collaboration Information is stored with each artifact.

To support the creation and modification of artifacts by the Development Support Tool,
each Development Support Meta Artifact provides an Artifact API. If the Meta Artifact
should also be used by other Development Support Developers, that API should be explained
in detail by the developer. Based on that modularized architecture, we applied different
technologies to support and efficient development of the software tool.

8.1.2 Applied Technologies

To implement the software tool based on our designed architecture, we use different web
technologies to increase the quality of our tool and support an easy extension in the future.

Those are the Angular Framework and Bootstrap for the frontend, PouchDB and CouchDB
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as databases, and the BPMN.js Library, the Quill Editor and the JSON Schema Vocabulary
as additional libraries.

For the Frontend, we based the whole architectural logic on Angular'. Here, Angular
is a framework for building single-page client applications based on HTML for the visual
representation and TypeScript for the control logic. TypeScript? is a strongly typed program-
ming language based on JavaScript. This allows developers the fast and secure development
of web-based applications. The main parts of an Angular application can be seen in Figure
8.3%. Here, those parts can be divided into modules, components, templates, services, and

directives.
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Fig. 8.3 Main Parts of an Angular Application

The architecture of Angular is split up into different Modules, where each module contains
a subset of functions to achieve a certain goal. Those modules, in turn, can be imported and
exported among different Angular applications. Here, each application has a root module
that is started during the launch of the application and imports other modules to provide
additional functionalities. Inside those modules, Components provide an application logic for
the application with customized functionalities. Overall, the root module needs to provide an
initial root component that can be triggered during the application launch.

The root module of our situated implementation with the imported components is shown

in Listing 8.1. Here, we import the standard modules of Angular (e.g., N¢gModule), modules

"'Website of Angular: https://angular.io/
2Website of TypeScript: https://www.typescriptlang.org/
3 Architecture of Angular: https://angular.io/guide/architecture
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for the additional libraries (e.g., QuillModule), and used components (e.g., ToolExplana-
tionComponent). For the situated implementation of the Development Support Modules, we
used separate Angular modules for the Development Support Tool (e.g., CanvasModule) and
the Development Support Meta Artifact (e.g., CanvasMetaArtifactModule) to allow a more
flexible combination of meta artifacts with different support tools. Moreover, within our
solution, we provide a generation of code stubs for the support tools and the meta artifacts.
After installing our software tool as explained in Appendix B, the command of ng gener-
ate ./module-schematics:tool-module can be run the command line for creating a support
module and the ng generate ./module-schematics:meta-artifact-module for a meta artifact.
Both commands will start a configuration process based on Angular Schematics*. Here,
Angular Schematics is a template-based code generator integrated into the Angular CLI to
improve the coding efficiency for similar reusable code. While inside this section, we show
the basic functionalities of those generated hooks, a technical documentation is provided
together with the source code of our software tool. During the launch of the software tool,
the AppComponent is started as the root component. Here, all modules, including the one
for particular development support, are imported to the root module so the modularized
architecture can access them. Moreover, all modules have access to a separate database
service for the PouchDB to store their data without limiting constraints.
import { NgModule } from ’@angular/core’;
import { QuillModule } from ’ngx-quill’;
import { CanvasMetaArtifactModule } from ’./module/canvas/canvas-meta
-artifact/canvas-meta-artifact.module’;
import { CanvasModule } from ’./module/canvas/canvas/canvas.module’;
import { AppComponent } from ’./app.component’;

import { ToolExplanationComponent } from ’./tool-explanation/tool -

explanation.component’;

//

@NgModule ({

imports: [

NgModule,

QuillModule.forRoot ({
format: ’json’,

b,

CanvasMetaArtifactModule,

CanvasToolModule,

7 o

“Website of Angular Schematics: https://angular.io/guide/schematics
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1,
declarations: [
AppComponent ,
ToolExplanationComponent,
/] ..
1,
providers: [],
bootstrap: [AppComponent],
b
export class AppModule {}

Listing 8.1 Root Module for the Modularized Architecture

Those functionalities are connections by interactions with a template. Here, the Template
is an HTML file with additional Angular markup code, which allows a file modification
before its rendering. Those templates can also be designed using Bootstrap. Bootstrap is an
open-source CSS framework for responsive user interfaces of websites. Components and
templates can be connected in both directions using property binding and event binding. Here,
Listing 8.2 shows a part of our AppComponent, where we include the app.component.html as
a template. Moreover, both are connected through a binding so that a logout command in the
template will trigger the authService to log out the user.

import { Component } from ’Q@angular/core’;
70 oo
@Component ({
selector: ’app-root’,
templateUrl: ’./app.component.html’,
styleUrls: [’./app.component.css’],
b
export class AppComponent {
constructor (
private authService: AuthService,
7 oo o
) L /) ook

logout () : void {

this.authService.logout () .subscribe ();

70 oo

Listing 8.2 Root Component for the Modularized Architecture

SWebsite of Bootstrap: https://getbootstrap.com/
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Those rendering is supported dynamically by using directives. Here, Directives access
the document object model as a bridge for the HTML structure by using Create-Read-Update-
Delete (CRUD) operations on the elements. Last, Services enable the integration of additional
functionalities that could be used by multiple components. Those services are injected into
the components that should use the functionalities. Within Angular, we use services to
provide correct execution steps for the development support and use the internal navigation
component to include components such as hooks. An example of the canvas tool is shown
in Listing 8.3. Here, the CanvasService creates and registers a new Module with a name,
used methods, the reference to a CanvasApiService, and items added to the navigation bar
for specific roles. The used methods are defined as a ModuleMethod containing the different
development support steps with inputs and outputs. Moreover, with the CanvasApiService,
which implements a standardized ModuleApiService, each of those support steps is connected
to a dedicated component using the internal routing system. Moreover, the functionalities
for creating, editing, and viewing meta artifacts are registered using the registry of the
CanvasMetaArtifactApiService.

@Injectable ({
providedIn: ’root’,

b

export class CanvasService {
constructor (

private canvasApiService: CanvasApiService,

private canvasMetaArtifactApiService: CanvasMetaArtifactApiService

>

//
) {3

init () : void {
const module = new Module (
’Canvas Tools’,
’Canvas Module’,
this.getMethods (),

this.canvasApiService,

[

name: ’Model Composition’,
route: [’companyModels’],
roles: [InternalRoles.EXPERT],
¥o
//
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)

this.moduleService.registerModule (module) ;

console.log(’Registered Canvas Module’);

// Similar registrations for edit and view the artifacts

this.canvasMetaArtifactService.registerCreateMethod (this.

createModel) ;

// Similar functions for edit and view the models

async createModel (

router: Router,

reference: Reference,
artifactId: DbId

): Promise<void> {

const queryParams = referenceToApiQueryParams (reference) ;
await router.navigate([’canvas’, artifact’, artifactId, ’create’
1, {
queryParams,
I

private getMethods (): ModuleMethod [] {

const formBuilder = this.fb;

return [

//
{

name: ’editCanvas’,

description: ’Edit a canvas’,

input: [{ name: ’Canvas’, type: CompanyModel.typeName }],

output: [{ name: ’Canvas’, type: CompanyModel.typeName }],

isMethodCorrectlyDefined: this.isMethodCorrectlyDefined.bind (

this),

getHelpTextForMethodCorrectlyDefined:

this.isMethodCorrectlyDefinedHelpText.bind (this),

Listing 8.3 Service for the Canvas Tool
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The CanvasMetaArtifactApiService, which is shown in Listing 8.4, implements the standard-
ized MetaArtifactApi with functionalities for creating, editing, and viewing the artifacts using
the registered canvas tool in the CanvasService. Moreover, additional functionalities for
getting the name of an artifact, copying, removing, and comparing it need to be implemented.

@Injectable ()
export class CanvasMetaArtifactApiService implements MetaArtifactApi
{
createMethod?: MetaArtifactApi[’create’];
editMethod?: MetaArtifactApil[’edit’];
viewMethod?: MetaArtifactApil[’view’];

constructor (
//
) {}

// Edit and view hooks are similar to create

create (router: Router, reference: Reference, artifactId: DbId):

void {
if (this.createMethod == null) {
console.warn(’No module for the creation of canvas models added
F
} else {

this.createMethod (router, reference, artifactId);

// Copy and remove artifacts are similar to create
async getName (model: ArtifactDataReference): Promise<string |
undefined> {
const companyModel = await this.companyModelService.get(model.id)
if (companyModel.instances.length > 0) {
return companyModel.instances [0].name;
}

return undefined;

Listing 8.4 API Service for the Canvas Meta Artifact
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For the Database, we use NoSQL as a storage and retrieval mechanism to allow flexible
usage for the artifact management of the different modules. Here, PouchDB? is a JavaScript
database that directly runs within different web browsers by storing the data locally in the
web storage. It is inspired by the functionalities of CouchDB. CouchDB is a document-
oriented database where the storage mechanism is based on JSON and the query mechanism
on JavaScript. Here, PouchDB is also able to synchronize its own data with a CouchDB and,
therefore, allows their usage across different web browsers. In our situated implementation,
we use PouchDB to allow the usage of our software tool directly in the web browser. To
support the collaboration of different stakeholders and persistent storage, PouchDB can be
connected to a CouchDB together with flexible user management.

For the Additional Libraries, we use different packages to reduce the development time
and increase the quality of our software tool. First, the BPMN.js® library is used to create
models in BPMN 2.0, embed those diagrams in own applications, and support the extension
by different customizations. In our situated implementation, we use BPMN.js in various
parts. Those are the knowledge provision of method patterns, the pattern-based construction
of methods, the execution of composed development methods, and the change of those
methods. Second, Quill® is a What-You-See-Is-What- You-Get (WYSIWYG) editor to create
and update text documents, including media data, in the browser by a communication based
on JSON. We use Quill to collaboratively create information artifacts during the execution
of the development process and their discovery within the artifact manager. Third, JSON

Schema'?

is a vocabulary to annotate and validate JSON documents. For that, JSON Schema
allows the definition of separate schemas for different JSON inputs, where the properties
can be flexibly checked. Here, Listing 8.5 shows a part of the schema for the knowledge of
the canvas knowledge. Here, general information about the location of the schema, the title,
and the description is given. Moreover, for each JSON file, we define general knowledge
about the model (e.g., name), the used canvas (e.g., definition), the items (e.g., feature)
as objects, and instances (e.g., instance) as arrays. Here, features and instances relate to
external definitions that are referenced through the $ref. Moreover, the development support
developers are able to design their own schemas for their artifacts.

{
"$id": "http://github.com/sebastiangtts/situational -business -

model -developer/...",

"title": "Canvas Knowledge Schema Definition",

®Website of PouchDB: https://pouchdb.com/
"Website of CouchDB: https://couchdb.apache.org/
8Website of BPMN js: https://bpmn.io/

9Website of Quill: https://quilljs.com/

10Website of JSON Schema: https://json-schema.org/
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"description": "This schema defines the supported JSON files for
the canvas knowledge",
"type" . "object" s
"properties": {
"$definition": {
"description": "The definition of the canvas structure.",
"$ref": "#/definitions/canvasDefinition"
I
"name": {
"description": "Name of the canvas knowledge.",
"type": "string"
E
"features": {
"description": "The list of features that is used in the
canvas knowledge.",
lltypell: "ObjeCt" ,
"additionalProperties": {
"$ref": "#/definitions/feature"
}
i
"instances": {
"description": "The list of patterns and examples that
are used in the canvas knowledge.",
lltypell: n arrayll ,
"items": {
"$ref": "#/definitions/instance"
T,
"uniqueltems": true
}
7 -
X
}

Listing 8.5 JSON Schema for the Canvas Knowledge

We use JSON Schema for importing and exporting the knowledge of the method and the

canvas model repositories and, therefore, support the transfer of that knowledge between

different method engineers. Moreover, internal modules can also use those libraries to

support the import and export of their created knowledge. Based on those technologies for

the frontend, the database, and additional libraries, we implemented our software tool.
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8.2 Software Tool

Our developed BMDT is called Situational Business Model Developer (SBMD). The SBMD
supports all three proposed stages of knowledge provision, composition and enactment of
development methods, and support of development steps. Moreover, the source code of the
tool is released as open-source!!, and the tools can be directly used in the web browser!2. To
allow an easy extension and provision of modules, we based our tool on the highly used web
framework Angular. The installation guidelines of the tool are presented in Appendix B.

In the following, we give an overview of the implemented stages within our software tool

(8.2.1). Based on that, we present the developed versions of our modules (8.2.2).

8.2.1 Implemented Tool

In this thesis, we provide the SBMD as the situated implementation of our solution concept
and the modularized architecture. In the following, we present parts of our implementation
according to the stages of knowledge provision of methods and models, composition and

enactment of development methods, and support of development steps.

Knowledge Provision of Methods and Models In the first stage, we provide CRUD
operations for the knowledge inside the method repository and the canvas model repository.
Inside the method repository, as shown in Figure 8.4, method elements are combined into
method building blocks and, optionally, structured according to method patterns. Here, as
shown in Figure 8.4 (a), we have the modeling of a method building block (see Section
5.2.2). For that, we define the name of the building blocks (A) together with a description
(D). Moreover, we are able to add different types or type lists (B) together with nominal
or ordinal situational factors (C). As shown in Figure 8.4 (b), we have the modeling of the
method patterns (see Section 5.2.3). For that, we define the name of the pattern (E) and the
corresponding situational factors (H). Next to that, we construct a BPMN pattern (F), where
each activity is linked to the supported types (G).

Inside the canvas model repository, as shown in Figure 8.5, canvas elements are structured
through canvas building blocks and visualized through canvas models. Here, as shown in
Figure 8.5 (a), we have the modeling of the canvas building blocks (see Section 5.3.2). For
that, each building block is directly mapped to a canvas model (A) where different items
can be placed (B). Moreover, the application domains for the building block are defined (C).

"Source Code of the Tool: https://github.com/sebastiangtts/situational-business-model-
developer

2Online Version of the Tool: http://sebastiangtts.github.io/situational-business-model-
developer/
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SBMD Method Composition Method Repository  Model Composition Canvas Model Repository ¥ Templates Experiments Explanation (W Method Engineer v

Method Building Block @ Method Pattern @

Name Persona Creation Name Business Model Initialization Pattern

N Remove

Add Situational Factor

a) Modeling of Method Building Blocks b) Modeling of Method Patterns

Fig. 8.4 Screenshots for Provision of Method Repository

As shown in Figure 8.5 (b), we have the modeling of the canvas models (see Section 5.3.3).
Here, we define the visualization of the model based on the definition of rows and columns
(D). Moreover, we provide a preview of the visualization (E) together with definitions of

different supported relationships (F).

Composition and Enactment of Development Methods In the second stage, we construct
and execute the development method out of the method repository and the canvas model
repository. For the development method composition, as shown in Figure 8.6, we compose
the methods and models based on the defined context. Here, as shown in Figure 8.6 (a), we
define the context (see Section 6.2.1) by selecting application domains (A) and situational
factors (B) from the repositories. Moreover, we show the pattern-based composition of
methods in Figure 8.6 (b) (see Section 6.2.2). Here, the method is constructed from different
nested patterns (C). Moreover, the activities are filled with method building blocks that are
complete (E) or incomplete (D).

For the development method enactment, as shown in Figure 8.7, we enact the composed
development method. Here, as shown in Figure 8.7 (a), we provide an execution of the
development process (see Section 6.3.1). For that, we provide a Kanban board (A), where
the different development steps can be placed on (B). Moreover, in Figure 8.7 (b), we have
the collaboration of the stakeholders in the artifact development. Here, we provide a canvas

board (C), where the different items can be placed on (D).
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Support of Development Steps

In the third stage, we add flexible IT support to certain

development steps. Here, as shown in Figure 8.8, we have the modularization of development

support (see Section 7.2). In Figure 8.8 (a), we have the composition of modules, where we

add different execution steps to a method building block (A). Those steps are combined so

that they are executed in a row (B) and the outputs of a single step can be used as input in

another one (C). In Figure 8.8 (b), the enactment of the modules is shown, where the steps

are executed after each other (D). Moreover, the output of the execution steps can be stored

in a new artifact or merged with an existing one (E).

Based on that modularization concept for supporting the development steps, we have

implemented different modules to support the different phases of BMD.
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8.2.2 Developed Modules

Based on the modularization within the third stage of development support, we have im-
plemented three exemplary modules to support the BMD. Those were the canvas module,
the hypothesis modeling and mapping module, and the crowd-based prototype validation
platform.

Canvas Module The integrated module was developed over the three design cycles and
conceptualized in Section 7.3.1. For that, we use table structures to align the building
blocks of the canvas models. Moreover, we have added CRUD operations for the elements,
building blocks, and models together with using a mix of existing and modified algorithms
for knowledge consolidation and conflict detection.

Parts of the implementation can be seen in Figure 8.9, where we provide the design
support for such canvas models. Here, Figure 8.9 (a) shows the refinement step of the canvas
models. For that, the Business Developer can activate different types of design support
like strengths/weaknesses, hints, or patterns (A). Based on that, he receives information to
support the design, like strengths (B), or selects a specific design support item to visualize
(C). Moreover, Figure 8.9 (b) shows the competitor comparison step of different canvas

models. Here, the differences between the canvas models are shown visually together with a



8.2 Software Tool 167

Execution steps @ .
Execution Steps

The modules must first be added in the tools before they can be selected here.

Creates a canvas

Module Method

Canvas Module createCanvas "
2. Canvas Module - editCanvas
Predefined Values

N Edit a canvas
Canvas Model Business Model Canvas v

Output Artifacts

Canvas

3. Canvas Module - refineCanvas

To other step or output Step Artifact Refine canvas through hints and patterns
Step v v #1Canvas v| Remove ‘
I
Output Mappin @
Module Method
Canvas Module editCanvas Business Model Canvas (List Structured Information)
Input Artifacts
Merge  New Artifact
Canvas
Input from
u Step #1 Artifact #1 Artifact

Output Artifacts

Canvas
To other step or output Step Artifact

Step voo#3 v #1Canvas v| Remove ‘
a) Composition of Modules b) Enactment of Modules

Fig. 8.8 Screenshots for Modularization of Development Support

comparison score (D). Here, the module supports the Business Developer in the design of
new business models.

Hypothesis Modeling and Mapping (HypoMoMap) Module The internal module was
developed in the first design cycle to support the validation phase. Similar to the canvas
module, we use the underlying structure of a hierarchical tree together with CRUD operations
for the hypotheses, experiments, and their mappings. The selection of the corresponding
experiments is made through small designed algorithms.

Parts of the implementation can be seen in Figure 8.10, where we support the modification
of the HypoMoMap artifacts. Here, Figure 8.10 (a) shows the hypotheses’ modeling for
validation. For that, the Business Developer structures those hypotheses in a tree (A), where
each hypothesis has a starting priority and can be modified (B). Moreover, Figure 8.10 (b)
shows the execution of experiments for validation. Here, based on the algorithm choice of the
Business Developer, corresponding experiments are provided where one needs to be selected
(C), and connected hypotheses need to be proofed/disapproved. Here, the module supports
the Business Developer in the structured validation of the business model and the product
features.
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Fig. 8.9 Screenshots of the Canvas Module

Crowd-based Prototype Validation (CPBV) Platform The platform is the external sup-
port tool that we have conceptualized in Section 7.3.3 in the form of design principles (DPs).
We represent the functionalities of our platform using design features (DFs) as explained in
our research approach in Section 7.3.3. Here each DP is translated to a set of DFs that can be
directly implemented in the platform.

For DP 1: User Variety, we allow the registration of developers and users both by
a registration form (DF [) and a single sign-on service (DF 2). Moreover, we provide
user profiles with specific information like skills (DF 3) and a messaging system between
different users (DF 4). As DP 2: Task Iteration, we provide the creation of tasks with
essential information (DF 5), the provision of feedback with a questionnaire (DF 6), and the
representation of feedback (DF 7). For DP 3: Prototype Diversity, we allow the provision
of prototypes as textual descriptions (DF' 8), uploaded images (DF 9), and integration of
external prototyping tools (DF 10). In addition to that, DP 4: Test Diversity contains the
test of single prototypes (DF 11), the comparison of multiple prototypes (DF 12), and the
usage of split tests (DF 13). Here, the questionnaire also allows multiple questions like stars
rating, thumbs-rating, radio buttons, and free text fields (DF 14).

For DP §: Filter Mechanisms, we support adding required user profile criteria to
the tasks (DF 15) and the shortlisting of tasks by the preferences of the users. As DP



8.2 Software Tool 169

Create the Hypotheses Lake by creating hypotheses.

Execute experiment Information Page

Hypothesis Tree Select evidence gain for every hypothesis and whether the hypothesis is approved or disapproved.

Legend: ? Untested + Validated X Disapproved
@ And AoOr
iy

a) Modelling of Hypotheses b) Execution of Experiments
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6: Aggregation Mechanism, we provide visualization charts of aggregatable answers to
questions (DF 16), investigation of individual feedback of each user (DF 17), additional
feedback for revealing unconsidered questions (DF 18), and the comparison of split-test
results (DF 19). Based on that, DP 7: Incentive Mechanism allows the extrinsic motivation
of sending virtual money (DF 20) and the intrinsic motivation of publicly displaying the
user’s trustworthiness (DF 21). As DP 8: Non-Disclosure Mechanisms, we support the
direct approval of tasks to all users (DF 22), the deposit of a non-disclosure agreement that
the users have to accept (DF 23), and the manual approval of users (DF 24). Finally, for DP
9: Governance Mechanism, we provide an admin control panel (DF 25) together with the
reporting of tasks and users (DF 26).

The situated implementation of the CPBV is shown in Figure 8.11. As a technique, we
have also used Angular to develop the frontend. Nevertheless, we used NestJS!3 for the
backend to provide an API for managing the platform and PostgreSQL'* for the database to
provide structure for the received data in contrast to the initial software tool. Here, Figure
8.11 (a) shows the creation of a new task by the developers. For that, the developer selects a
basic test selection as one possible test type (i.e., A / DF 11), uploads images of prototypes
(i.e., B/ DF 9), and provides questions to answer (i.e., C/ DF 14). Figure 8.11 (b) shows
the conduction of a task by the users. Here, the user executes the prototype by viewing the
image (i.e., D / DF 9) and answering the questions of the questionnaire (i.e., E/ DF 14).

3Website of NestJS: https://nestjs.com/
“Website of PostgreSQL: https://www.postgresql.org/
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8.3 Summary

In this chapter, we have provided the implementation for all three stages of our approach. For
that, we have shown the modularized architecture on which the solution is based. Moreover,
we have provided a technical implementation based on web technologies that can be used
within the web browser.

For the Modularized Architecture, we have shown a component diagram of the most
important aspects that the solution needs to fulfill. Based on that, we presented our used tech-
nologies around the Angular framework for the web-based implementation of the software
tool out of the architecture.

For the Software Tools, we have shown different user interface aspects of the three
implemented stages within the tool. Based on that, we presented interface parts of the three
exemplary modules that were developed within this thesis.

Based on the implemented solution, we will show its evaluation and the associated
improvements for the second and third design cycles in the next chapter. First, we will show a
case study on developing business models for a local event platform. Second, we will present

a user study on developing business models for mobile prototypes within student courses.



Chapter 9
Evaluation

In the previous chapter, we showed the modularized architecture together with the software
tool of our solution. Based on that, this chapter evaluates the applicability of our situation-
specific BMD approach. For that, we show the conduction of a case study on the OWL Live
event platform and a user study in students’ courses at Paderborn University.

9.1 Case Study on OWL Live

To evaluate our approach, we conducted a case study on developing possible business models
for a local event platform called OWL Live. The case study is based on the evaluation
of the second DSR cycle as proposed in Section 1.2, and, therefore, includes just the first
two stages of our solution. The OWL Live platform is developed as part of a research
project at Paderborn University and aims to provide an aggregated view of events in the local
area of East Westphalia-Lippe. We base our case study on the well-accepted guidelines of
Runeson and Host [RH09] to increase the quality of the study results. The study aims to
uncover possible difficulties in the composition and enactment of situation-specific business
model development methods as proposed in RQ 2. Based on the guidelines, we divide the
evaluation into the steps of forming the Experimental Design of the evaluation, followed by

its Execution, the Analysis of the results, and their Interpretation concerning our approach.

9.1.1 Experimental Design

In the beginning, we need to define the experimental design in which the case study takes
place. By referring to the guidelines of Runeson and Host [RHO09], the design can be divided
into the definition of a case, the initiation of a case study protocol, and the clarification of
ethical considerations.
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Definition of a Case Due to the flexibility of the case study design, preliminary and
adjustable planning is an essential factor before the actual conduction of the study. For our
study, we justify our plan, as explained in the next paragraphs, based on the elementary parts
of the objectives to achieve, the research question to answer, the theories to concern, the case
to study, the methods to rely on, and the selection strategy to use as discovered by Robson
and McCartan [RM16].

The Objective, Research Questions and Theories of the study directly relate to the
superior design science study in the thesis, which aims to develop a situation-specific BMD
approach. The refined Objective of this study is based on the integrated concept of situation-
specific development of business models. Here, our case study aims to develop potential
business models for the local event platform and identify issues with our concept and the
software tool that should be improved within the next design cycle. For that, we follow
an exploratory purpose for seeking new insights and generating new ideas for possible
improvements [RM16]. Based on this refined objective, we also refine our overall Research
Question of how to enable the situation-specific development of business models for service
providers within software ecosystems (see RQ in Section 1.2). This refinement leads to our
new second question of how to handle the situation-specific composition and enactment of
BMDMs by using utilized knowledge for the development methods and within the canvas
modeling artifacts (see RQ 2). Moreover, we want to improve our approach to the existing
first research question on how to utilize the knowledge about development methods and
canvas modeling artifacts to support the BMD (see RQ 1). As Theory, we make use of
the theories of boundary objects [SG89] and opportunity creation [ABA13] that are also
used for our DSR study. Here, the boundary objects theory is applied to provide a common
understanding among all stakeholders for providing the knowledge of methods and models,
while the opportunity creation theory is applied to provide continuity in the composition and
enactment of the development methods.

As Case, we provide a holistic case study, analysis of a unit in one case [Yin09], on de-
veloping possible business models for a local event platform called OWL Live. The platform
is created as part of an ongoing research project and acts as a two-sided platform between
event providers and event visitors. Here, the owner wants to use new data mining techniques
to aggregate events from different event providers together with natural language processing
to provide an enhanced recommendation system to the event visitors. By developing the
business models in an ongoing research project, we also have two specialties that we need to
consider during the development. First, the project is backed up by a consortium of public
institutions (i.e., university, culture office) and a private company (i.e., development agency)

that are involved in the platform. Second, the project partners have already discovered parts
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of the business models as parts of ongoing discussions, a design thinking workshop, and a
preliminary feasibility study on which the business model should base.

As Methods to collect data and corresponding Selection Strategy, we use a mix of direct
and independent methods as characterized by Lethbridge et al. [LSS05]. As a direct method,
we conduct virtual and physical interviews to gather information about the knowledge
that should be used in methods and models, the project context for the composition of the
development method, and the stakeholder information during the enaction of the development
method. We use those interviews to gather the unfiltered information of the participants.
As an independent method, we use Grey Literature Reviews (GLRs) [GFM19] to identify
the knowledge that is used for the repositories of the methods and the models. GLRs, in
turn, aim to review resources outside academic research, so-called grey literature, to gather
insights on a particular domain. We use a GLR to identify knowledge that practitioners
outside academia created. Moreover, we analyze the existing information generated through
discussions, the design thinking workshop, and the feasibility study in the past. While some
of the information is publicly accessible (e.g., the feasibility study), other information is

confidential (e.g., current monetization calculation).

Initiation of a Case Study Protocol Before starting the conduction of our case study, we
need to initiate our case study protocol. Here, the protocol is a continuously changed docu-
ment that keeps track of the study’s execution, analyzes the results, and draws conclusions
regarding the interpretation. According to Maimbo and Pervan [MP05], we structure our
protocol the following way: First, we justify the purpose of the protocol and information
about the data storage. Second, a brief overview of the case and its research method are
given. Third, the procedure of our case and its execution steps are explained in detail. Fourth,
the research instruments are explained. Fifth, the data analysis is clarified. For our case study,
a text document captures all information outside the stages of our approach. For the stages
themselves, we are using the traceability feature of our software tool.

Clarification of Ethical Considerations Last, before conducting the case study, we need
to consider ethical considerations. This, in turn, increases the trust between the participants
and us. For this, we consider the following things: First, we explain the case study to every
directly involved participant and inform them about the whole procedure. Second, we state
our data collection and storage strategy. Third, we clarify the publication of parts of the study

and omit confidential information.
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9.1.2 Execution

During the conduction, we structured our procedure according to the two applied stages
of knowledge provision of methods and models and the composition and enactment of

development methods.

Knowledge Provision of Methods and Models For the first stage, we interviewed the
project manager to get a scope in which the possible business models should be developed.
Out of that context, we conduct a GLR to gather knowledge about business models for mobile
apps in general, digital platforms, digital marketplaces, and content aggregators. Here, we
followed the guidelines according to Garousi et al. [GFM19], who structured the GLR in the
three phases of planning the review, conducting the review, and reporting the review.

In (1) Planning the Reviews, the need for a GLR needs to be motivated together with
the explicit formulation of the RQ the study aims to answer. The search string and related
inclusion and exclusion criteria are determined from the RQ. To motivate the need for the
GLR, we have used the checklist of Garousi et al. [GFM19]. Here, we concluded the need
for a GLR based on the subject’s complexity and the lack of practical experience in the
formal literature. Here, we used GLRs to utilize knowledge for the method repository and
the canvas model repository.

For providing the Method Repository, we have defined the following RQ: What are the
main business model development steps that need to be done by a mobile app developer? To
answer this question, we have defined the following search string: app AND (business model
OR idea) AND (test OR validate OR develop). We include articles in English where the URL
is accessible and directly connected to the RQ. We exclude articles that provide no BMDM
or process, do not relate to mobile apps, are posted in forums, or are presented in non-textual
form. With this exclusion, we aim to increase the quality of the knowledge in the method
repository.

Similarly, for providing the Canvas Model Repository, we have defined the following
RQ: What are the main decisions for the business model that need to be made by a mobile
app developer? To answer this question, we have defined the following three search strings:
business model AND digital platform, business model AND digital market place, business
model AND content aggregator. We include articles in English where the URL is accessible
and directly connected to the RQ. We exclude articles that provide no knowledge of the
business models, are just landing pages for marketing of companies, are posted in forums, or
are presented in non-textual form. With this exclusion, we aim to increase the quality of the

knowledge in the canvas model repository.
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In (2) Conducting the Review, the review needs to be conducted by considering the
search process, the source selection, the quality assessment, the data extraction, and the data
synthesis. Here, we conducted the GLRs for the knowledge of the method repository and the
canvas model repository.

In the search process for the Method Repository, we applied the search string to the
Google search engine on January 19th, 2021, and anonymized our browser data for maximum
objective results. We exported the first 50 search results and manually scanned the inclusion
and exclusion criteria, resulting in 38 articles. For the quality assessment, the essential
criteria were the understandability of the presented business model development method or
processes. Moreover, the Method Repository contains links to the articles to convince mobile
app developers of the quality. In the data extraction, we divided the gained information into
the different Method Elements (e.g., Tasks, Stakeholders). Out of that, in the data synthesis,
we combined them into Method Building Blocks and structured them into Method Patterns.

Similarly, for the Canvas Model Repository, we applied our search string on June 18th,
2021, exported the first 25 results for each search, and, after applying the criteria, obtained
eight results for the digital platform, 20 for the digital marketplace, and 15 for the content
aggregator. In the data extraction, we divided the gained information into the different Canvas
Elements (e.g., Items, Patterns). In the data synthesis, we arranged them in Canvas Building
Blocks and mapped them to different Canvas Models. Those models were the existing Value
Proposition Canvas and Business Model Canvas, together with a newly defined Feature Set
Canvas for the product features.

In (3) Reporting the Review, we documented the review results. Here, a part of the
Method Repository, which consists of examples for the Method Elements, Method Building
Blocks, and Method Patterns, can be seen in Figure 9.1. For the Method Elements , we found
Situational Factors with ordered (e.g., businessModelingSkills can be low, medium, high) and
unordered (e.g., marketSize can be niche or mass) factors, Types for structuring the building
blocks (e.g., customerldentification) as well as nesting the patterns (e.g., customerDeepDis-
covery), and Tasks (e.g., Conduct Interview). Moreover, we found different internal (e.g.,
Business Developer) and external (e.g., Customer) Stakeholders, textual (e.g., Customer
Information) as well as canvas-based (e.g., Value Proposition Canvas) Artifacts, and Tools
(e.g., AppAnnie). Out of those elements, we combine different Method Building Blocks like
Interview Customer or Create Landing Page. For the Interview Customer, we have the output
artifact of Customer Information by integrating the stakeholders of the Business Developer
and the Customer together with low value for the factor of customerValidity. For the Create
Landing Page, we have the output artifact of the Landing Page by integrating the Marketing

Manager and Designer with medium value for the factor of designSkills and medium value
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Fig. 9.1 Knowledge Provision: Examples of the Method Repository based on the GLR

for the factor of timeResources based on the input artifacts of Customer Information and App
Information together with a flexible Landing Page Tool. Those building blocks are structured
through Method Patterns like the Business Model Initialisation Pattern. Here, this pattern
can then be used as a starting point of the development by a low value for the factor of



9.1 Case Study on OWL Live 177

businessModelingSkills and provides a structure for all phases (discovery, analysis, design,

develop, validate) of the BMD, which activities can be filled building blocks and patterns.
Moreover, a preliminary version of the whole method repository is provided inside the

corresponding technical report [GYNE21c]. Furthermore, the results for both repositories

can be accessed in our software tool. The installation of our tool is explained in Appendix B.

Composition and Enactment of Development Methods For the second stage, we needed
to compose and enact a development method to develop potential business models.

For the Composition of the Development Method, we interviewed the project manager
to gather information about the current state of the platform (e.g., target customer), the
situation of the project (e.g., marketSize:mass), and the application domain of the app (e.g.,
content aggregation). Moreover, we gathered additional construction constraints that need
to be included in the development method (e.g., closed beta tests, different target groups).
Out of that context and the additional constraints, we composed the development method
as shown in Figure 9.2. We structure those methods through our extracted Business Model
Initialisation Pattern, see Figure 9.1, according to the five phases of discovery, analysis,
design, development, and validation.

In the (1) Discovery, we suggested providing a Target Audience Identification to derive
the different target groups that might use the platform. Based on that, we suggested a Market
Problem Observation to analyze the pain points of the identified target groups together with a
Store Trend Analysis to broaden the own ideation scope of features that the user might use. In
the end, and with respect to the two-sided market, Customer Interviews support validation of
the smaller target group of event providers, while Social Media Survey Conduction supports
validation of the larger target group of event visitors.

In the (2) Analysis, we suggested running a Market Potential Analysis to estimate the
size of the market that the platform could achieve. This should also support convincing
external stakeholders that the platform has the potential to run successfully. Moreover, a
Store Competitor Analysis inside the stores but also a Competitor Analysis outside the stores
support the identification of requested features by the users or specific aspects of the business
models. Those competitor analyses, in turn, support a focus on the most important features
for distinguishment.

In the (3) Design, we gathered information on the last two steps for designing the
platform. For that, a Feature Set Creation supports to structure of potential features of the
platform. Moreover, the Value Proposition Development supports the identification of the
target group and fosters their pains and gains. Those pains and gains are solved by specific
value propositions inside the Business Model Development. Here, all Canvas Artifacts of
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Pattern

the steps are linked to the Canvas Models (i.e., Value Proposition Canvas, Business Model
Canvas, Feature Set Canvas) that are developed in the first stage, including the consolidation
of the specific knowledge. The phase is completed by providing a Competitive Advantage
Analysis of the own design against the competitors and using a Feature Prioritisation in order
to derive those competitive advantages from the beginning.

In the (4) Development and with the additional information of the project manager, we
suggested the development of a beta-version in front of the product development, which
should be validated within the Intermediate Validation Pattern. Inside that pattern, the beta
version will be tested with potential early adopters using user tests. Moreover, with the
Marketing Development Pattern, we suggested conducting inbound marketing in parallel to
the actual development of the MVP of the platform. Last, the Product Development Pattern
consists of a selection of the used platforms, cost estimation of internal development, and the

platform’s first release.
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Last, in the (5) Validation, we suggested the ongoing validation of both customer groups
by using the scaleable approach of Customer Surveys. This can be done using external tools
or directly integrating feedback possibilities within the platform.

For the Enactment of the Development Method, we used the ongoing interviewing of
the project manager together with the already existing information (e.g., feasibility study,
monetization calculation) of the project to develop the potential business models. Here, by
referring to our constructed development method in Figure 9.2, we structure the enactment
according to the discovery, analysis, design, and development phases.

During the (1) Discovery, the Target Audience Identification was used to identify the
first groups of event providers and event visitors. Moreover, both groups were refined into
different subgroups (e.g., culture actors for event providers and early adopters for event
visitors). Moreover, a distinguishment between digitalized and non-digitalized providers as
well as residents and tourists for visitors was made. For that, the results of a previous design
thinking workshop and the information from an interview with the project manager were used.
During the Store Trend Analysis, different trending apps (e.g., social networks like NextDoor,
news aggregations like NewsBreak) were analyzed regarding possible features (e.g., invitation
mechanism, social media connection) and business models (e.g., paid recommendations,
affiliate marketing) of the platform. During the Market Problem Analysis, the main sources
of event findings (e.g., word of mouth, posters) were identified, and occurring problems
were analyzed. Those were divided into problems of the event provider (e.g., the manual
effort for event provision, preselling of tickets) and the event visitor (e.g., the manual effort
to find events, the missing of special events). While the Customer Interview Conduction
for the event provider was already done in the design thinking workshop before, the Social
Media Survey Conduction was done with an analysis of results from an existing social media
website (i.e., Reddit) and the conduction of new polls on a local social media app (i.e., Jodel).
Nevertheless, both development steps were instantiated again to gather more information
over time.

During the (2) Analysis, the Market Potential Analysis was used to strengthen the results
of the existing feasibility study. Here, key factors about the market (e.g., estimation of the
number of events or locations) and the potential market groups (e.g., total numbers of groups
or visited events) were identified. Moreover, the existing competitors in the market were
identified and analyzed. The StoreCompetitor Analysis focused on general apps (e.g., ticket
sellers, social networks with event features) in Apple’s AppStore and Google’s PlayStore.
For example, Eventim already provides selling tickets for special events, Facebook Events
can be used to discover various manual-created events, and Jodel can be used for special

timely events. Moreover, the Competitor Analysis focused on the local providers (e.g., city
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marketing, newspapers). Here, ErwinEvent provides information about local events and
locations like the Paderborn theater, publish events on their website, and print posters.

During the (3) Design and based on the knowledge of the Canvas Model Repository, the
Value Proposition Canvas, the Business Model Canvas, and the Feature Set Canvas were
developed. The Value Proposition Development was done for the chosen target groups of
event providers (e.g., already digitized providers) and event visitors (e.g., early adopters in
the form of permanent residents). The Business Model Development was done for the three
different ideas of a content aggregator (e.g., personalized advertisements, affiliate links to
existing ticket sellers), an own ticket seller (e.g., personal arranged relationships, commission
fee), and a sponsored platform (e.g., privacy-friendly usage, independent prioritization). Here,
a simplified version of the business model of the content aggregator is shown in Figure 9.3.
Within this business model, we have our two Customer Segments of Permanent Residents
and Digitalized Providers. Moreover, we have defined different elements for the Value
Propositions (e.g., High Amount of Events), the Customer Relationships (e.g., Self Service),
the Channels (e.g., Placements on existing Events), the Revenue Streams (e.g., Personalized
Advertisements), the Key Partners (e.g., Event Platforms), the Key Activities (e.g., Develop
WebApp), the Key Resources (e.g., API Gateways / WebCrawler), and the Cost Structures
(e.g., Marketing / Branding). Additionally, a new development step of SWOT analysis with
its own SWOT Canvas was created to provide such an analysis for the different ideas of
business models. For example, for the content aggregator, we have different strengths (e.g.,
good scalability), weaknesses (e.g., less personal contacts), opportunities (e.g., expansion
in other regions), and threats (e.g., easy to copy) based on a canvas grid. Moreover, a
corresponding Feature Set Creation for the platform was done. Here, we divided between
basic features that are needed (e.g., search, filter, login) and advanced features that provide a
competitive advantage (e.g., web crawler, recommendation algorithm). Out of those Canvas
Models, a Competitive Advantage Analysis was done with the tool. Here, we added the
competitors’ information also in the canvas models and created instances of them. Last, we
used the results to create a Feature Prioritisation, which divides between features that should
be developed within the project and which not.

During the end of the case study, in the (4) Development, the app’s beta version is
developed in the Intermediate Validation Pattern, which should be in the future evaluated with
test users in a user study. Moreover, during the development, the possible business models
are presented to external stakeholders and, based on their feedback, could be further validated
using ongoing Customer Interview Conductions and Social Media Survey Conductions.
Here, we conducted an additional step by interviewing the project manager and the culture

office employee on the relevance of the three business models. Last, inbound marketing
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Fig. 9.3 Method Enactment: Example of the BMC for OWL Live

(e.g., landing page, social media posts) could be used in the future within the Marketing
Development Pattern to ensure high traffic during the upcoming beta. Based on that execution,

we conduct an analysis of our approach against the provided RQs.

9.1.3 Analysis

Our solution aims to develop a situation-specific BMD approach. By conducting a design
science study, the purpose was to answer the overall RQ of how to enable the situation-
specific development of business models. For the second cycle of DSR, we refined our RQ
into the first question of how to utilize and store the knowledge of methods and models (RQ
1) and the second question of how to compose and enact development methods (RQ 2).

To evaluate the Utilization and Storage of Knowledge (RQ 1), we have conducted a GLR
as an indirect method to create a Method Repository and a Canvas Model Repository. For the
Method Repository, the identification of Method Elements and their combination into Method
Building Blocks was straightforward. Here, arranging the Method Patterns was challenging
due to the nested usage of patterns to allow specific orchestration of the development method
during composition. For the Canvas Model Repository, the identification of single Canvas
Elements was straightforward. Here, problematic was just the dimension of finding related
elements for all building blocks of the canvas models and prioritizing which elements should
be taken and which not. Moreover, the majority of digital platform results stayed on a high

level without providing any insights. More challenging was the development of Canvas
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Building Blocks. Here, it was hard to find the right granularity of the decomposition of the
elements together with the mapping of item sets to instances and connecting items through
relationships. Again, the presentation of building blocks to Canvas Models is simple due to a
fixed matching of the building blocks. However, to allow the usage of the knowledge without
external guidance, the textual descriptions of the Method Elements and the Canvas Elements
need to be improved. Overall, the utilization and storage of knowledge were applicable
concerning RQ 1. Nevertheless, it is advisable that a skilled Method Engineer does the steps
of formalization of the knowledge instead of the Domain Expert.

To evaluate the Composition and Enactment of Development Methods (RQ 2), we
developed the business model for a local event platform. Here, we have the Composition of
the Development Method and the Enactment of the Development Method.

For the Composition of the Development Method, we interviewed the project manager to
gather the context in which the development takes place. While the context factors can be
easily defined (e.g., marketSize:mass), additional information as constraints (e.g., different
customer groups) about the project must be considered to compose the development method.
During the composition of the development method, we investigated that working with the
patterns can be a challenging task. Here, especially working with the different nested patterns
in each other and ensuring an artifact pipeline between input and output artifacts needs some
previous experience. In contrast, the composition of models was quite straightforward with
the limitation that the knowledge inside the models was just provided by us. However, a
subsequent interview with the project manager revealed that the guided composition supports
the identification of additional development steps.

For the Enactment of the Development Method, we executed the development method
in close exchange with the project manager. During the case study, we gathered results for
the first three stages because the platform was at this time developed within the fourth stage,
and the aim of the study was to develop potential business models for the platform. Here,
we followed all development steps of the composed development method but also created
additional development steps during the execution. During the execution, the description of all
development steps supported a common understanding among all stakeholders. Moreover, the
tool provided traceability of the approach while the artifacts supported the collaboration and
later transparency. The main results were the different developed canvas models in the third
stage. Here, a discussion with the project manager and the culture office employee regarding
the different business models revealed their relevance and the possibility of identifying new
decisions (e.g., lock-in mechanism). However, to allow the usage of the composition and
enactment without external guidance, the self-explanation of the software tool needs to be

improved. Overall, the composition and enactment were applicable concerning RQ 2, and
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the guidance shows potential both during the composition and enactment. Nevertheless, it is
advisable that a skilled Method Engineer does the steps of the composition of methods and
models instead of the Business Developer. Based on that analysis, we interpret those results

for future improvements to the solution.

9.1.4 Interpretation

The reasons for our explorative case study during DSR are the evaluation of the second cycle
and the derivation of suggestions for further improvement for the third cycle. For that, we
analyzed our current threats to validity and derived further implications that we have already
addressed during the third cycle.

In order to critically discuss the Threats To Validity of our evaluation, we use the
framework of Yin et al. [Yin09], who divide the criteria of construct validity, internal validity,
external validity, and reliability.

Construct Validity refers to guaranteeing that the most verifiable case study results are
based on the RQ. To achieve that, we followed an explorative purpose of conducting both
stages of knowledge provision of methods and models as well as composition and enactment
of developments that were introduced during the second cycle of DSR. Moreover, we used
a real-world case study [RH09] to guarantee the relevance of our results. However, the
limitation is that our case study relies on a single unit in one case instead of multiple units in
different contexts. Therefore, within the second cycle, we could not directly compare the
impact of different contexts on the overall applicability.

Internal Validity refers to the establishment of trustworthiness due to casual relationships
during the case conduction. To achieve that, we followed the guidelines of Runeson and
Host [RHO9] to use a well-established procedure. Here, by clarifying the overall research
design at the beginning of our case study and using the case study protocol as well as the
software tool, we ensure transparency of the BMD. However, there is the limitation that we
mainly developed the business model with the support of the project manager instead of the
business model being independently developed by the project team. Therefore, within the
second cycle, we were not able to analyze if the whole concept and the software tool are
self-explaining enough for different kinds of stakeholders.

External Validity refers to the extent to which the results can be applied to other cases. To
achieve that, we followed the DSR procedure of Vaishnavi and Kuechler [KV08], which aims
to abstract the knowledge gained about the concept to solve most cases in the problem class.
While this is done for the concept itself, our software tool is just a situated implementation

based on the findings of our GLR. Moreover, we were limited by the single-unit case.
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Therefore, the knowledge provision must be improved to provide applicability in other
unrelated cases.

Reliability refers to the reproducibility of repeating the case study. To achieve that, we
used a case study protocol and the traceability feature of our software tool for all stages.
Moreover, we used a mix of direct and independent selection methods to increase the
objectivity of our study. However, the BMD is a creative task, so repeated conduction by
other stakeholders with different knowledge backgrounds can also lead to different results.

Out of the evaluation of the current DSR cycle, we found some Implications that we
already addressed during the third cycle of DSR. We divide those implications into the three
areas of knowledge generalization, complexity reduction, and multiple unit analysis.

For the Knowledge Generalization, we had just a base of knowledge for methods and
models that focuses on mobile applications and, in particular, on event apps. Moreover, those
knowledge repositories had just limited explanations for the elements of the development
methods and the canvas models. This, in turn, limits the approach’s applicability in other
cases. Therefore, in the third cycle, we have extended the knowledge with a particular focus
on models and methods for different types of mobile applications.

For the Complexity Reduction, we focused on the applicability of both stages of our
concept inside the software tool and dismissed a user experience that is easy to understand.
Moreover, all design support features of the model repository were applicable at the same
time, which decreased the understandability of the design support. This, in turn, limited the
usage of the tool by end-users. Therefore, we have increased the usability of the approach
and reduced the complexity of our software tool using the concept of modularization.

For the Multiple Unit Analysis, we have applied the approach to the case of a local event
platform. Here, we also had just a single context to analyze the applicability. This, in turn,
limited the evaluation if the approach can be easily transferred to other scenarios. Therefore,
we have validated the transferability by creating several business models in different contexts

within a user study.

9.2 User Study in Student Courses

To evaluate our approach, we conducted a user study in a lean development seminar and an
AR/VR lecture at Paderborn University. Here, within the seminar, we provided an overview
of the concept of iterative development of mobile applications, including product features
and the business model. During the seminar, we evaluated the third DSR cycle of our
situation-specific BMD approach, as proposed in Section 1.2, and the second DSR cycle of

our crowd-based prototype validation approach, as proposed in Section 7.3.3. Within the
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lecture, we provided an overview of the systematic development of AR/VR applications.
Here, we evaluated the third DSR cycle of our crowd-based prototype validation approach.
We adapted the guidelines of Runeson and Host [RHO9] of case studies for the user study to
increase the quality and reliability of our study. With our user study, we aim to analyze the
application of situation-specific BMD in different contexts and the usage of crowd-sourcing
for prototype validation. We divide the evaluation into the steps of forming the Experimental
Design of the evaluation, followed by its Execution, the Analysis of the results, and their

Interpretation concerning our approach.

9.2.1 Experimental Design

In the beginning, we need to define the experimental design in which the user study takes
place. By adopting the guidelines of Runeson and Host [RHO9], the design can be divided
into the definition of the study, the initiation of a user study protocol, and the clarification of
ethical considerations.

Definition of the User Study Like in case studies, user studies can be flexibly designed,
which makes preliminary and adjustable planning necessary before the actual conduction of
the study. Similarly to our case study, we justify our plan based on Robson and McCartan
[RM16] who divide it into objectives to achieve, the research question to answer, the theories
to concern, the case to study, the methods to rely on, and the selection strategy to use.

The Objectives, Research Questions and Theories are divided through our approaches
for situation-specific BMD and the crowd-based prototype validation. For the Situation-
specific Business Model Development, our refined Objective is based on the modularized
concept of situation-specific development of business models. Here, our user study aims
to apply our concept and the software tool in multiple situations to identify the last issues
that need to be resolved for the conclusion of our design study. Based on this refined object,
we want to discover our third RQ on how to support the development of artifacts within the
BMD steps using flexible adjusted software support (see RQ 3 in Section 1.2). Moreover, we
want to improve the knowledge utilization for our approach (see RQ 1) and the composition
and enactment of development methods (see RQ 2). Out of those questions, we answer
our overall RQ on how to enable the situation-specific development of business models for
service providers within software ecosystems (see RQ). For that, we again use the theories of
boundary objects [SG89], and opportunity creation [ABA13] of the second cycle. For the
Crowd-based Prototype Validation, our refined Objective is based on our overall solution
design of a platform for crowd-based prototype validation. Here, our user study aims to

use our situated implementation to identify missing DFs and evaluate our DPs for their
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importance. Based on this refined object, we want to discover a separated RQ on how to
design software to support the iterative validation of prototypes with the crowd (see Section
7.3.3). Here, we use the same opportunity creation theory as for situation-specific BMD.
With both, we have an exploratory purpose of gaining new insights.

Also, the Case in our user study can be divided into the situation-specific BMD and the
crowd-based prototype validation. For the Situation-specific Business Model Development,
we use the analysis of multiple units in one case [Yin09] by developing business models for
different mobile applications within a lean development seminar. Here, the seminar is part of
the Bachelor of Computer Science at Paderborn University in winter term 21/22 and aims
to provide an overview of the concept of iterative development of mobile applications. The
seminar consists of four phases in which groups of two-three students with no experience in
BMD develop the idea of a mobile app. First, a block seminar is used to divide the students
into groups, give them an overview of the different steps of lean development, and explain the
different situations that can lead to different steps for the developed methods (e.g., mockup
vs. wireframe for prototype), and decision for modeling artifacts (e.g., advertisements vs.
subscription as revenue streams). Moreover, each student has to present the first idea of a
possible mobile app. Second, each group selects one of their ideas, elaborates on the app
as a prototype and the business model, and provides an intermediate presentation of their
ongoing results. Third, the groups improve their prototypes and business models based on
feedback and provide a final presentation of their results. Fourth, the groups must present
their conducted process and the developed artifacts in a final report. Here, the groups use
our developed Situational Business Model Developer as the situated implementation of our
situation-specific BMD within the second and third phases.

For the Crowd-based Prototype Validation, we use the situated implementation of our
Crowd-based Prototype Validation Platform with the third phase in our seminar to provide
additional development support for our situation-specific approach. Here, one student per
group needs to upload their prototype with questions to the platform. Next, every student
gives feedback on two predetermined prototypes by answering the questions that could be
used to improve the prototypes. Last, the students evaluate the platform’s prototype on the
platform itself by rating the importance of the DPs together with feedback on the overall
idea, the proposed solution, the current drawbacks of the platform, and additional feedback.
Moreover, during the lecture in summer term 22/23, we conducted a similar user study just
for the platform. Here, within a mini project, three-four students that were grouped needed
to develop AR/VR prototypes, which initial idea we evaluated with the platform. Moreover,

like in the seminar, each student provides a self-evaluation of the platform.
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As Methods to collect data and corresponding Selection Strategy, we use a mix of
indirect and independent methods as characterized by Lethbridge et al. [LSSO05]. As an
indirect method, we analyze the intermediate and final group results. This includes both
given presentations, the submitted final report, and interactions within the software tool.
Moreover, within the situated implementation of the platform, we provided a questionnaire
for rating the DPs and open questions on the overall idea, the proposed solution, current
drawbacks of the platform, and additional feedback. As an independent method, we improve
the results of our GLR for the method repository with additional information. Moreover, we
use Taxonomy Development (TD) [NVM13] to develop a canvas model repository out of a

mix of existing literature and the analysis of existing mobile apps.

Initiation of a User Study Protocol Before starting the conduction of our user study, we
need to initiate our user study protocol. Here, like in the case study, we follow the protocol
structure of Maimbo and Pervan [MPOS5]. In the protocol, we store information about the
block seminar together with the intermediate and final presentations. Moreover, additional
information could be gathered from the traceability features of our software tool, the platform,

and the final reports.

Clarification of Ethical Considerations Last, before conducting the user study, we need
to consider ethical considerations. This, in turn, increases the trust between the users, here the
students, and us. For this, we consider the following things: First, we explain the user study
to every user and inform them about the procedure. Second, we state our data collection and
storage strategy. Third, we clarify the publication of parts of the study and the omitting of

personal information.

9.2.2 Execution

During the conduction, we structure our procedure according to the three applied stages of
knowledge provision of methods and models, the composition and enactment of development

methods, and the support of development steps.

Knowledge Provision of Methods and Models For the first stage, we needed to provide
knowledge about business models for mobile apps for the method repository and the canvas
model repository. For the Method Repository, we improved the results of our GLR within
the case study in Section 9.1 with additional explanations and reference websites to ensure
a common understanding by all students. For the Canvas Model Repository, we wanted to

support the students with knowledge about possible business models and product features.
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To gather that knowledge, we used a 3-phases extraction method based on the TD method by
Nickerson [NVM13]. The method of Nickerson can be used to classify objects based on their
common characteristics. First, we modeled each item of the canvas element for the business
model and the product features as a characteristic of a mobile application within the taxon-
omy. Second, we combined each item with the extracted application domains, corresponding
relationships, and identified instances. While we used our extraction method first on 11th
February 2019 (see [GRE19c] for technical report), we improved our results on 14th Septem-
ber 2021 before the seminar. To use the method, we needed to define meta-characteristics
and ending conditions together with empirical-to-conceptual and conceptional-to-empirical
iteration steps. The meta-characteristics are the most comprehensive characteristics that can
be used as the basis for the choices in the taxonomy. Based on these meta-characteristics,
we were running combinations of empirical-to-conceptional and conceptual-to-empirical
iterations. After each iteration, the taxonomy is checked against objective and subjective
ending conditions. While objective ending conditions can be assessed, subjective ending
conditions leave space for interpretation. We structured our applied extraction method into
the three phases of planning the development, conducting the development, and summarizing
the development.

During (1) Planning the Development, we needed to define the overall meta-characteris-
tics and the ending conditions. To model the items of the business model, we used the
nine building blocks of the BMC [OP10] as the most-comprehensive characteristics. We
refined these blocks by the categories of the book Business Model Generation [OP10] to
support the information extraction process. To model the items of the product features,
we used a high-level classification of general, user, and interaction features as the most-
comprehensive characteristics. The objective ending conditions were the examination of
all selected applications and papers for the corresponding execution step. As subjective
conditions, we wanted to create an appropriate and cross-application usable canvas model
repository.

During (2) Conducting the Development, we derived the actual information that should
be utilized with our canvas model repository. For that, we defined the three stages of studying
existing material, analyzing existing applications, and extracting existing features.

During the Studying of existing Material, we analyzed the top listed applications of mobile
ecosystems and related apps. Within the conceptual-to-empirical iteration, we analyzed
selected literature [FSDN15, GWB10, HO11, LKH17, MVG™ 14, MKM11, RR16, TTP11]
from an existing SLR of IT service markets [JPEK16]. Here, we discovered all papers
classified as business model relevant and chose the ones that impact mobile developers and

their apps. In the empirical-to-conceptual iteration, we looked at the information of 150 apps
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from the top lists of Apple’s AppStore and Google’s PlayStore by discovering the 25 top free,
top paid, and top grossing applications. After the elimination of duplicates, there were 126
applications left, which information in the store we have discovered. Out of both iterations,
we refined our taxonomies for the business models and the product features.

During the Analysis of existing Applications, we conducted a deeper analysis of the
product features of selected apps and their business models. For that, we grouped our list
of applications into the six categories of messengers, social networks, streaming services,
trading services, information processing, and games which are also selected as our application
domains. Out of each category, we chose three applications with major differences in their
business model that are also selected as our instances. In the conceptual-to-empirical iteration,
we reviewed information (papers, analyses, news articles), which we obtained using Google
Search. Within the empirical-to-conceptual iteration, we executed the selected apps and
analyzed their business models. To support the analysis, we used the patterns of the St.
Gallen Business Model Navigator [GFC14] that are also used as instances. Out of both
iterations, we refined our taxonomies for the business models and the product features.

During the Abstraction of existing Features, we abstracted the characteristics of the
business models and product features to create a taxonomy. For that, we derived generic
value propositions from the existing value propositions of the first stage and the discovered
value propositions of the mobile applications of the second stage. After that, we refined our
taxonomies by providing the same hierarchical level for the lowest characteristics.

During (3) Summarizing the Development, we combined our gathered information and
initiated the Canvas Model Repository with the Canvas Elements, Canvas Building Blocks,
and Canvas Models. For that, we first defined the Canvas Elements. Here, we used the
characteristics of both taxonomies as Ifems, the categories of the apps as Application Domains,
the predefined connections as Relationships, and the analyzed apps and identified patterns as
Instances. Out of that, we defined the Canvas Building Blocks by using the hierarchy of the
Items in the taxonomy combined with existing Relationships and Instances. Last, we mapped
them to Canvas Models for the business model and the feature set. A part of our Canvas
Model Repository can be seen in Figure 9.4. For the Canvas Elements, we had exemplary
Application Domains (e.g., Mobile Apps, Messengers), Items (e.g., Network, Interact with
Everyone), Relationships (e.g., requires ,excludes), and Instances (e.g., Spotify, Multi-Sided
Market). Those were structured to Canvas Building Blocks (e.g., Mobile App Business Model
Knowledge) with multiple Applications Domains (e.g., Mobile Apps). Here, the hierarchy
of Items (e.g., InteractionType was decomposed to Single-Sided Market and Multi-Sided
Market), multiple Relationships (e.g., Interact with Everyone supports Multi-Sided Market),
and multiple Instances (e.g., YouTube uses Interact with Everyone and Multi-Sided Market)
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were modeled. Moreover, those blocks were mapped to the Canvas Models of the existing
Business Model Canvas and the newly created Feature Set Canvas.

A preliminary version of the whole canvas model repository can be accessed inside the
corresponding technical report [GRE19c]. Moreover, the results for both repositories can be

accessed in our software tool.

Business Model
Value Propositions _ Customer Seg.

InteractionType InteractionType

() () ()
Interact with Every. Single-Sided Market Multi-Sided Market

Al

Fig. 9.4 Knowledge Provision: Examples of the Canvas Model Repository based on the TD
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Composition and Enactment of Development Methods For the second stage, the 14
students of the seminar were divided into six groups. After every student had presented
one idea, each group decided on one of their ideas to work on for the rest of the seminar.
These were (1) a recipe app that combines meals out of already purchased food, (2) a student
planner app that organizes different courses and submissions, (3) a booking app that allows
customers to book appointments at service providers, (4) a social app, that supports the friend
matching based on common memes, (5) a clothing app, the recombines clothes from the
wardrobe, and (6) a gaming support app, that supports the dungeons-and-dragons roleplay
with custom character sheets. The groups used our software tool to compose and enact a
situation-specific BMDM to develop business models for their mobile apps. These results of
that development were presented within the intermediate as well as the final representation.
Moreover, within the final report, they described their conducted development steps and
created artifacts.

To use the Situational Business Model Developer, we have presented the students the
most important tool features during the block seminar together with an exemplary composed
development method. With this information, the student groups could take the part of the
method engineer to compose a development method or could use our support as method
engineer for the composition. For both, we had the constraints that the situational factor of
businessModelingSkills needs to be set to low and our derived Business Model Initialization
Fattern needs to be used as the first pattern during the initialization. Therefore, the composi-
tion and enactment of the development methods could be structured according to the five
phases of discovery, analysis, design, development, and validation.

In the (1) Discovery, the students discovered the actual problem which they wanted to
solve together with the customers they wanted to address. To discover the problem, they
often used the Market Problem Discovery to gather information about a particular market
or the Own Problem Discovery to derive the market from their own problems. Here, for
example, the group of the booking app used the analysis of the market problem of the
time-efficient booking process of regular appointments. Moreover, the group of the recipe
app used the observation of the own problem of leftover food that should be reused in new
dishes. That discovery was enhanced by additional development steps like Persona Creation
or Customer Journal Map Creation. Here, the group of the clothing app used personas to
illustrate potential users of the app, and the group of the booking app used customer journeys
to connect contact points of the end-users and the companies. For the discovery of the
customers, the Target Audience Identification was mostly used as a standard development
step. Here, for example, the group of the gaming support app refined their target group

as dungeon and dragons players. Moreover, that information was verified through the first
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Customer Interviews or Online Community Observations. Here, for example, the group of
the planner app interviewed other students on their opinions, and the group of the recipe
app looked up their market in existing cooking communities. The discovery phase of two
different development methods can be seen in Figure 9.5. While the group of the planner app
used a single identification of the target audience for the students together with an observation
of its own problems, the group of the booking app used two identifications for both market

sides together with an observation of the market problem.
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a) Discovery and Analysis of the Planner App b) Discovery and Analysis of the Booking App

Fig. 9.5 Method Composition: Parts of the BMDMs for the Mobile Apps

In the (2) Analysis, the students analyzed the market with the existing competitors they
wanted to address. Here, all groups used the Market Potential Analysis together with some
sort of Competitor Analysis or StoreCompetitor Analysis. Here, for example, the group of
the recipe app analyzed the potential market based on statistics of cooking together with the
analysis of existing websites and apps for recipes. Moreover, sometimes the Target Group
Sharpening was used to refine the target audience after the analysis. For example, the group
of the booking app revisited their target audience after a detailed analysis of the market and
the competitors. The analysis phase of two different development methods can be seen in
Figure 9.5. While the group of the planner app used the parallel conduction of the market
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potential analysis and the competitor analysis, the group of the booking app used an iterative
sequence of both development steps together with the sharpening of the target audience.

In the (3) Design, the students designed the value proposition, business model, and
feature set our their mobile apps. For that, they used the required development steps of
Value Proposition Development, Business Model Development, and Feature Set Development,
where each step is connected to a canvas model and, therefore, supported by the internal
Canvas Module. While the value proposition was developed without additional knowledge
support, the business model and feature set could be supported with the provided knowledge
of the canvas model repository. Here the knowledge was used to suggest possible items
and patterns, analyze the relationships between those items, and compare the own modeled
canvas against other businesses. Here, the groups used the repository to gather possible
items for the business model and the feature set. Examples of that can be seen in Figure
9.3 (e.g., Personalized Recommendations, Single-sided Market). Moreover, the developed
business models looked like that if the analyzed relationships were used to improve the
possible business models (e.g., solving conformance errors against the knowledge in the
repository). However, it seemed that the students did not use the identification of patterns and
the comparison against other businesses. For example, parts of the value propositions and
customer segments for the cooking app and the gaming support app can be seen in Figure
9.6. Here, both groups used a mix of their own knowledge (e.g., Young Adults in Customer
Segments for cooking app, Sheet Customization in Value Propositions for game support
app) and existing knowledge (e.g., Personalized Recommendations in Value Propositions for
cooking app, Single-sided Market in Customer Segments for game support app). Moreover,
the development steps of Competitive Advantage Analysis, SWOT Analysis, and Feature
Set Prioritisation are used each once. Here, the group of the recipe app used analysis of
competitive advantage due to many other apps in the same field, and the group of the booking
app used feature prioritization due to their large feature set.

In the (4) Development, the students developed an artifact of their mobile app. Here, for
the first iteration and the intermediate presentation, most groups chose Mockup Development
for the first artifact. Here, for example, the group of the booking app used Figma to create
different mockups of their mobile app. Later, some groups decided to switch to the Prototype
Development, and one group used a Wireframe Development. Here, for example, the group
of the gaming support app used the Android SDK to develop the first prototype of their app.

In the (5) Validation, the students should validate the artifact of their mobile app with
potential users. For the first iteration and the intermediate presentation, most groups chose
the Customer Interviews with friends as the first validation. Here, for example, the group

of the planner app asked their student colleagues for initial feedback on their developed
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Fig. 9.6 Method Enactment: Parts of the BMC for the Mobile Apps

mockups. Later, for the final evaluation, the Crowd-based Prototype Validation Platform was
used in the Crowd Prototype Validation to cross-validate the artifacts around the seminar as
presented in support of the development steps.

Support of Development Steps Within the seminar, the 14 students had less experience
in BMD and lean development. Therefore, we aimed to support the development steps of
the business model and the feature set with our integrated Canvas Module and the validation
of the prototype with the external Crowd-based Prototype Validation Platform. While the
usage of the Canvas Module was already explained in the design phase, here we focus on the
crowd-validation support.

With the Crowd-based Prototype Validation Platform, it is possible to support the valida-
tion of prototypes with the crowd. Here, the business developer could upload screenshots
or link external prototypes together with a questionnaire. This questionnaire, in turn, could
be filled out by potential users of the crowd. Moreover, the results of the questionnaire are
aggregated and made available to the business developer to improve his prototype iteratively.
In our setting, each group selects one business developer who published a prototype of their
mobile app on the platform together with a questionnaire containing the business model
(e.g., price offering of the user) and the product features (e.g., missing functionalities) related
questions. After that, each student evaluated two prototypes of other groups by filling out

their questionnaires. Therefore, each group got feedback from four to six other students that
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Fig. 9.7 Development Support: Self-evaluation of the Platform

they could use within the validation phase. After that, we provided a self-evaluation of the

platform. For that, we have added the platform itself as a prototype, as shown in Figure 9.7.

Here, the prototype consisted of images of the platform where the instantiations of the DPs

on the platform are labeled. Moreover, the questionnaire provided a 5-star rating question

for each DP and four free text questions on the overall idea, the proposed solution, current

drawbacks of the platform, and additional feedback.

Moreover, we repeated the study with updated DPs and improved situated implementation

in a student lecture on the systematic development of AR/VR applications. Here, the 26
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students were divided into eight groups of three to four, where one of each group published an
idea (e.g., a JengaVR game, a smARt note app, an ARmomix cooking app) for the application
on the platform. After that, all students evaluated two other prototypes and the platform as in

the seminar.

9.2.3 Analysis

The first goal of our work was to develop a situation-specific BMD approach. By conducting
a design science study, the purpose was to answer the overall RQ of how to enable the
situation-specific development of business models (RQ). For the third cycle of DSR, we
focus on our third question of supporting the artifact development with software (RQ 3) and
refine the first question on how to utilize and store the knowledge of method and models
(RQ 1) and the second question on how to compose and enact development methods (RQ 2).
Moreover, the second goal was to design a crowd-based prototype validation. By conducting
a separate DSR study, the purpose was to answer the RQ of how to design software to support
the iterative validation of prototypes with the crowd. We used this software support within
our third stage of situation-specific BMD to support development steps.

For the Utilization and Storage of Knowledge (RQ 1), we have improved the results of
the GLR as an indirect method to create a Method Repository. Here, we have added additional
explanations to the Method Elements, Method Building Blocks, and Method Patterns to allow
a common understanding without external explanations by domain experts. Moreover, we
have added explicit execution steps for the modulized support of designing the canvas models
in supporting the development steps. Here, understanding the forwarding of the artifacts
through the execution steps was tricky. Moreover, for the Canvas Model Repository, we
have used an extraction method based on TD. Here, identifying the Canvas Elements was the
major challenge based on the granularity of the items and the analysis of additional sources
for the business models of the mobile applications. In contrast to that, the Canvas Building
Blocks could be directly adopted by the developed taxonomy and mapped to the Canvas
Models of the existing BMC and the newly developed FSC.

Overall, the utilization and storage of knowledge were applicable concerning RQ 1 and
improved in contrast to the second design cycle. However, again a background knowledge of
the approach is needed to allow the utilization and storage concerning the reusability aspect.
Moreover, by providing the development support for the Method Building Blocks also, RQ 3
was applicable to the approach. However, background knowledge of the approach is needed
to allow the connection of the execution steps.

For the Composition and Enactment of Development Methods (RQ 2), we have
improved the composition of the development method with additional explanations and the
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enactment of the method with additional collaboration features. For the Composition of the
Development Methods, we had the six student groups with their own individual development
method, which were composed by the groups or us under some restrictions. While for us,
the composition was straightforward, the students had some issues regarding the nested
usage of the patterns and the additional choices of groups for the stakeholders, artifacts, and
tools. However, the issue of nested patterns could be directly related to the first usage of the
composition, and the issue of additional choices could be improved with default groups. For
the Enactment of the Development Method, the six student groups executed their individual
methods to develop the business models of their mobile apps. For that, the groups conducted
the corresponding development steps. Here, two groups used the collaboration features to
discuss the different development steps, three groups used just the traceability feature of
the different artifacts, and one group executed the steps but stored the artifact information
externally. During that, we got the feedback that the development steps should get more
guidance, artifacts should be creatable without development steps, and parts of the Canvas
Module are hard to understand. During the execution of the execution steps from the Canvas
Module, the groups used the predefined items and relationships but not the existing instances.

Overall, the composition and enactment of development methods were applicable concern-
ing RQ 2 and improved in contrast to the second design cycle. However, again a background
knowledge of the approach is needed to allow the composition of the development method.
Overall, the support of development steps (i.e., support of canvas design) was applicable
concerning RQ 3. However, the modules’ execution steps need to be explained in more detail

to allow easy usage.
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Fig. 9.8 Evaluation of the Design Principles (DPs) on the CBPV platform

For the Support of Development Steps (RQ 3), we already analyzed the composition of
the development support and their execution for the Canvas Module in the last paragraphs.

Here, we focus on the analysis of the crowd-based prototype validation, which we divide into
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the final quantitative and qualitative results of our questionnaire (n=20) of the third design
cycle.

For the Quantitative Results, we have answers for the 5-star rating questions for the nine
DPs that mostly relate to the abstracted design knowledge of the crowd-based prototype
validation. An overview of those results as box plots is shown in Figure 9.8. As an overall
impression, we see that nearly every DP is rating as crucial for such a platform. The variety
of users (i.e., DP I) and iteration of tasks (i.e., DP 2) should be provided by every platform.
Also, the diversity of prototypes (i.e., DP 3) and feedback (i.e., DP 4), together with the
aggregation of feedback (i.e., DP 6) that are specific for prototype crowd-validation, are rated
as essential. The same holds for providing overall governance (i.e., DP 9). The function for
filtering (i.e., DP 5) and incentives (i.e., DP 7) are rated lower by the students as they got
predetermined prototypes to validate and no additional incentives for the validations. Last, a
higher discrepancy exists for the non-closure agreements (i.e., DP 8), which some students
could interpret as just additional overhead.

For the Qualitative Results, we have answers for the free text fields of the additional
questions for the concept that are mostly related to the situated implementation of the
platform prototype but can partially also be abstracted to the design knowledge. An overall
impression of that feedback was that most of the students liked the overall idea of the platform.
Just one student was curious if the additional effort would be worth the feedback, and one
student commented that crowd validation should be just done in addition to regular customer
interviews. Most of the feedback was regarding some general issues with the current version
of the platform prototype, like better support for mobile web browsers, Ul issues, simplified
account management, or bug fixes. However, some feedback also suggested improvements to
the most important features of the users, the prototypes, and the feedback. For the users, there
was feedback to create groups for collaborative working on the prototypes and invite links to
share the prototype with colleagues. For the prototypes, there was feedback to add additional
types of non-visual prototypes and directly create clickable mockups on the platform. For
the questionnaire, there was feedback for "if not, why" questions and blocks for Likert scale
questions. Last, there was the wish to integrate the prototypes and the questions deeper.

Based on that analysis, we interpret those results for the situation-specific BMD and the

crowd-based prototype validation for future improvements to the solution.

9.2.4 Interpretation

The reasons for our user study during DSR were the evaluation of the third cycle of our

situation-specific BMD approach in different contexts and the third cycle of our crowd-based
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prototype validation approach. For that, we analyzed our current threats to validity and
derived further implications that we have already addressed within our approaches.

To critically discuss the Threats To Validity of our evaluation, we again use the frame-
work of Yin et al. [Yin09], who divide the criteria of construct validity, internal validity,
external validity, and reliability.

For Construct Validity, we followed an explorative purpose by conducting all three
stages of the approach. Here, we use a user study with mobile apps in different contexts to
discover the applicability of the whole approach and the self-explanation of the composed
development method. However, there is the limitation that for the applicability of the support
of development steps, we were just able to test two different exemplary modules from the side
of the business developers. This means that we can not directly anticipate the applicability of
all possible support modules. Moreover, for the platform, we clarify the goal and purpose
to the students and provide additional explanations of the platform together with an email
address for solving occurring problems. Nevertheless, there can be misunderstandings of the
purpose, especially on the transferability of the DPs to different application areas.

For Internal Validity, we transferred the guidelines of Runeson and Host [RHO9] from
the case study to the user study to support the comparability of both studies. Here, we
clarify the overall research design at the beginning of the study and use the user study
protocol, the presentations, the final reports, and the information within the software tool as
sources to maximize objectivity and transparency. However, one limitation is that we used a
homogeneous group of computer science students with less experience in BMD for the user
study. This means we can not directly anticipate the applicability of all possible user groups.
Moreover, for the platform, a threat here is the non-systematic literature review in the first
cycle. While we cover different areas and use a technique like snowballing to reduce that
threat, we can not completely ensure missing some literature. However, those issues should
be reduced by conducting multiple design cycles.

For External Validity, we followed the design science paradigm of Vaishnavi and Kuechler
[KVO08] to gain abstract knowledge that can be used to solve a class of problems. Here, we
elaborated on the specific problem of developing business models for mobile apps, where
we applied our approach in different contexts within the user study. However, there are
limitations to the similarities within the specific situations of the students and the application
domain of mobile apps. This means that we can not fully anticipate the applicability to all
situations and application domains. Moreover, for the platform, a threat here is the evaluation
within student courses because of the biased view of the students. Nevertheless, this should

less affect the DPs due to the additional interviewing of experts.
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For Reliability, we maximize the traceability by using a user study protocol, the pre-
sentations, the final reports, and the information within the software tool. Moreover, we
used a mix of direct and independent selection methods to increase the objectivity of our
study. However, there is the limitation that the provision of knowledge repositories and the
development of business models are creative processes that highly depend on the actual
stakeholders. This means that the repetition of the knowledge provision and business model
development will also lead to different results. Moreover, for the platform, we record the
whole expert workshop and export the raw data of all data created in the two user studies.
While this increases the reliability of the study result, it could also harm the experts and
students in providing negative feedback.

Out of the evaluation of the third DSR cycle, we found some Implications that we divide
into the situation-specific BMD and the crowd-based prototype validation.

For the Situation-specific Business Model Development, we directly addressed those im-
plications during the conclusion of our design science study. However, further improvements
are presented in the future work of our thesis, as presented in Section 10.3. We divide those
implications into the three areas of guidance improvements, approach complexity reduction,
and tool complexity reduction.

For the Guidance Improvements, we noted that the students with less business model
experience had issues with the given guidance. This includes the different functionalities
of the execution steps of the canvas module but also the high-level descriptions for the
tasks without separate execution steps. This, in turn, also limits the applicability to similar
stakeholders with less business model experience. Therefore, we improved the canvas
module’s functionalities and extended tasks without modules with additional task steps.

For the Approach Complexity Reduction, we found out that the students had issues with
the predefined composed method during the enactment. This includes the composition itself
and the need for method building blocks to create the artifacts. This, in turn, limits the
flexible usage by the stakeholders. Therefore, we reduced the complexity by allowing the
BMD without a predefined composed development method, phase-based construction, and
the direct creation of artifacts.

For the Tool Complexity Reduction, we investigated whether the students had an overall
usability problem with the software tool. This includes the explanations for the different
stages but also the layout of the tool. This, in turn, limits the acceptance of the stakeholders.
Therefore, we improved the explanations and the layout of the software tool.

For the Crowd-based Prototype Validation, we divide those implications into the ab-

stracted design knowledge of the DPs and the situated implementation of the platform.
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The Abstracted Design Knowledge refers to the developed design principles and the
overall solution design. We currently see no major issues with the current set of principles.
However, some DPs could be slightly improved in the future. For the variety of the users
(i.e., DP 1), the external users, and in the iteration of tasks (i.e., DP 2), the incremental
improvements could be described more precisely. Moreover, the deeper integration of
prototypes (i.e., DP 3) and feedback (i.e., DP 4) could be mentioned. Next, the reasoning
for the incentivization (i.e., DP 7) and the non-disclosure agreements (i.e., DP 8) could be
improved. Last, based on the analysis of the created prototypes, a minor design principle
that could be investigated in the future would be providing guidance in creating a task (e.g.,
choosing the best type of prototype, generating good questions for feedback).

The Situated Implementation refers to the design features and the implemented platform
prototype. Here, we currently see a need to fix the current bugs that were identified by the
students. Moreover, we want to work on specific features that were mentioned during the
evaluation. For that, in addition to single sign-on services (i.e., DF 2), we want to allow the
sending of invitation links for concrete task evaluations. Moreover, we want to allow the
sharing of prototypes with other developers at the task creation (i.e., DF 5). To improve the
diversity of the prototypes, we want to add an internal prototyping tool in addition to the
external one (i.e., DF 10). Furthermore, the diversity of the feedback should be supported by
multi-questions based on Lickert scales (i.e., DF 14). As a larger project, we want to combine
the creation of prototypes and the provision of questions deeper based on the integrated
prototyping tool. Last, we want to implement the guidance in task creation, as mentioned as
a possible DP above.

9.3 Summary

Within this chapter, we have provided the evaluation of our second and third design science
cycle. For that, we have conducted a case study on developing possible business models
for the OWL Live event platform and a user study on developing possible business models
and prototypes within students’ courses. For both studies, we have shown the overall experi-
mental design, the execution of the study, the analysis of the results, and their interpretation.
Moreover, we provided an evaluation of the crowd-based prototype validation that was
integrated into our third design cycle.

For the Case Study on OWL Live, we developed possible business models for a local
event platform. Here, we conducted a GLR to provide the knowledge for the method
repository and the canvas model repository. Out of that knowledge and with the support

of the project manager, we have composed a situation-specific BMDM. By enacting that
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development method, we have developed the three different business models of a content
aggregator, a ticket seller, and a sponsored platform, together with a swot analysis of each
business model.

For the User Study in Student Courses, we organized a student seminar in which the
groups of students developed business models and mobile app prototypes iteratively. Here,
we improved our GLR to provide the knowledge of the method repository and conducted a
TD to provide the knowledge for the canvas model repository. Out of that knowledge and
with additional support from us, the student groups have composed their situation-specific
BMDMs. By enacting the development methods, the students have developed the business
models and prototypes of a recipe app, a student planner app, a booking app, a social
app, a clothing app, and a gaming support app. Moreover, we showed the evaluation of our
crowd-based prototype validation within a student lecture on developing AR/VR applications.

Based on the evaluation, we conclude our approach in the next chapter. For this, we
summarize the main contributions of our approach, revisit the stated HRs and point out future

work.



Chapter 10
Conclusion and Future Work

In the previous chapter, we evaluated our solution based on a case and a user study. Based
on that, we give a conclusion on our approach for the situation-specific business model
development within software ecosystems and show additional research points which can be
addressed in the future. For that, we first summarize the main contributions of our approach
(10.1). After that, we revisit the extracted high-level requirements behind our solution (10.2).

Last, we point out research work that could be addressed in the future (10.3).

10.1 Contribution Summary

The development of new and innovation of existing business models is a challenging task
for both startups and companies. Here, the steps in the development method, as well as
the information in the modeling artifacts, need to fit the context in which the business
model should be developed. For that, we support both the development method and the
modeling artifacts with the utilized knowledge of different domain experts. Here, the
knowledge is selected situation-specific to the changeable context. To solve that challenge of
context awareness, we have developed an approach for the situation-specific development
of business models. Based on DSR, we conducted three design cycles which we evaluated
with a feasibility study, a case study, and a user study. The outcomes of this research
are the operational principles of the evaluated concept of situation-specific BMD together
with the situated implementation of a software tool called Situational Business Model
Developer. Our concept consists of three stages. In the first stage, we utilize and store
the knowledge of different development methods and supporting modeling artifacts in
two repositories. In the second stage, we compose the development method out of both
repositories based on the context and enact that development method to develop different

artifacts, including the business model. In the third stage, we support single development
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steps within those development methods with customizable development support to assist the
artifact development. In the following, we summarize the main contributions of each stage.
The goal of the Knowledge Provision of Methods and Models is to utilize and store
reusable knowledge about development methods and modeling artifacts from domain experts.
To solve that, we provide a Method Repository for the method fragments of the development
methods and a Canvas Model Repository with canvas modeling fragments for the canvas
modeling artifacts. As method fragments, we have the atomic Method Elements, including
artifacts and tools, that are combined to Method Building Blocks that transform input artifacts
into output artifacts. Moreover, the order of those building blocks is optionally structured
by Method Patterns. As canvas modeling fragments, we have the atomic Canvas Elements,
including items and relationships, that are hierarchically refined as Canvas Building Blocks.
Moreover, those building blocks are visually represented through Canvas Models. Last, both
repositories are connected by canvas artifacts that relate to specific canvas models. That
knowledge is made reusable to compose different development methods in the next stage.
The goal of the Composition and Enactment of Development Methods is to construct
and execute development methods based on freely definable and changeable contexts. For
the construction of the development method, we introduce pattern-based and phase-based
construction. In the pattern-based construction, we nest different Method Patterns into each
other and inserted Method Building Blocks in them. In the phase-based construction, we
divide the development method into different phases and select Method Building Blocks for
them. In both constructions, the Method Building Blocks are recommended by comparing the
given situation of the organization and the defined situation of the building block. Moreover,
we connect each canvas artifact to a Canvas Model. Here, we support the consolidated
usage of different Canvas Building Blocks. For that, we introduce the feature-based and
taxonomy-based consolidation of those building blocks. For the feature-based consolida-
tion, we merge the different building blocks with their items and relationships, detecting
conflicts of relationships between items of different building blocks. For the taxonomy-based
consolidation, we support just items that can be merged without conflicts between different
building blocks. Based on that, we provide an execution engine for the composed devel-
opment methods or new ad-hoc created development methods. Here, the Method Building
Blocks of the development method are interpreted as development steps with guidelines for
their conduction. During this conduction, different stakeholders collaborate to create and
modify different (Canvas) Modeling Artifacts, including the business model. Moreover, each
conduction of a development step might lead to a change of the context and an adaption of
the development method. Last, specific development steps are supported by IT assistance in

the next stage.
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The goal of the Support of Development Steps is to provide software assistance for
specific development steps during the BMD. To provide that assistance, we introduce the
usage of Support Modules for providing such flexible development support. In the beginning,
we need to connect each module to the process engine. Here, each module might contain
different Support Tools with atomic Support Steps. Those support steps are used to create
and modify different Support Artifacts that are specified through Support Meta Artifacts.
Those meta artifacts, in turn, are used to ensure the interpretability of the support artifact by
support tools of different support modules. After that, we compose the development support
for specific Method Building Blocks by combining different Support Steps and choosing the
Support Artifacts as input and/or output artifacts of the building block. After that, we enact
the development support by executing the development step that is connected to the Method
Building Blocks. Here, each Support Step is connected to a customized code block in the
Support Module to support the creation and modification of the Support Artifacts. To show
the applicability of our solution, we provide three different support modules. The first one is
the Canvas Module, which provides design support for canvas models based on the Canvas
Model Repository. The second one is the HypoMoMap Module, which provides validation
support for the assumptions of business models and product features. The third one is the
CBPYV Platform, which provides validation support for software prototypes using the crowd
for feedback.

10.2 High-level Requirements Revisited

For developing our situation-specific BMD approach, we have conducted a review of the
literature in BMD and an analysis of tools on BMDSSs in Section 1.3 to derive the underlying
HRs as a foundation of our solution. During this section, we revisit those nine requirements
and their fulfillment within the approach.

The HR 1: Knowledge Ultilization states that the solution should allow the utilization of
knowledge about BMDMs and within the canvas artifacts. Within our approach, we utilize
the knowledge from different domain experts about methods to use and the canvas artifacts
to rely on with the support of a Method Repository and a Canvas Model Repository that both
interrelate to each other. Here, the utilized knowledge can be used to compose a development
method and provide suggestions during the enactment during the conduction of development
steps together with supporting single development steps with design support.

The HR 2: Method Comprehensiveness states that the solution should allow the
comprehensive development of BMDMs for all phases. Within our approach, we support
all phases of BMD by providing a Method Repository and the support for pattern-based and
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phase-based construction of the development method. For the pattern-based construction, the
nesting of Method Patterns ensures comprehensiveness. For the phase-based construction,
the selection of the phases leads to it. Moreover, during the enactment, it is possible to
flexibly execute additional Method Building Blocks as development steps for supporting
those phases.

The HR 3: Model Visualisation states that the solution should allow visual representa-
tions of the business model. With our approach, we visualize the business model by providing
a Canvas Model Repository, where those models can be flexibly represented through Canvas
Models. Those Canvas Models, in turn, can be used during the composition to consolidate
different Canvas Building Blocks and the enactment to visualize the structure behind the
consolidated Canvas Building Blocks. Moreover, during the support of development steps,
the instances of the items might be used to provide additional design support.

The HR 4: Context Awareness states that the solution should be aware of the context
in which the business model is developed. Within our approach, we integrate the context
by defining the Situational Factors in the Method Repository and the Application Domains
in the Canvas Model Repository. During the composition of the development, we use the
Situational Factors to choose the Method Building Blocks and optionally Method Patterns or
Phases together with the Application Domains to choose the Canvas Building Blocks. Here,
fragments of both repositories are connected to support the development methods as well
as the canvas modeling artifacts. Moreover, that context can be flexibly adjusted during the
enactment of the development method to provide an adaptation of methods and models.

The HR 5: Selection Assistance states that the solution should assist the development of
business models with the selection of BMDMs and canvas artifacts. Within our approach, we
assist in selecting knowledge from the Method Repository and the Canvas Model Repository
based on the given context. During the composition, we guide the construction of the devel-
opment method out of the Method Building Blocks and optionally Method Patterns or Phases
and the consolidation of the canvas models from the Canvas Building Blocks. Moreover,
during the enactment, we support the conduction of development steps with knowledge of
the Method Building Blocks and the development of canvas artifacts with knowledge of the
Canvas Building Blocks. Support Modules can further improve the development of (canvas)
artifacts during the support of development steps.

The HR 6: Development Continuity states that the solution should allow changes in the
business model and the business model development method during the whole development.
Within our approach, we provide continuity for the development method and the canvas model
during the whole development. For the development methods, we allow the adaptation of the

development method based on changes in the context after the execution of every development
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step. For the canvas models, we allow the creation and modification of new canvas artifacts
during each development step. Moreover, both the execution of new development steps and
the creation of new canvas artifacts is possible during the development.

The HR 7: Stakeholder Collaboration states that the solution should allow the col-
laboration of different stakeholders during the BMD. Within our approach, we support the
collaboration and communication of different stakeholders. Here, we allow the definition
of stakeholders responsible for specific tasks within the Method Building Blocks. During
the conduction of development steps, the information about involved stakeholders might be
directly used to assign them to tasks. Moreover, different stakeholders could communicate
within each development step using a discussion board and collaborate in developing different
(Canvas) Artifacts.

The HR 8: Artifact Management states that the solution should provide management
of all artifacts that are created during the BMD. Within our approach, we provide that
management by tracing the creation and modification of all artifacts. For that, general
Artifacts are defined in the Method Repository, while specific Canvas Artifacts are defined in
the Canvas Model Repository. Moreover, within the Support Modules, additional Support
Meta Artifacts can be defined to manage the instantiated Support Artifacts. During the
conduction of development steps, existing artifacts are used as inputs or outputs of each step.
Moreover, different Support Tools with Support Steps might be used to support the creation
and modification of those artifacts.

The HR 9: Decision Support states that the solution should provide decision support
during BMD. Our approach provides different development support techniques with the
Support Modules. Here, we allow the composition of Support Steps of Support Tools within
the Method Building Blocks that are used during the conduction of development steps within
the enactment of the development method. For that, we provide the initial modules for
designing the canvas with the Canvas Module, validating hypotheses with the HypoMoMap
Module, and validating prototypes with the CBPV Platform.

The HR 10: Tool Support states that the solution should provide a software tool to
support the BMD. Within our approach, we developed a situated implementation of our
approach called Situational Business Model Developer and published it under open-source
for future extensions. Within the tool, we provide support for all three stages consisting of the
knowledge provision of methods and models, the composition and enactment of development
methods, and the support of development steps. Moreover, the tool can be flexibly extended
using additional Support Modules for single development steps.
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10.3 Future Work

Within this thesis, we have presented a situation-specific BMD approach based on DSR.
During the work on the thesis, we identified different points for extensions of the stages of our
approach as well as concrete ideas for follow-up work that could be addressed in future design
cycles. We divide those extensions into the stages of knowledge provision, composition and
enactment, and development support together with their evaluation and follow-up work in
modeling business ecosystems, tailoring business model workshops, simulating business
outcomes, and connecting source code.

For the Knowledge Provision Extensions, we currently base the structuring of our
method repository on BPMN and the canvas model repository on canvas models that were
both initialized with knowledge from domain experts during the evaluations. However, here
both the structuring of the repositories and the initialization of knowledge could be extended
in the future. While additional lightweight modeling languages like Case Management
Model and Notation could be discovered for the structuring of the method repository, model
repositories could provide more complex modeling languages like the e3-Value Model for
modeling also value networks around the business models. Moreover, for the initialization
of knowledge, additional sources for method and modeling artifact knowledge in specific
areas like business ecosystems or digital platforms could be derived and provided within the
tool. That knowledge could be gathered manually by conducting SLRs, GLRs, and expert
interviews, or (semi)automatic by analyzing developed business models or mining existing
business resources.

For the Composition and Enactment Extensions, we currently compose the method
out of patterns and phases together with the modeling artifacts out of feature models and
taxonomies. Both are enacted on a Kanban board and (canvas) modeling artifacts. However,
simplifications of both the methods and modeling artifacts during the composition and
enactment could be discovered in the future. While, for the composition of models, the
usage of configuration-based situational method engineering with configuration points for the
different goals and phases could be discovered, the modeling artifacts could use a simplified
library without hierarchies if the enhanced design support and refinements for the canvas
models are not needed. This, in turn, can also lead to the potential effect that the enactment
might be directly combined with the composition in the most simplified cases, like for our
defined ad-hoc creation of development methods. Integrating both makes it possible to adjust
better the roles of the method engineer and the business developer.

For the Development Support Extensions, we currently provide simplified step-wise
design support together with three exemplary support modules to show its applicability.
However, both the step-wise design support and the number of modules could be extended
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in the future. For the step-wise design support, the composition could be extended so that
more complex executions sequences of steps and a more fine-granular selection of modeling
artifacts is possible. This, in turn, improves the possible use cases of the approach but also
increases the complexity of integrating new modules into the software tool. Moreover, it
would be possible to add modules to support all different phases of BMD. Ideas for such
modules could be derived from our SLR on BMDSSs. Here, examples would be discovering
business model information from existing ERP systems or validating possible business
models by creating digital twins.

For the Design Evaluation Extensions, we currently evaluate the applicability of our
approach using a feasibility study, a case study, and a user study. However, in the future, the
applicability of using other evaluation techniques and the measuring of improvements could
be discovered in additional design cycles. For applicability, it would be possible to conduct
expert workshops with companies and startups or prototype presentations on online events
and trade fairs to gather industrial feedback on our approach. For measuring improvements,
it would be possible to conduct small and locked controlled experiments of single features
of our approach against other existing approaches like pen-and-paper workshops or simple
visualization tools.

For the Follow-Up Work: Modeling of Business Ecosystems, it could be a future inves-
tigation to model more complex networks of business ecosystems with different stakeholders
through our approach. For that, we first need to develop a (lightweight) modeling language
to design such business ecosystems. This can be done by extending our canvas model
repository to present modeling language models or developing an additional meta artifact
within a support module. After that, both the existing method repository and the extended
canvas model repository can be filled with knowledge on the development methods and
modeling artifacts of business ecosystems. Depending on the developed modeling artifact,
the composition and enactment of the models need also be changed before the usage of the
models is possible. Moreover, developing an additional support tool within a support module
to support the different development phases of business ecosystems with unique collaboration
and communication features among different organizations could make sense. We already
presented the idea behind this follow-up work in [VGK22].

For the Follow-Up Work: Tailoring of Business Model Development Workshops,
it would be worth an investigation to adapt our approach for different online and offline
workshop settings. Here, different stakeholders simultaneously work on developing different
ideas for business models. For that, we need to extend our software tool with a user interface
for large and interactive screens for the offline setting and live synchronization and real-time

communication for the online setting. Moreover, we need to develop an extension for our
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repositories or create a new meta artifact to provide visual representations like template
boards of the single development steps. Those visualizations, in turn, should also be used
during the enactment of the development process. Furthermore, gamification elements within
a support tool of a support module could support single development steps. We already
presented the idea behind this follow-up work in [GYNE22d].

For the Follow-Up Work: Simulation of Business Outcomes, a future investigation
would be to combine our reference modeling using feature models to (semi-) automatically
simulate the outcome of different variants of business models. For that, we need to extend
the feature representation in our canvas model repository or create a new meta artifact to
deal with an advanced calculation language like system dynamics or agent-based modeling.
During the enactment, the space of possible business models could be chosen by selecting
a subset of all features that should be investigated. To calculate different business models
simultaneously, a support tool of a support module for development support needs to be
developed where different parameters for the calculation can be set. We already presented
the idea behind this follow-up work in [VG21].

For the Follow-Up Work: Connection to Source Code, it would be beneficial to
investigate if our model-based approach can be turned into a model-driven approach by
directly connecting our developed models to the source code of a software product. With
that, split tests of the product features and the business model can be directly tested in
possible prototypes by adjusting those to the formal representation. For that, we need to
develop a meta artifact that can be used within a software product. Moreover, we need to
develop an external code connection tool within a support module to achieve split-testing,
receiving results, and further analysis of the results. We already presented the idea behind
this follow-up work in [GYE22].
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Appendix A

SLR on Business Model Decision Support
Systems

The development of business models is a complex task that can be supported using decision
support systems (DSSs). These DSSs, which are partly referred to as BMDTs, can support
the different phases of BMD. Inside this appendix, we provide an SLR on those DSSs that
are used to derive our HRs (see Section 1.3), provide parts of our related work (see Section
3.3) and modularize the development support of development steps (see Section 7.2). In the

following, we show our research approach used and the derived results.

Conducted Research Approach

To collect the developed approaches for DSSs for BMD from the literature, we use an SLR
as proposed by Kitchenham [Kit04]. Here, the SLR is a procedure to provide a systematic
overview of a specific theme or topic in research. The results can be used to identify gaps
in the current research to suggest further investigations [Kit04]. The method consists of the
three steps of planning the review, conducting the review, and reporting the review.

In Planning the Reviews, an SLR needs to be motivated together with the explicit
formulation of the RQ the study aims to answer. Out of the RQ, the search string and related
inclusion and exclusion criteria are determined and stated within a research protocol. The
motivation for the SLR is justified by our DSR study, in which we create a situation-specific
BMD approach. Here, we want to use the results to foster the requirements from the relevance
cycle and the grounding from the rigor cycle [Hev07]. Together with a literature review on
BMD, we identify the corresponding research gap and derive our HRs.

To identify the corresponding BMDSSs, we have defined the following research question:
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* RQ: What decision support systems for business model development exist in the

literature and how do they provide decision support?

To answer this question and by testing different search terms with the terminology in

BMD, we have defined the following search string:
* Search String: business model and (decision support system or tool)
Moreover, we provide the following inclusion and exclusion criteria for the publications:

e Inclusion:

— The publication is written in English.

— The publication is a peer-reviewed workshop paper, a conference paper, a journal
article or a book chapter.

— The publication is written between January 2010 and August 2020 because the
interest in business models significantly increased with the publication of the
Business Model Canvas [OP10].

¢ Exclusion:

— The publication provides no decision support for business model development.

— The publication does not relate to the topic of business models (e.g., business

processes).

— The publication just applied existing techniques for decision support to business

models (e.g., system dynamics, agent-based modeling).

In Conducting the Review, the review needs to be conducted by considering the search
process, the source selection, the quality assessment, the data extraction, and the data synthe-
sis. In the search process, we apply the search string to the five libraries of SpringerLink!,
AIS eLibrary 2, ACM Digital Library?, IEEE Xplore*, and ScienceDirect® on September
17th, 2020, and follow the stages A-F from Figure A.1. At the beginning (A), we apply the
search string on all meta-data (i.e., title, abstract, keywords) of the publication to focus only
on papers that either provide a DSS or software tool for business modeling. We analyze

'Website of SpringerLink: https://link.springer.com/
2Website of AIS eLibrary: https://aisel.aisnet.org/

3Website of ACM Digital Library: https://dl.acm.org/
“Website of IEEE Xplore: https://ieeexplore.icee.org/
SWebsite of ScienceDirect: https://www.sciencedirect.com/


https://link.springer.com/
https://aisel.aisnet.org/
https://dl.acm.org/
https://ieeexplore.ieee.org/
https://www.sciencedirect.com/
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the meta-data of these papers (B) and the full texts (C) to identify interesting approaches
by considering the inclusion and exclusion criteria. Then we apply backward search (D)
and forward search (E) using Google Scholar® to cover all iterations of the design cycles of
these publications and discover further publications. In the end, we group the 54 identified

publications into 31 different approaches.

Sources Stages
SpringerLink 371 37 13 13
AIS eLibrary 51 22 13 +13
]
ACMDL |G| 18 (2 4 |2 2 :;% 5 +2
S g =) @ 3 o
IEEE XPlore | ) 108 | < 23 c 4 o o = +3
o 8 < ° ° >
A R o © < @ a o
Science Direct S 338 | O 10 I 1 2 = 0] +1
g g E g S c
Snowhalling | X 2 ot @ 12 |~ ~ +12
< = c a m
Citation Check ~ 10 + 10
Groupin 54in 31
ping Aprroaches

Fig. A.1 Extracted Number of Publications per Stage of the SLR

In Reporting the Review, we categorize those approaches around the three categories of
modeling & configuration, analysis & simulation, and evolution & validation. We describe
them shortly and use parts of them to derive our HRs (see Section 1.3), provide our related
work (see Section 3.3), and provide our development support (see Section 7.2).

Derived Results

In this section, we present the derived approaches out of our SLR. We divide them into the
categories of model & configuration, analysis & simulation, and evolution & validation.
The category of Modeling & Configuration refers to tools that provide decision support
on the first creation of a business model. Common examples of decision support in these
tools are the usage of business model patterns, a wizard for the configuration of a business

model, or creativity enhancement through guiding questions.

* [moby:designer]bm: The approach [WW11] focuses on the development of different
business model alternatives together with their evaluation. For that, they use existing

®Website of Google Scholar: https://scholar.google.com/


https://scholar.google.com/
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BMMLs to develop their own BMO to represent different business models together

with a graphical tool to guide the configuration process.

Computer-Aided Business Model Design: Under the term of computer-aided BMD,
the authors propose different concepts [FP10, FP14b, FP14a, FP16, PF14] to support
BMD. Here, they provide the idea of visualizing the evolution of a business model
[FP14b] and provide a list of key features for computer-aided development tools
[FP14a]. Moreover, they compare computer-aided and paper-based business model
design [PF14] and state that different user maturity levels also have an impact on the
BMD process [FP16].

OctoProz: The approach [VOPN13, VPO 13] describes itself as a creativity support
system for creating process-oriented business models. For that, they provide collabora-
tion between different stakeholders, guidance in the business model creation, simple
financial calculations, and ratings [VOPN13]. Moreover, they provide an evaluation
with expert focus groups [VPOT13].

Collaborative Business Model Design and Exploration: The authors provide a
concept [ZSDM 14] for the collaborative business model design. They use a business
model configuration where the business model components are broken into smaller,

ideally mutually exclusive, and collectively exhaustive business model elements.

Business Model Management System: The solution [BWRP15] provides the re-
quirements for an information system that can be used to manage business models
among the whole company. They divide between different short-term and long-term

requirements and use a design study to develop the first prototype.

Business Model Miner: The approach [AF17, AFD18, FAMI18] is the concept of
a tool to automatically derive the own company’s business model from an existing
ERP system and corresponding business models of other companies from crawled web
pages. They have worked on the mining of the value proposition [AFD18] and the
business model [AF17]. Moreover, they have integrated their approach into the ERP
of SAP [FAM18].

Active Business Model Development Tool: The approach [Szo19b, Szo19a] provides
creativity support by adding external stimuli to the BMD. For that, they applied the
psychological model of searching for ideas in associated memory to the business
modeling domain [Szo19b] and used what-if questions to support the ideation process

of new business models [Szo19a].
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* Business Modeling Infrastructure: The approach [EW17] develops a tool for config-
uring value propositions and business models based on the combination of different

modeling languages and the identification of KPIs for successful business models.

* Question-based Business Model Configurator: The approach [RRE™*19] supports
the comparability of business models by using a questionnaire-based initialization
process of new business models based on a predefined taxonomy of business model

elements.

* BusinessMakeOver: The approach [IRAH'16] is an online platform that provides
small and medium-sized enterprises decision support in finding proper business model
tools for different phases of BMD. These tools were primarily visualizations, together

with an explanation of how to use them.

* Smart Business Modeler: The approach [LFBBM19] is a tool that supports the
development of sustainable business models based on different business model pattern
packs. These different packs can be chosen out of a library during the configuration

process of the business model.

The category of Analysis & Simulation refers to tools that provide different analyses and
simulation techniques on a created business model. Common examples of decision support
in these tools are the comparison of different business models, the financial assessment of

different business model configurations, or the planning of best- and worst-case scenarios.

* e3-Value Modeler: The approach [GAOI, AG0O3] can be used to define a value
network of multiple stakeholders based on the e3-value modeling language. Out of

this modeling, the outcome of different scenarios can be calculated.

* Business Model Engineering and Experimentation Tool: The approach [KB10]
provides a performance analysis of the business models based on different scenarios.
For that, they develop a seven-step process from obtaining key variables to the analysis

of the strengths and weaknesses of a business model.

 Business Model Stress Tester: The approach [BHH' 18, HBJdR17, BdRS " 12] com-
bines the modeling of the business model and uncertainties to analyze the robustness
of the company. For that, they identify the stress factors of the business model and

visualize them with the support of a heat map.

* Software Business Model Tool: The approach [Sch14] combines a step-by-step

configuration of the company’s business model with the analysis of the market, the
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financial situation, and the firm performance. For that, we develop an architecture that
derives those data out of different repositories and uses them for the process steps of

configuration, comparison, and analysis.

Business Model Assistance System: The approach [DEWL13, KBWL12, DWL15]
provides recommendations for business model adaptations based on an existing
database of business models from competitors. Moreover, it introduces a connec-
tion to an ERP system to analyze the current information and material flows of the

company.

Business Model Developer: The approach [BM17, BM14] uses cluster analysis to
compare the own business with other companies in the same market based on the
customization of the underlying business modeling structure together with a guided

configuration process.

Business Model Simulator: The approach [GFCL] provides a process model for the
simulation of business models based on a case study on platforms as a service. The
model consists of the three phases of method setup and data acquisition, business

model design, and business model simulation.

Business Model Decision Support System: The approach [DHOB13] supports the
market analysis of different business model configurations by modeling critical de-
sign issues and success factors. This information can also be used to estimate the

consequences of the different configurations for the company.

Business Model Analyzer: The approach [AFM18, AM17, AF18] focuses on trans-
forming a current business model into a new target one. For this, they model semantic
relationships between the models and quantify the impact of changes to a set of

alternative business models.

Digital Business Model Builder: The approach [RHRH™ 19, RHNH ™ 18] provides a
digital twin of a business model that can be used to simulate the changes of KPIs based
on changing market conditions. For that, they divide the business ideas, the qualitative

description of a business model, and the business case.

The category of Evolution & Validation refers to tools that provide traceability in the

evolution steps of business modeling and validate the different business model decisions with

external stakeholders. Common examples of decision support in these tools are visualization

of the business model evolvement steps, deriving new steps based on the decision history,

and validating business models through crowd worker platforms.
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Business Model Idea Generators: The approach [Joh16] refers to a new type of
information system where business model ideas are generated through a combination
of existing computer knowledge and new human ideas. For that, new ideas are
iteratively generated by the systems and evaluated by crowd users.

IoT Business Model Change: The approach [AHdR18b, AdR18, AHdR18a] is a
concept for the systematic exploration of different business models. For that, it
develops an iterative approach for creating and testing business models by using

business model patterns.

Virtual Business Model Innovation: The approach [EBL16] provides design patterns
for a unified framework for BMDTs. They focus on the whole process of analyzing,
designing, implementing, and managing business models that can be supported by

shared material about business models and a community of users.

Framework for Analysis of Business Model Management: The approach [TSLE17]
provides a framework for business model management consisting of the phases of
analysis, design, implementation, and control. Here, every phase should be provided

with corresponding IT support.

Intelligent Decision Support System for Business Models: The approach [HKB18]
provides the concept of DSSs that reasoned its decisions to the company’s management,
which provides trust in computer-based systems. With this approach, they represent

the robustness of the business model based on a heat map.

Crowd-Based Business Model Validation System: The approach [DLE17] reduces
uncertainties of the business model by offering a crowd-based validation with potential
customers. Using an iterative process, they submit business model ideas to a crowd

platform and evaluate the corresponding feedback.

Hybrid Intelligence Decision Support System: The approach [DLL18, DLEL19]
combines the knowledge of computers and humans to improve the validation of new
business model ideas. For that, the feedback of the crowd platform is systematically

recombined to generate new ideas.

Green Business Modeling Editor: The approach [SBK18a, SBK18b, KBS19] is a
tool for sustainable business model development by allowing the collaboration of
different users. For that, it extends the BMC with custom building blocks and tracks
the reasons for changes in the business model.
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¢ BM-BPM Alignment Tool: The approach [SHB20] aligns the business models with
the business processes to improve the decision-making process. This alignment can be

done on the whole BMC, single components, or single elements.

» BMDL Feature Modeler’: The approach [GRE19b, GRE20] provides a meta-modeling
structure of business elements based on feature models. Here a set of those features can
be selected and adapted over time by conducting experiments with potential customers.

* Modesk: The approach [SELK20, SWS20] models and simulates dynamic business
models. For that, they add interdependencies between business components and use
system dynamics for simulating the outcome.

"The approach is a preliminary version of our tool after the first design cycle.



Appendix B

Installation of the Situational Business
Model Developer

The Situational Business Model Developer (SBMD), as shown in Figure B.1, is our situated
implementation within our design science study. It supports all three stages of our concept
for situation-specific BMD. For that, the tool can be used online! or the source code can be
downloaded and installed locally?.

on Method ry v Explanation Model Corr on Canvas Mode xperiments Templates BCIEN  Method Engineer v

Situational Business Model Developer

Welcome to the Situational Business Model Developer (SBMD). The SBMD allows the development of business models by taking the context of the
company and the product/service into account.

A detailed explanation is given here.

Method Engineer Role

The Method Engineer Role is used to define Business Model Development Methods

The process to do this is separated into multiple steps:
1. Create Method Elements in the Method Repository
2. Assemble Method Building Blocks from these Method Elements
3. Create Method Patterns that will be used to connect different Method Building Blocks
4. Compose Business Model Development Methods by selecting Method Patterns and filling them with Method Building Blocks

Options — SBMD v1.0.3

Fig. B.1 Tool Overview for the Method Engineer

!Online Version of the SBMD: http://sebastiangtts.github.io/situational-business-model-
developer/

2Source Code of the SBMD: https://github.com/sebastiangtts/situational-business-model-
developer


http://sebastiangtts.github.io/situational-business-model-developer/
http://sebastiangtts.github.io/situational-business-model-developer/
https://github.com/sebastiangtts/situational-business-model-developer
https://github.com/sebastiangtts/situational-business-model-developer
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The SBMD is based on NodeJS? and the Angular CLI* that need to be downloaded and
installed before the tool itself. Here, NodelS is a runtime environment to execute JS code
that comes with the Node Package Manager (NPM) to include external JS code packages in
the own software. AngularCLI is a command line interface (CLI) to develop and maintain
Angular applications. Moreover, optionally CouchDB? can be installed as persistent database
storage and GitHub Desktop® to clone the repository. Based on those tools, the SBMD can
be used with the following guidelines:

1. Get the current version of the SBMD from Github

(a) Clone the GitHub repository with a GitHub Desktop
(b) Download the repository directly on GitHub

2. Install the needed NPM packages by running npm install in the repository
3. Configure the used database

(a) Internal Database: As default, the application uses the PouchDB within the
web browser. The name of the default database is bmdl-feature-modeler. In the

src/app/pouchdb.service.ts, you can change the variable databaseName.

(b) External Database: Optional, a CouchDB can be used as persistent storage. For
that, the databaseName in the src/app/pouchdb.service.ts needs to be changed to
http://localhost:4200/database. Moreover, the URL to the CouchDB needs to be

added as rarget in the proxy.conf.json.
4. Run the SBMD application

(a) Internal Database: Run the SBMD with ng serve

(b) External Database: Run the SBMD with npm start

5. Use the SBMD to develop your own business models by open http://localhost:4200 in

your web browser

3Website of NodeJS: https://nodejs.org/

“Website of AngularCLI: https://angular.io/cli

SWebsite of CouchDB: https://couchdb.apache.org/
®Website of GitHub Desktop: https://desktop.github.com/


https://nodejs.org/
https://angular.io/cli
https://couchdb.apache.org/
https://desktop.github.com/
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